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1.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e Anoverview VB.net

e Evolution of VB.net

e Featuresof VB.net

e Concept of opening and closing window

1.1INTRODUCTION

Microsoft launched the .NET Framework and overhauled its most popular language:
Visual Basic. With the introduction of the Framework, the language was reconstructed
and given a new name: VB.NET. It's now a language that fully supports object-
oriented programming. It is true that VB6 supported some nation of objects, but lack
of support for inheritance made it unfit to be called an OOP language. For Microsoft,
changing VB is more of a necessity than a choice, if VB isto become one of the .NET
Framework languages and in order for VB programmers to be able to use the .NET
Framework Class Library.
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1.2WELCOME TO VB.NET

The .NET Framework is a new computing platform that simplifies application
development in the highly distributed environment of the Internet.

Services

NET Framework provides the following services:

e Toolsfor developing software applications,

e run-time environments for software application to execute,
e serverinfrastructure,

e value added intelligent software which helps developers to do less coding and
work efficiently,

The .Net Framework will enable developers to develop applications for various
devices and platforms like windows application web applications windows services
and web services.

Objectives
The .NET Framework is designed to fulfill the following objectives:
e A consistent object-oriented programming environment, where object code can be

stored and executed locally, executed locally but Internet-distributed, or executed
remotely.

e A code-execution environment that minimizes software deployment and
versioning conflicts.

e A code-execution environment that guarantees safe execution of code, including
code created by an unknown or semi-trusted third party.
A code-execution environment that eliminates the performance problems of
scripted or interpreted environments.

e Developers can experience consistency across widely varying types of
applications, such as Windows-based applications and Web-based applications.

e Build al communication on industry standards to ensure that code based on the
.NET Framework can integrate with any other code.

Understanding the .NET Framework Architecture

The .NET Framework has two components. the .NET Framework class library and the
common language runtime.

The .NET Framework class library facilitates types (CTS) that are common to all
.NET languages.

The common language runtime consists of (class loader) that load the IL code of a
program into the runtime, which compiles the IL code into native code, and executes
and manage the code to enforce security and type safety, and provide thread support.
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.NET Framework Architecture has languages at the top such as VB .NET C#, VJ#,
VC++ .NET; developers can develop (using any of above languages) applications
such as Windows Forms, Web Form, Windows Services and XML Web Services.
Bottom two layers consist of .NET Framework class library and Common Language
Runtime.

Visual Basic .NET is a major component of Microsoft Visual Studio .NET suite. The
.NET version of Visual Basic is a new improved version with more features and
additions.

1.2.1 Evolution of VB.Net

Visual Basic for Windows was debuted on March 20, 1991, a a show called
“Windows World,” athough its roots go back to atool called Ruby that Alan Cooper
developed in 1988.

The first two versions of Visual Basic for Windows were quite good for building
prototypes and demo applications—but not much else. Both versions tied excellent
IDEs with relatively easy languages to learn. The languages themselves had relatively
small feature sets. When VB 3 was released with a way to access databases that
required learning a new programming model, the first reaction of many people was,
“Oh great, they’'ve messed up VB!” With the benefit of hindsight, the database
features added to VB3 were necessary for it to grow beyond the toy stage into a
serious tool. With VB4 came a limited ability to create objects and hence a very
limited form of object-oriented programming. With VB5 and VB6 came more features
from object-oriented programming, and it now had the ability to build controls and to
use interfaces. But the structure was getting pretty rickety since the object-oriented
features were bolted on to a substructure that lacked support for it. For example, there
was nho way to guarantee that objects were created correctly in VB—you had to use a
convention instead of the constructor approach used by practically every other object-
oriented language. Ultimately the designers of VB saw that, if they were going to have
a VB-ish tool for their new .NET platform, more changes were needed since, for
example, the .NET Framework depends on having full object orientation.

9
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VB.NET is the new version of Visual Basic. The Visual Studio.NET is an Integrated
Development Environment that hosts VB.NET, C#, and C++.NET. Underlying al this
is the NET Framework and its core execution engine, the Common Language
Runtime.

VB.NET lets VB developers build truly free-threaded components and applications
for the first time. There are also things that VB.NET can do that you cannot do today
in VB. For example, Web Applications are a new form of project. Gone is Visua
InterDev with its interpreted VBScript code. Instead, you now build your ASP.NET
pages with VB.NET (or C# or C++), and they are truly compiled for better
performance.

VB.NET lets you create Windows services natively for the first time by providing a
Windows Services project type. And yes, VB.NET lets VB developers build truly
free-threaded components and applications for the first time.

1.2.2 Features of VB.Net

Visual Basic .NET provides the easiest, most productive language and tool for rapidly
building Windows and Web applications. Visual Basic .NET comes with enhanced
visual designers, increased application performance, and a powerful integrated
development environment (IDE). It also supports creation of applications for wireless,
Internet-enabled hand-held devices. The following are the features of Visual Basic
.NET.

Powerful Windows-based Applications

Visual Basic .NET comes with features such as a powerful new forms designer, an in-
place menu editor, and automatic control anchoring and docking. Visual Basic .NET
delivers new productivity features for building more robust applications easily and
quickly. With an improved integrated development environment (IDE) and a
significantly reduced startup time, Visual Basic .NET offers fast, automatic formatting
of code as you type, improved IntelliSense, an enhanced object browser and XML
designer, and much more.

Building Web-based Applications

With Visual Basic .NET we can create Web applications using the shared Web Forms
Designer and the familiar "drag and drop" feature. You can double-click and write
code to respond to events. Visual Basic .NET comes with an enhanced HTML Editor
for working with complex Web pages. We can also use IntelliSense technology and
tag completion, or choose the WY SIWY G editor for visual authoring of interactive
Web applications.

Simplified Deployment

With Visua Basic .NET we can build applications more rapidly and deploy and
maintain them with efficiency. Visual Basic .NET and .NET Framework makes "DLL
Hell" a thing of the past. Side-by-side versioning enables multiple versions of the
same component to live safely on the same machine so that applications can use a
specific version of a component. XCOPY -deployment and Web auto-download of
Windows-based applications combine the simplicity of Web page deployment and
mai ntenance with the power of rich, responsive Windows-based applications.



Powerful, Flexible, Simplified Data Access

Y ou can tackle any data access scenario easily with ADO.NET and ADO data access.
The flexibility of ADO.NET enables data binding to any database, as well as classes,
collections, and arrays, and provides true XML representation of data. Seamless
access to ADO enables simple data access for connected data binding scenarios. Using
ADO.NET, Visual Basic .NET can gain high-speed accessto MS SQL Server, Oracle,
DB2, Microsoft Access, and more.

I mproved Coding

You can code faster and more effectively. A multitude of enhancements to the code
editor, including enhanced IntelliSense, smart listing of code for greater readability
and a background compiler for real-time notification of syntax errors transformsinto a
rapid application development (RAD) coding machine.

Direct Accessto the Platform

Visual Basic developers can have full access to the capabilities available in .NET
Framework. Developers can easily program system services including the event log,
performance counters and file system. The new Windows Service project template
enables to build real Microsoft Windows NT Services. Programming against
Windows Services and creating new Windows Services is not available in Visua
Basic .NET.

Full Object-Oriented Constructs

You can create reusable, enterprise-class code using full object-oriented constructs.
Language features include full implementation inheritance, encapsulation, and
polymorphism. Structured exception handling provides a global error handler and
eliminates spaghetti code.

XML Web Services

XML Web services enable you to call components running on any platform using
open Internet protocols. Working with XML Web services is easier where
enhancements simplify the discovery and consumption of XML Web services that are
located within any firewall. XML Web services can be built as easily as you would
build any classin Visual Basic 6.0. The XML Web service project template builds all
underlying Web service infrastructure.

Mobile Applications

Visual Basic .NET and the .NET Framework offer integrated support for developing
mobile Web applications for more than 200 Internet-enabled mobile devices. These
new features give developers a single, mobile Web interface and programming model
to support a broad range of Web devices, including WML for WAP—enabled cellular
phones, compact HTML (cHTML) for i-Mode phones, and HTML for Pocket PC,
handheld devices, and pagers.

COM I nteroperability

You can maintain your existing code without the need to recode. COM
interoperability enables you to leverage your existing code assets and offers seamless
bi-directional communication between Visual Basic 6.0 and Visual Basic .NET
applications.

11
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Reuse Existing I nvestments

You can reuse all your existing ActiveX Controls. Windows Forms in Visual Basic
.NET provide a robust container for existing ActiveX controls. In addition, full
support for existing ADO code and data binding enable a smooth transition to Visual
Basic .NET.

Upgrade Wizard

Y ou upgrade your code to receive all of the benefits of Visual Basic .NET. The Visua
Basic .NET Upgrade Wizard, available in Visua Basic .NET, and higher, upgrades up
to 95 percent of existing Visual Basic code and forms to Visual Basic .NET with new
support for Web classes and User Controls.

Check Your Progress

Fill in the blanks:
1. The .NET Framework has two components the and the

2. VB.NET lets you create Windows services natively for the first time by
providing a .

3. Full formof RAD is

1.3 OPENING AND CLOSING WINDOWS

First, click Start, point to All programs, then point to Microsoft Visual Studio.NET,
and finally click the program icon for Microsoft Visual Studio.NET. Relax; it may
take afew seconds to open. If thisis the first time you open the program, you will see
the following window:
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Figure 1.2: Opening screen of Microsoft Visual Studio.NET



Click Get Started, in the upper l€eft. Y ou should see the following:
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Figure 1.3: After clicking on get started

In this window, you can aso see your recent projects. Of course, only if you have
some. If you do, there will be alink you can click to open the project. However, only
four links will be displayed here. If you have more than four recent projects, you can
click Open Project and choose the project you want to open. You can aso adjust this
number to display up to 24 recent projects — not quite the thing for beginners. To
change this number, click Tools, then Options and adjust the number accordingly. If
you ever want to open your projects outside the development environment, go to this
folder: C:\Documents and Settings\yourusername\My Files\Visual Studio Projects.
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Figure 1.4: New project selection screen
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To start anew project, click New Project (sounds obvious, doesn't it?). A new window
will open. In the left pane, click Visual Basic Projects. In the right pane, click
Windows Application. Double-click the name (WindowsApplicationl) and type the
name you would like to give your application. Click OK and wait until the project is
created and opened. What you will see next should look like this:

After Microsoft Visual Studio has been opened, the screen you look at is called an
Integrated Development Environment or IDE. The IDE is the set of tools you use to
create a program.

The system icon B is used to identify the application that you are using. Almost
every application has its own system icon. The system icon holds its own list of
actions; for example, it can be used to move, minimize, maximize or close (when
double-clicked) a window.

When you freshly start Visual Studio, the main section of the title bar displays the
name of the application as Microsoft Developer Environment. Later on, if you start a
project, the title bar would display the name of your project, followed by the name of
the programming environment you sel ected.

The main section of the title bar is also used to move, minimize, maximize the top
section of the IDE, or to close Visua Studio. On the right section of thetitle bar, there
are three system buttons with the following roles:

Button Role
=] u Minimizes the window
]| E Maximizes the window
=1 Restores the window
x| m Closes the window

Under the title bar, there is a range of words located on a gray bar. Thisis called the
menu or main menu. Under the File menu Close, Save All, or Exit menu are exist..
For example, if you click Close, Microsoft Visua Studio will find out whether the
current file had been saved aready. If it has been, the file would be closed; otherwise,
you would be asked whether you want to save it before closing it.

T — 21 x|
Save jn: I (2} Deskiop j & EE-

.DMy Documents

J My Computer

% JMy Network Places

22 wmL

My Computer
My Documents
I'Q Sandeep.bxt

File name: || Save

LI

Save a3 lype: I Test files [“.tat) Cancel

Help

Figure 1.5: Save as screen



Check Your Progress 2

Fill in the blanks;
1. Visua Basic for Windows was debuted on
2. Thefull form of IDE s

3. Visua Basic .NET isamajor component of

14LET USSUM UP

Visual Basic .NET is a major component of Microsoft Visual Studio .NET suite.
Visual Basic .NET provides the easiest, most productive language and tool for rapidly
building Windows and Web applications. Visual Basic .NET comes with enhanced
visual designers, increased application performance, and a powerful integrated
development environment (IDE). It also supports creation of applications for wireless,
Internet-enabled hand-held devices. VB.NET. It's now a language that fully supports
object-oriented programming.

1.5LESSON END ACTIVITY

Describe the evolution of VB.net

1.6 KEYWORDS

Microsoft Visual Basic .NET: It is a programming environment used to create
graphical user interface (GUI) applications for the Microsoft Windows family of
operating systems.

Window: An instance of a program.

I ntegrated Development Environment or IDE: It the set of tools you use to create a
program.

1.7 QUESTIONS FOR DISCUSSION

1. WhatisVB.net?
2. Describe the salient features of VB.NET.
3. Explain IDE.

Check Your Progress. Model Answers

CYP1

1. .NET Framework class library, common language runtime
2. Windows Services project type

3. Rapid application development (RAD)

CYP2

1. March 20, 1991

2. Integrated development environment
3. Microsoft Visua Studio .NET suite

15
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20 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e Concept of toolbar

e Different buttons on the toolbar

e Handling existing projects

e |deaof AutoHide

e How to customize the window

2.1 INTRODUCTION

The Toolbar Controls for Microsoft Office is a plug-in for Add-in Express that
provides unique features for creating a commercial class user interface for your
Microsoft Office add-ins. Using the Toolbar Controls you can easily create
sophisticated user interfaces found in today's most recognizable commercial MS
Office add-ins.

The Toolbar Controls for Microsoft Office adds one feature to Add-in Express. With
the Toolbar Controls your can use any visual .NET controls, not only Office built-in
controls, onto Outlook and Excel command bars. Now you can add any buttons,
images, tree-views, grids, diagrams, edit and combo boxes, labels, reports to your
command bars. It is what the Toolbar Controls is purposed for.

2.2 TOOLBARS

Almost every Windows application available has one—if not more—toolbar to
enhance the user interface. Toolbars enable users to quickly get at an application's
commonly used functions. Depending on the application, one or more toolbars could
help with specific tasks, such as the Editor Toolbar in the Visual Basic IDE. Because
toolbars are so widely used, most users now expect any desktop application they use
to have them.

Adding toolbars to your application has become fairly easy with the Toolbar control
supplied with Visual Basic. Creating a simple or complicated toolbar requires that you
add the following controls to the form:

e The Toolbar control sets up the buttons of the actual toolbar displayed to users
and handles user requests.

e ThelmageList control contains the bitmaps used on the toolbar buttons.

To see how these controls interact to form an application toolbar, start a new project
and name it Toolbar.

2.2.1 Adding a Toolbar

Here you see how to use the Toolbar control with the ImageList control. Adding a
toolbar is as easy as adding the controls to the form and setting some of their
properties. Of course, you still need to add the code to make anything actually happen
in the application.

2.2.2 Selecting the Images for the Buttons

To create a toolbar, place an ImageList control on your form. To begin the process,
add the images you want to use on the toolbar by using the Image Collection Editor



(see Figure 2.1). You can display this by clicking the Images button in the ImageL.ist

propertieslist.
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Figure2.1: Using the Image Collection Editor to add imagesto the Imagel ist control

To add an image to the Image collection for the ImagelList control, click the Add
button. In the Open dialog box that appears, select the image you want to add. When
you select the image and click Open, the image is added to the Members list as shown
in Figure 2.2.

Find the New and Open bitmaps in /Program File¥ Microsoft Visua
Studio.NET/Common7/Graphics/Bitmaps/ TLBR_W95 directory and add them to the
Image collection. When you're finished, click OK to close the Image Collection
Editor.

™ 1mage Collection Editor x|

Members: Syskem. Drawing. Bitmap Properties:
| 0 @ System,Drawing.Bitmap ﬂ H Misc
| 1 |E=5] System.Drawing.Bitmap HarizontalResolut| 96
| 2 || System.Drawing.Bitmap ﬂ PhysicalDimensior {\Width=18, Height=16
| 3 System.Drawing.Bitmap PixelFormat Format3zbppargh
L E System.Drawing.Bitmap RawFormat MemoryBmp
i System,Drawing.Bitmap S 16, 16
| 6 System.Drawng.Eltmap WerticalResolution 96

7 tem.Drawing.Bitmap

8 System.Drawing.Bitmap
9 | [EX] System.Drawing.Bitmap
10| E=] System.Drawing.Bitmap
11 | B System.Drawing.Bitmap
E System.Drawing.Bitmap

add | Remove

oK Cancel Help

.
Figure 2.2: Displaying theimages already included in the Image collection
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To add the toolbar to your project, follow these steps:

1

Place a Toolbar control on the form. It doesn't really matter where you put it; the
default Dock property placesit at the top of the form.

Set the ImagelList property to the ImagelList control you've just added. This
property identifies which ImageList control (if you have more than one on the
form) the Toolbar control will use to provide the images for the buttons. (Now
you can see why you had to set up the ImageL.ist control first.)

2.2.3 Adding the Buttons

The real action starts when you create the buttons for the toolbar. Y ou'll actually add
the buttons by using the ToolBarButton Collection Editor (see Figure 2.3).

To add a button to the toolbar, perform the following steps; then if you want to
reposition the button, use the up and down arrows to move it to the correct position on

the toolbar.
1. Click the collection button for the Toolbar's Buttons property.
2. In the ToolBarButton Collection Editor, click Add to add a new button to the
toolbar.
3. Select theimage you want on the button by setting the Imagelndex property, using
its associated drop-down list (see Figure 2.3).
™ ToolBarButton Collection Editor X|
Members: tbMew Properties:
EbRew + B Configurations L=
1 | tbOpen — (DvnamicProperti
3 SPEFEI — Tag thNew
4 | tbPrint H Design
= SEE":EE (Mame) thMew
? EI::EL“: Modifiers Private
opy i
8 | thPaste E"“D -
9 | Spacea ropDownMenu  (none)
10 thEald Enabled True
11 | thitalic Imagelnde:x 0
12 | thUndetline IremData thNew
13 | Spaced PartialPush False
14 | thlftIusk Pushed False
15 | thiCtrJustk Rectangle 0,2, 24, 22
16 | tbREJust Skyle PushButkon
Texk -
Add Remove ToolTipText
ticikl Tati et
(04 Cancel Help
P

Figure 2.3: The ToolBarButton Collection Editor
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% EEEE:;Y Mu:_udifiers Private
8 |tbPaste SUEISe
| Snaced DropDownMenu  {none)
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11 | tbItalic Imagelndex ||
E thUnderline ItemData L]
13 | Spaced PartialPush (= 1
14 | thiFtIust Pushed =
15 | thCtraust Rectangle = 3
16| thReust Style 4
Text = =
add Remaove ' Iy 6
A i .T.F"-:.l_ITIpTEXt @ s _ﬂ
[£] s -
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0K Canicel 10 J
= i1 A 4
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Figure 2.4: Selecting the image to use for atoolbar button
For each button you add, you will need to specify the following properties:

e The ltemData property specifies a string that you can use to identify the button in
your code. The value of this property must be unique for each button. Y ou should
assign a string that's meaningful to you so you can easily remember it when you're
writing your code.

e The Imagelndex property specifies the index of the image you want to appear on
the button face. The index corresponds to the index of the picture in the ImageList
control. A value of zero for the Imagelndex property will give you a button
without an image.

e The Style property determines the type of button you're creating. The button type
aso determines how the button will behave in the toolbar. The following table
lists the different Style property settings.

Setting Button Behavior with the Style Property

Setting Description
PushButton (default) Creates a standard push button

Togglebutton Indicates that an option ison or off

Separator Provides a space between other buttons

DropDownButton Displays a drop-down menu list when the button is clicked

21
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Also, you can set severa optional properties for each button:
e Text displays text beneath the image on a button.

e ToolTipText appears when the mouse is placed on the button. (This text appears
only if the ShowTips property of the toolbar is set to True.)

e Pushed sets or returns the current state of the button.

e |If you set a button style property to DropDownButton, you must set the
DropDownMenu property for that button in the ToolBarButton Collection Editor
(see Figure 2.5).

¥ ToolBarButton Collection Editor |
Members: tbPrint Properties:
| O |tbNew ﬂ {DvnamicProperti -
1 | tbOpen H pata
I thSave ﬂ Tag
| 3 | Spacel H Design
T B e
% tSL:lgcte2 Modifiers Private
= tbczpy H Misc
"8 | tbPaste DropDownMenu  EEGT Lot i (S TR ;I
& Space3 Enabled True
0| thEold Imagelndex =]
[ 11 | thitalic ItemData
12 | thiunderline PartialPush False
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Figure 2.5: Setting a menu list on the ToolBarButton Collection Editor

This DropDownMenu feature of the Toolbar offers the functionality included in
Visual Basic (see Figure 2.6) and many other Windows-based products.
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Figure 2.6: Using drop-down menus from a toolbar



After you add the buttons to your toolbar, click OK to close the Collection Editor and

save the changes. Y our form should look like the one in Figure 2.7.
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Figure 2.7: Thefinal project form with the Toolbar and ImageL ist controls set

2.2.4 Writing the Button Code

You now have a toolbar on your form. If you execute the application, you can click
the buttons and see them respond. However, until you add code to the toolbar's events,
the buttons won't perform any functions because they don't have any events of their

own.

ButtonClick is the toolbar event in which you'll place your button code. This event
passes a set of event arguments in an object to the event procedure called e, which
allows you to access all the button's properties. In your code, use the value of the
ItemData property to determine which button was actually clicked. The following

source code is typical for taking actions based on buttons clicked:

Private Sub Tool Bar1_Buttond i ck(ByVal

sender As System Obj ect,

ByVal e As System W ndows. For ns. Tool Bar But t onCl i ckEvent Ar gs)
Handl es Tool Bar 1. Butt ond i ck
Sel ect Case e.Button.|tenData

Case " New'
“ToDo: Add “New button code.

MsgBox("Add “~New button code.")

Case " (Open”
"ToDo: Add " Open’
MsgBox (" Add " Open’
End Sel ect

End SubTI P

button code.
button code.")
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In an actual application, these Case statements should call the same code routine as
the related menu options. This allows you to program the action once and then call it
from both the menu and the toolbar. Doing this makes it easier to maintain your code
because then any changes or corrections have to be made only once.

Notice that each Case statement in the Select statement will execute based on the
clicked button. Now your toolbar is ready to have the remaining sections of your
application code added.

2.2.5 Other Toolbar Features

One of the newest features to be added to Visual Basic is the Tool Tip textbox feature.
Almost every object and control in Visual Basic can display ToolTips. Using the
toolbar, if you set the ShowTips property to True you can specify unique text for each
toolbar button. Text placed in the ToolTipText property for a button is displayed
during runtime when the mouse pointer remains on a button for a short period of time
(see Figure 2.8).

ﬂgMain Demo Form O] x|
| b |B|@ B|f|U| =|

Figure 2.8: Use Tool Tipsto inform userswhat function each button performs

Check Your Progress

Fill in the blanks:
1. ThelmagelList control containsthe used on the toolbar buttons.
2. A vaue of for the Imagelndex property will give you a button

without an image.
3. The Style property determines the of button you're creating.




2.3 EXISTING PROJECT

Different activities which you can perform with your existing project are described
below:

2.3.1 Open an Existing Project
From the Start Page click ‘ Open Project’
OR From the menu, select File -> Open -> Project
Then, go to the directory containing your project, select your project name (the one
with “Visua
Basic .NET project” file type
e If your project islisted on the Start Page, just click on the project name
OR

e Open the project’s folder in Windows Explorer, and double click on file with
extension .vbproj or

file description “Visual Basic .NET Project”

2.3.2 Save an Existing Proj ect
Y ou can save the existing project by selecting Select File -> Save all.

Select the specific folder WHERE you want to save the project. When you click Save,
your form is saved with the name you gave it, and an extension ".frm"

Then, another window opens where you will save the project files. Do so using the
same filename and in the same folder. VB will add the ".vbp" extension.

When you want to exit the project, you will be asked if you want to save changes. Say
yes, because at thistime VB will make athird file, the .vbw file

When working on the hard drive, follow these directions, too. Be sure you know
where your files are, and that you have them all in the same folder. When you want to
transfer something to a floppy to have at schoal, just copy the whole folder, making
surethat al threefiles arein the folder.

Whatever you do, do not just drag files into a folder. The project file "remembers"
where the form file was originally located. The .vbw file has recorded the path to the
original forms and folders. Make sure the files are saved into the same folder. Y ou can
do "Save Project As' and "Save Form As' from the File menu to see where they are,
and then cancel the "Save As' if they are OK. If the form fileis not in the same folder
as the project file, then use the "Save form As' command to put the form file into the
right place.

2.3.3Import an Already Existing Form to a Project

1. If you aready have a project then open it, otherwise create a new project

2. Under Solution Explorer, right-click on your project name select Add-> Add
existing item,

3. When the dialog box “Add Existing Item” show up, go to the directory containing
your aready existing form and select the form (select file .vb)

4. Click ‘Open’
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2.3.4 Add User Control to the Existing Project

You can add user control to the existing project by selecting Project->Add User
Control. The image below displays the new project dialogue to add a User Control
project.

New Project El
Project Types: Templates: Iﬁﬁ

4 Wisual Basic Projects

e =

L[] Wisual C# Projects FE

L) Wisual C++ Prajects

Wfimcdiony

: Windoms Class Library i I5
: Control Library

----- {17 Setup and Deplayment Projects Application

{:I Othet Projects

ASP.MET Web ASP.MET Web ‘Web Control
Application Setvice Library J
k3

& project For creating controls ko use in Windows applications

Mame: I WindowsControlLibrary 1
Location: |C:'|,Sanu:|eep'l,'u'B.NET j Browse, .. |
{” add to Solution {* Close Solution

Project will be created at C:YSandeepi\VE.NET\ WindowsControlLibrary 1.

FMore | (] 4 I Cancel | Help |

Figure2.9

2.3.5Inheriting a Form from an Existing Project

You can aso inherit a form from the existing project. To inherit a form from other
project, navigate to the project containing the form you want using the browse button
in the Inheritance Picker dialog, click the name of the DLL file containing the form
and click Open. This returns to the inheritance Picker dialog box where the selected
project is now listed. Choose the appropriate form and click OK. A new inherited
form is added to your project.

24 AUTO HIDE

Once the initial VB.NET screen appears, you'll find the controls stored inside of the
toolbox on the left side of the screen. These are the objects you can place on a form.
Users interact with these objects. Y ou can run your mouse over each object and atool
tip will appear informing you of the object’ s purpose.

The direction of the push pin on the toolbox's title bar dictates whether or not auto
hide isin effect. If the push pin is vertical, auto hide is turned off. This means that the
toolbox is always visible. If you click on the push pin, it will be displayed vertically.
At this point, auto hide is activated and moving your cursor off the toolbox will cause
it to collapse. It will only expand when your cursor is over the toolbox icon that
appears docked against the left corner of the window. Other windows also have
autohide capabilities activated and deactivated by clicking the window's respective
push pin.
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Figure 2.10: A window showing the push pin

2.5 CUSTOMIZING WINDOWSPLACING CONTROL ON
A FORM

Customizing window and placing control on a form is a very important factor when
we design our application (project). A form provides the interface for end users to
interact with the application. End users are called target audience. Designing a good
user interface which is easy to use and understand is crucia for a successful
application. If you already know the target audience for whom you are developing the
application then designing becomes simple as you will already be familiar with their
corporate colors and likes. Target audience, for example, can be the employee's of a
firm for whom you will design the application. A well designed user interface makes
it easy and simple for the target audience to understand and use. On the other hand, a
poorly designed user interface will be hard to understand and use and can lead to
distraction and frustration.

Good user interface is possible if it is designed keeping in mind the following four
principles:

1. Simplicity

2. Positioning of Controls

3. Consistency

4. Aesthetics

The image below is an example of agood user interface design.
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New Account Reqistration
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Figure2.11: A well designed user interface

The above said four principles explained:

2.5.1 Simplicity

Simplicity is a key factor when designing a user interface. If a user interface looks
crowded with controls then learning and using that application will be hard. Simplicity
means, the user interface should allow the user to complete all the required tasks by
the program quickly and easily. Also, program flow and execution should be kept on
mind while designing. Try to avoid use of flashy and unnecessary images that distract
the user. The simpler the user interface, the more friendly and easy it will be.

2.5.2 Positioning of Controls

Positioning of controls should reflect their importance. Say, for example, if you are
designing an application that has a data-entry form with textboxes, buttons, radio
buttons, etc. The controls should be positioned in such a way that they are easy to
located and matches the program flow. Like, a submit button should be placed at the
bottom of the form so that when the user enters all the data he can click it straight
away. Theimage above is a perfect example of positioning of controls.



2.5.3 Consistency

The user interface should have a consistent ook through out the application. The key
to consistency lies during the design process. Before developing an application, we
need to plan and decide a consistent visual scheme for the application that will be
followed throughout. Using of particular fonts for special purposes, using of colors for
headings, use of images, etc are all part of consistency.

2.5.4 Aesthetics

An application should project an inviting and pleasant user interface. The following
should be considered for that.

Color : Use of color is one way to make the user interface attractive to the user. The
color which you select for text and back-ground should be appealing. Care should be
taken to avoid gaudy colors that are disturbing to the eye, for example, black text on a
red back-ground.

Fonts : The fonts which you use for text should also be selected with care. Simple,
easy-to-read fonts like Verdana, Times New Roman should be used. Try to avoid
bold, strikeout text in most parts of the application. Use of bold, italics and other
formatting should be limited to important text or headings.

Images : Images add visual interest to the application. Simple, plain images should be
used wherever appropriate. Avoid using flashing images and images that are not
necessary but are used only for show off.

2.5.5 Shapesand Transparency

NET Framework provides tools that allow us to create forms and controls with
different levels of opacity. Apart from using traditional shapes like rectangles, etc,
these tools aso alow us to draw our own shapes which can provide some very
powerful visual effects. User drawn shapes should be used only if the application
regquires it and care should be taken that the shapes which are drawn do not disturb the

eye.
The image below is an example of a poorly designed user interface.
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Address 1 Addressd

Select State 2

Figure 2.12: A poorly designed user interface
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2.6 SELECTING AND RESIZING CONTROL

If you visually add a control to aform (at design time), in order to perform any type of
configuration on the control, you must first select it. Sometimes you will need to
select agroup of controls.

2.6.1 Single Control Selection

To select acontral, if you know its name, you can click the arrow of the combo box in
the top section of the Properties window and select it.

To select a control on the form, you can simply click it. A control that is selected
indicates this by displaying 8 small squares, also called handles, around it. Between
these handles, the control is surrounded by dotted rectangles. In the following picture,
the selected rectangle displays 8 small squares around its shape:

_laix

! =
D ................. D ................ D

[\wednesday, Apil 04,2007 =]

Figure 2.13: A single control selection

2.6.2 M ultiple Control Selection

To select more than one control on the form, click the first. Press and hold either Shift
or Ctrl, then click each of the desired controls on the form. If you click a control that
should not be selected, click it again. After selecting the group of controls, release
either Shift or Ctrl that you were holding. When a group of controls is selected, the
last selected control displays 8 handles too but its handles are white while the others
are black. In the following picture, a form contains four controls, three controls are
selected:

RETEY

[wednesday, Apil 04,2007 =]

Figure 2.14: Multiple control selection



Another technique you can use to select various controls consists of clicking on an
unoccupied area on the form, holding the mouse down, drawing a fake rectangle, and

releasing the mouse:

o

| =

[ chackBawl

L

=

[wednesday, apil 04,2007 ]

Every control touched by the fake rectangle or included in it would be selected:

Figure 2.15: Morethan one control selection

WY
.

[wednesday, apil 04,2007 x|

When various controls have been selected, you can resize them by click and drag

process.

Of course, you can set the control's properties by coding also. You can set these
properties before or after adding it to the form, but after the control is instantiated. A
control has properties such as Left, Top, Width and Height for its size and position. A
Button control also has the Text property that will appear as the text for the button

object.

The code stated below brings a form to life and adds two controls, a Button and a

Figure 2.16: Multiple control selection

TextBox, to the control and definestheir size.

Addi ng controls to a form

I mports System W ndows. For ns

Public C ass Fornl

I nherits Form

Control declaration: a Button and a Text Box
Private Buttonl As Button
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Public Sub New()
InitializeConponent ()
End Sub
Private Sub InitializeConmponent()

Me. Text = "Devel oper Forn
Me. Wdth = 400
Me. Hei ght = 300

Buttonl = New Button()
Text Boxl = New Text Box()

Buttonl. Left = 200
Buttonl. Top = 200
Buttonl. Wdth = 100
Buttonl. Hei ght = 40
But t onl. Tabl ndex = 0
Buttonl. Text = "Click Me"

Text Box1. Left = 200
Text Box1. Top = 30
Text Box1. Wdth = 150
Text Box1. Hei ght = 40

Me. Control s. Add( Butt onl)
Me. Control s. Add( Text Box1)

End Sub
End Cl ass
Check Your Progress 2]
Fill in the blanks:
1. Simplicity is akey factor when auser interface.

2. A control that is selected indicates this by displaying 8 small squares, also
cdled , around it.

2.7 RELOCATING CONTROL PROPERTIES OF
WINDOWS

Docking and anchoring are designed to relocate your controls when the form is
resized.




2.7.1 Docking

A docked item is attached to one of the edges of its container (such as a form). In
addition to docking to one of the four sides, controls also support afifth (sixth if you
count None for no docking) docking setting, Fill. If you set the Dock property to Fill,
that control becomes attached to all four sides of the container, adjusting itself
automaticaly as the form is resized. You cannot adjust any size or position settings
for acontrol that has been docked to fill the container.

Consider a form that contains only a single ListBox control. If you set the ListBox's
Dock property to Left (see Figure 2.17), the height of the control will be fixed to the
height of the form's client area (causing the list box to fill the form from top to
bottom), while the position of the control will be locked to the left side of the form.
The only thing you can change about the size of the list box at this point is its width,
controlling how far out from the left side it extends. Docking to the right is essentially
the same; the list box becomes attached to the right side of the form, but you can still
change its width as desired. Docking to the top or bottom will cause the width to be
fixed to fill the width of the form, but the height of the control can still be modified.
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Figure 2.17: Docking a control

Remember that you are docking the control to its container, which in this example is
the Form, but could be a container control such as a GroupBox or Panel.

The container (form, panel, or other type of container control) has a DockPadding
property, which allows it to specify a certain amount of padding between it and
docked controls. The padding values can be specified individually for the four sides of
the container, or an overall padding value that applies to all of the sides at once. If a
container has specified a DockPadding value of 10, for example, a control docked to
the left will be positioned 10 pixels away from the left edge. The DockPadding setting
is great for creating a more visually pleasing user interface as it results in a border
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34 , around the form while still enabling the automatic resizing of docked controls (see
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Figure 2.18).
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Figure 2.18: DockPadding

Docking gets alittle more complicated when multiple docked controls are involved. If
you dock more than one control to the same edge, the second control will dock
alongside the first instead of directly to the container. Going back to the example with
the ListBox on a form, you can try multiple docked controls to see what happens. If
you docked the ListBox to the bottom and then added a new DataGrid to the form,
setting its Dock property aso to Bottom, you would have produced an interface
similar to Figure 18, where the ListBox appears below the DataGrid.
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Figure 2.19: Multiple controls docked to the same side will stack instead of overlap



Both of the controls are docked to the form and will resize as the form is resized. If
you have controls docked to one or more sides of your container, and then you set
another control's Dock property to Fill, the control set to Fill will be automatically
sized to use al of the remaining area of the container. If you have multiple controls
docked on a form, you might want to use the Splitter control. Splitter is a specia
Windows Forms control that, when docked between two other controls, allows you to
resize the two controls at runtime. Using the Splitter control and a few other key
controls, you can create a standard Explorer view form in a matter of minutes.

To add a splitter to your form, you need to be careful of the order in which you add
your controls. Try adding a ListBox to an empty form, and docking it to the left. Then
add a splitter control, and dock it to the left as well (it is by default). Finaly, add a
DataGrid control, dock it to the left as well, or set its dock property to Fill, and you
will have aworking example of using a splitter!

2.7.2 Anchoring as an Alternative Resizing Technique

After docking, this has to be the coolest layout feature. Anchoring is a little simpler
than docking, but it can be a powerful tool. Using a graphical property editor (see
Figure 2.20), you can set the Anchor property for a control to any combination of Top,
Left, Bottom, and/or Right.
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=
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Dok, | —1
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The anchar of the con
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Figure 2.20: The property editor

To anchor a control to a specific side means that the distance between the control and
that side of its container becomes fixed. Therefore, if you anchor a control to a
specific side and then resize the form, the control's distance from the anchored side(s)
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will not change. To maintain a constant position relative to one or more sides of your
container, the control might have to be resized when the form's size changes.

By default, controls are anchored to the top and left, which makes them behave
exactly as controls did in previous versions of Visua Basic. When you resize the
form, they do not move or resize. If you want to create a TextBox that grows as you
make your form wider, you can anchor it to the top, left, and right sides. If you want
the TextBox to grow in height as well as width, anchor it to the bottom as well.

2.7.3 AutoScrolling Forms

In some cases there is a minimum size at which your form is usable, so resizing below
that needs to be avoided. There are also situations when the content on your form is a
fixed size, making resizing inappropriate. Windows forms provides a few additional
features to alow you to deal with these situations. Forms have minimum/maximum
height and width properties (allowing you to constrain resizing to a specific range of
sizes) and the AutoScroll feature. AutoScroll alows aform to be resized by the users,
but instead of shrinking the controls on the form, scroll bars appear to allow the users
to view the entire form area even if they have resized the window. The form shown in
Figure 2.21 is a perfect candidate for AutoScroll; it contains a large number of
controls and buttons and cannot be resized using docking or anchoring.

-
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Figure2.21: Thisform would be hard to resize, so the solution isto allow usersto scroll

If the user were to resize this form, making it smaller than the area required for all of
its contrals, the AutoScroll feature of Windows forms will save the day by adding
horizontal and/or vertical scroll bars as required (see Figure 2.22).
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Figure 2.22: AutoScroll

In addition to the AutoScroll property, which you set to True to enable auto scrolling,
there are two other properties, AutoScrollMargin and AutoScroliIMinSize, that are
used to configure exactly how scrolling occurs.

Check Your Progress 3

Fill in the blanks:
1. If the push pinisvertical, auto hideis
2. A item is attached to one of the edges of its container

3. isthe toolbar event in which you'll place your button code.

28 LET USSUM UP

Adding toolbars to your application has become fairly easy with the Toolbar control
supplied with Visual Basic. The Toolbar control sets up the buttons of the actua
toolbar displayed to users and handles user requests. AutoScroll allows a form to be
resized by the users, but instead of shrinking the controls on the form, scroll bars
appear to allow the users to view the entire form area even if they have resized the
window. Customizing window and placing control on a form is a very important
factor when we design our application (project). A form provides the interface for end
users to interact with the application. Docking and anchoring are designed to relocate
your controls when the form is resized. A property is a piece of information that
characterizes a control.

2.9 LESSON END ACTIVITY
What are the properties that need to specify for each button?

2.10 KEYWORDS

Toolbar: It enables users to quickly get at an application's commonly used functions.

Docking: A docked item is attached to one of the edges of its container and it is
designed to rel ocate the controls when the form is resized.

Anchoring: To anchor a control to a specific side means that the distance between the
control and that side of its container becomes fixed.
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AutoScroll: This feature allows a form to be resized by the users, but instead of

shrinking the controls on the form by appearing scroll bars

ToolTips: It is the text which is displayed during runtime when the mouse pointer

remains on a button for a short period of time

2.11 QUESTIONS FOR DISCUSSION

1. What isdocking? What isits application?
2. How to add atoolbar to your project?
3. How to save an existing project?
4. Write short notes on
a. Auto scrolling form
b. Toolbar

c. Anchoring

Check Your Progress. Model Answers

CYP1
1. bitmaps
2. zero

3. type

CYP2

1. designing

2. handles
CYP3

1. Turned off
2. Docked

3. ButtonClick

2.12 SUGGESTED READINGS

Shirish Chavan, Visual Basic.Net, Pearson edition,2004

MSDN Visual studio Library.

Schneider, An Introduction to Programming using Visual Basic .Net, 5th Edition ,PHI
Kant, Visual Basic.Net— A beginners guide, TMCH
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3.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Anoverview different fields

e Different control objects and their properties

3.1 INTRODUCTION

Visual Basic .NET is Object-oriented. Everything we do in Visua Basic involves
objects in some way or other and everything is based on the Object class. Controls,
Forms, Maodules, etc are all types of classes. Fields, Properties, Methods, and Events
are members of the class. Fields and Properties represent information that an object
contains.

3.2SETTING PROPERTIESOF FORM AND CONTROL

A property is a piece of information that characterizes a control. It could be related to
its location or size. It could be its color, its identification, or any visual aspect that
gives it presence on the screen. The properties of an object can be changed either at
design time or at run time. You can also manipulate these characteristics both at
design and at run times. This means that you can set some properties at design time
and some others at run time.

To manipulate the properties of a control at design time, first click the desired
property from the Toolbox. Then add it to the form or to a container control. To
change the properties of a control at design time, on the form, click the control to
select it. Then use the Properties window.
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The items in the Properties window display in a list set when installing Microsoft
Visual Studio. In the beginning, you may be lost regular when looking for a particular
control because the list is not arranged in a strict order of rules. You can rearrange the
list. For example, you can cause the itemsto display in alphabetic order. To do this, in
the title bar of the Properties window, click the Alphabetic button. To restore the lit,
you can click the categorized button.

3.2.1 Properties Categories

Each field in the Properties window has two sections: the property’s name and the
property's value:

The name of a property is represented on the left column. This is the official name of
the property. Notice that the names of properties are in one word. You can use this
same name to access the property in code.

The box on the right side of each property name represents the value of the property
that you can set for an object. There are various kinds of fields you will use to set the
properties. To know what particular kind a field is, you can click its name. But to set
or change a property, you use the box on the right side of the property’s name: the
property's value, also referred to asthe field's value.

Text Fields: There are fields that expect you to type avalue. Most of these fields have
a default value. To change the value of the property, click the name of the property,
type the desired value, and press Enter. While some properties, such as the Text,
would allow anything, some other fields expect a specific type of text, such as a
numeric value.

Expandable Fields: Some fields have a + button. This indicates that the property has
a set of sub-properties that actually belong to the same property and are set together.
To expand such afield, click its + button and a— button will appear:

To collapse the field, click the — button. Some of the properties are numeric based,
such as the above Size. With such a property, you can click its name and type two
numeric values separated by a comma. Some other properties are created an
enumerator or a class. If you expand such a field, it would display various options.
Here is an example:

Boolean Fields: Some fields can have only a true or false value. To change their
setting, you can either select from the combo box or double-click the property to
toggle to the other value.

Action Fields: Some fields would require a value or item that needs to be set through
an intermediary action. Such fields display an dlipsis button. When you click the
button, a dialog box would come up and you can set the value for the field.

Boolean Fields: Some fields can have only a true or false value. After clicking the
arrow, alist would display:

There are various types of selection fields. Some of them display just two items. To
change their value, you can just double-click the field. Some other fields have more
than two values in the field. To change them, you can click their arrow and select
from the list. Y ou can also double-click afew times until the desired value is sel ected.

Below are the properties of a Windows Form. Properties displayed below are
categorized as seen in the properties window.



Fill in the blanks;

Check Your Progress

1. A property isapiece of information that acontrol.

2. Each field in the Properties window has two sections. the

3. field allows you to type avalue.

and

Appearance Properties

Description

BackColor

Gets/Sets the background color for the form

Backgroundimage

Get/Sets the background image in the form

Cursor Gets/Sets the cursor to be displayed when the user moves the
mouse over the form

Font Gets/Sets the font for the form

ForeColor Gets/Sets the foreground color of the form

FormBorderStyle Gets/Sets the border style of the form

RightToL eft Gets/Sets the value indicating if the alignment of the control's
elementsisreversed to support right-to-left fonts

Text Gets/Sets the text associated with this form

Behavior Properties

Description

AllowDrop _Indic_ates if the form can accept data that the user drags and drops
into it

ContextMenu Gets/Sets the shortcut menu for the form

Enabled Gets/Sets avalue indicating if the form is enabled

ImeMode Gets/Sets the state of an Input Method Editor

Data Properties

Description

DataBindings Gets the data bindings for a control

Tag Gets/Sets an object that contains data about a control
Design Properties Description

Name Gets/Sets name for the form

DrawGrid Indicates whether or not to draw the positioning grid
GridSize Determines the size of the positioning grid

Locked Gets/Sets whether the form is locked

SnapToGrid Indicates if the controls should snap to the positioning grid
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Layout Properties

Description

AutoScale Indicates if the form adjustsits size to fit the height of the font used
on the form and scales its controls
AutoScroll Indicates if the form implements autoscrolling

AutoScrollMargin

The margin around controls during auto scroll

AutoScrolIMinSize

The minimum logical size for the auto scroll region

DockPadding

Determines the size of the border for docked controls

Location

Gets/Sets the co-ordinates of the upper-left corner of the form

MaximumSize

The maximum size the form can be resized to

MinimumSize

The minimum size the form can be resized to

Size Gets/Sets size of the form in pixels
StartPosition Getg/Sets the starting position of the form at run time
WindowState Gets/Sets the form's window state

Misc Properties

Description

AcceptButton Gets/Sets the button on the form that is pressed when the user uses
the enter key

CancelButton Indicates the button control that is pressed when the user presses the
ESC key

KeyPreview Determines whether keyboard controls on the form are registered
with the form

Language Indicates the current localizable language

Localizable Determinesif localizable code will be generated for this object

Window Style Description

Properties

ControlBox Gets/Sets avalue indicating if a control box is displayed

HelpButton Determines whether aform has a help button on the caption bar

Icon Getg/Sets theicon for the form

IsMdiContainer Gets/Sets avalue indicating if the form is a container for MDI child

forms

MaximizeBox

Gets/Sets avalue indicating if the maximize button is displayed in the
caption bar of the form

Menu

Gets/Sets the MainMenu that is displayed in the form

MinimizeBox

Gets/Sets avalue indicating if the minimize button is displayed in the
caption bar of the form

Opacity

Determines how opague or transparent the formis
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ShowlnTaskbar Gets/Sets avalue indicating if the form is displayed in the Windows taskbar

SizeGripStyle Determines when the size grip will be displayed for the form

TopMost Gets/Sets avalue indicating if the form should be displayed as the topmost
form of the application

TransparencyKey | A color which will appear transparent when painted on the form

Fill in the blanks:

1 property helps to Gets/Sets the font for the form.

2. property helps to Gets/Sets an object that contains data about a
control.

3. property helps to set the margin around controls during auto
scroll

3.3LET USSUM UP

A property is a piece of information that characterizes a control. It could be related to
its location or size. It could be its color, its identification, or any visual aspect that
gives it presence on the screen. The properties of an object can be changed either at
design time or at run time. To manipulate the properties of a control at design time,
first click the desired property from the Toolbox. To change the properties of a control
at design time, on the form, click the control to select it. Then use the Properties
window: Each field in the Properties window has two sections. the property’s name
and the property's value.

3.4LESSON END ACTIVITIES

1. Design adata entry form for employee details database, which will be full screen
and the close button will be inactive.

2. Add atoolbar in your project and customize it accordingly.

3.5KEYWORDS

Property: A property is a piece of information that characterizes a control.

Text Fields: There are fields that expect you to type avaue.

Expandable Fields: There are fields which have a + button and can be expanded.
Boolean Fields: There are fields which can have only atrue or false value.

3.6 QUESTIONS FOR DISCUSSION

1. When and how properties of an object can be changed?
2. How to create agood user interface?
3. Write short notes on expandable field.
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CYP1

1. Characterizes

2. Property’s name and the property's value.
3. Text Fields

CYP 2
1. Font
2. Tag
3. AutoScrollMargin

3.7 SUGGESTED READINGS

Shirish Chavan, Visual Basic.Net. Pearson edition,2004

MSDN Visual studio Library.

Schneider, An Introduction to Programming using Visual Basic .Net, 5th Edition ,PHI
Kant, Visual Basic.Net— A Beginners Guide, TMCH
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40 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e How variablesare used in VB.NET programming
e Different types of operators used in VB.NET programming

4.1 INTRODUCTION

Computer programs are processors of data. Therefore, they need of way of
representing various types of data - numbers, alphabetic characters, special characters,
and the like - inside the computer. Also, programs need a way to hold onto - to store -
these data inside computer memory during processing. This lesson discusses these two
most basic aspects of computer programming, how to represent and store information
involved in computer processing.

4.2VB.NET VARIABLES

Variables are named storage areas inside computer memory where a program places
data during processing. A program sets aside these storage areas by declaring
variables, that is, by assigning them a name and indicating what types of data will
occupy these areas during processing.

Within a Visual Basic program, variables are declared using the Dim statement whose
genera format is shown below.

Dim variable as type — where variable is a programmer-supplied name for the storage
area and typeis one of the datatypes permissiblein Visual Basic.

4.2.1 Naming Variables

Programmer-supplied variable names are also referred to as identifiers, and they must
conform to Visual Basic naming conventions. A variable name must

e Begin with an aphabetic or numeric character, or the underscore () character.

e Becomposed only of aphabetic, numeric, and underscore characters.



e Not contain embedded blank spaces.

e Not be the same as a Visual Basic keyword, words that comprise the Visua Basic
language itself.

Variable names are not case sensitive, so the name expressed in upper-case characters
refers to the same storage area as a name expressed in lower-case characters.
However, for programming consistency, and to avoid unnecessary errors, it is best to
express a variable as it is originally declared. Thus, valid variable names include X,
My _Variable, MyVariable, My_Data Variable, and other names using simple and
meaningful identifiers.

4.2.2 Data Types

When declaring a variable an indication can be given about what type of data will be
stored. There are many data types permissible under Visua Basic. The following are
common for declaring the usual types of datainvolved in computer processing.

e Short. A non-decimal (whole) number with a value in the range of -32,768 to
+32,767.

e Integer. A non-decima (whole) number with a value in the range of -
2,147,483,648 to +2,147,483,647.

e Long. A non-decimal (whole) number with a value in the range of -
9,223,372,036,854,775,808 to +9,223,372,036,854,775,807.

e Single. A floating-point (decimal) positive or negative number with avalue in the
range of up to 3.402823E38 (scientific notation).

e Double. A floating-point (decimal) positive or negative number with a value in
the range of up to 1.79769313486232E308.

e Decima. A decima number with a value in the range of up to
+79,228,162,514,264,337,593,950,335. without decima precision and up to
+7.9228162514264337593543950335 with 28 places of decimal precision.

e String. Any number of alphabetic, numerical, and special characters.

e Date. Dates in the range between January 1, 0001 to December 31, 9999 and
times in the range between 0:00:00 to 23:59:59.

e Boolean. The value True or False.

Variables, then, are declared by assigning a name and a data type. The following are
examples of valid variable declarations that can be used to store data of the identified

types.

Dim My_Counter As Integer

Dim My_Salary AsDecimal

Dim My_Great-Big-Number As Double
Dim My_Name As String

Dim My_Birthday As Date

Dim My _Current_Time As Date

Dim My_Decision As Boolean

The Data types available in VB .NET, their size, type, description are summarized in
the table below.
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Data Type Sizein Bytes Description Type

Byte 1 8-bit unsigned integer System.Byte

Char 2 16-bit Unicode System.Char
characters

Integer 4 32-bit signed integer System.Int32

Double 8 64-bit floating point System.Double
variable

Long 8 64-bit signed integer System.Int64

Short 2 16-bit signed integer System.Int16

Single 4 32-hit floating point System.Single
variable

String Varies Non-Numeric Type System.String

Date 8 Date Type System.Date

Boolean 2 Non-Numeric Type System.Boolean

Object 4 Non-Numeric Type System.Object

Decimal 16 128-hit floating point System.Decimal
variable

Assigning Valuesto Variables

Variable declarations simply set aside memory storage areas as temporary containers
of data -temporary because they are no longer accessible once the program ends.
During processing, of course, these variables are occupied by data values.

Data for processing can come from many different sources. They can come from
outside the program - from external files and databases; they can come from inside the
program by explicitly setting a value for a variable or by storing processing results of
manipulating other variables. In any case, variables take on values by assigning values
to them.

Variables are assigned values with the Visual Basic assignment statement whose
general format is shown below.

variable = value

The data value on the right of the equal sign is assigned to (is placed in) the variable
identified on the left of the equal sign. Data values normally originate in one of three

ways.
Assigning Constantsto Variables

A literal data value - a particular number, string, date, or Boolean value - can be
assigned to the variable. A number is assigned by specifying its value to the right of
the equal sign:

My_Integer = 10

My_FloatingPoint = 12.34567

My_Decimal = 123.45

A string value is assigned to a variable by enclosing its value inside quotation marks:
My_String ="Thisisastring."

A date or time value is assigned to a variable by enclosing a particular date or time
inside "#"' symbols:

This_Date = #01/01/05#

This_Time = #12:00:00#
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My _Birthday = #July 15, 1942#

Notice that you can store any common representation of dates, whether in the format
#mm/dd/yy#, #mm/ddlyyyy#, #mm-dd-yy#, or #Month Day, Year#. Visua Basic
converts all formats to its standard internal representation.

Incidentaly, if there are two or more variables of the same type to be declared, you
can declare them all on the same line by separating them with commas:

Dim This_Date, This_Time, My_BirthDay As Date
A Boolean value is assigned to avariable by specifying True or False:
Error_Flag = True

Variables that have been assigned literal values that do not get changed during
program execution are called constants. When declaring constants it is common
practice to combine the declaration and assignment into a single statement:

Dim My_Decimal As Decimal = 123.45
Dim My_String As String = "Thisisastring."
Dim My_Date As Date = #01/01/05#

Assigning Variablesto Variables

Variables can be assigned to variables. That is, the data value contained in one storage
area can be assigned to a second storage area.

Variable B = Variable A

When a variable is assigned to a variable, the value being assigned is copied to the
target variable. The end result is that both variables contain the same value.

Assigning Expressions to Variables

The most common scenario is that the results of processing are assigned to a variable.
Some type of arithmetic, string, or date manipulation operation takes place with the
"answer" stored in the variable. Although these types of operations are discussed later,
you should be able to understand the principles involved in the following assignment
statements.

The Answer=2+2
The Result=3* (Var_A +Var_B)
Full_Name=First Name& " " & Middle Name & " " & Last_ Name

Variable The Answer stores the value 4; variable The Result stores 3 multiplied
times the contents of Var_A plus the contents of Var_B; variable Full_Name stores
the results of stringing together the contents of variables First_ Name, Middle_Name,
and Last_Name, placing literal blank spaces (" ") between them.

4.2.3TheVariant Data Type

If variable types are not explicitly declared - using As Integer, As Decimal, As String,
etc. - then values assigned to the variable are stored as a Variant data type. Any type
of data can be stored in the variable and any type of operation can be performed on it.
It is a general-purpose data type that provides flexibility in storing different types of
data in a single variable. It can be assigned a numeric value that is immediately
replaced by astring value.

Although it does offer some programming flexibility, there are minor inefficiencies
associated with converting different data types for representation in the same storage
area. For this reason it is best always to declare specific data types for specific
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variables. This practice of using strong typing of variables leads to more efficient
programming and reduction in errors from inadvertently storing the wrong kinds of
datain the wrong variables.

4.2.4 Type Conversions

Values of one data type can be converted to another data type. This operation is called
casting from one type to another. Casting requires calling a conversion function to
switch a data type. The resulting cast must be assigned to a variable of the cast type.

variable = Cname(value)

The Cname is one of the Visual Basic casting functions. For example, the following
code converts an Integer to a Boolean type.

Dim A_Number As Integer

Dim A_Boolean As Boolean

A_Boolean = CBool (A_Number)

The following Cname functions are availablein VB.NET.

e CBool(). Converts a string or numeric expression to True or False. A nonzero
valueis converted to True and a zero is converted to False.

e CDate(). Converts any valid date or time value to a Date type.

e CDhbl(). Converts any number in the range of a Double value to a Double.

e CDec(). Converts any number in the range of a Decimal value to a Decimal.
e CInt(). Converts any number in the range of an Integer to an Integer.

e CLng(). Converts any number in the range of aLong value to aLong.

e CShort(). Converts any number in the range of a Short value to a Short.

e (CSng(). Converts any number in the range of a Single value to a Single.

e CStr(). Converts avalue to a String. For a value that can be interpreted as a Date
type, the conversion is to a string representation of the date. For a value that can
be interpreted as a Boolean type, the conversion is to "True" or "False". For a
numeric value, a string representation of the number is returned.

Casting can a'so be done with the following general-purpose conversion function,
variable = CType(value, type)

where value is any literal value, variable, or expression that results in a value, and
type is one of the data types.

Dim A_Number As Decimal = 123.45

Dim A_String As String

A_String = CType(A_Number, String)

In this example, variable A_String ends up storing the value *123.45".

Check Your Progress

Fill in the blanks:

1 are named storage areas inside computer memory where a
program places data during processing.

2. In Visua Basic program, variables are declared using the
statement.
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Constants are very similar to variables. The main difference is that the value contained
in memory cannot be changed once the constant is declared. When you declare a
constant its value is also specified and this value cannot be changed during program
execution.

Constants are used in situations where we need to keep the value in some memory
location constant. If you use hard-coded values, and the value is changed then it hasto
be changed in &l the locations in the code where it has been used. Instead if we are
using constants, all we will need to do is to change the value of the constant. This
would propagate the changes to our entire application.

Constants are declared as follows
Const x as Integer

4.4 BUILDING PROJECT

In the early days of Microsoft DOS, there was a language called Basic. It provided a
simplified and easy way to create small applications using words very close to the
English language. Since the language was easy, it became popular with the help of
Microsoft operating systems gaining ground. To continue this tendency and provide
more support for Basic, Microsoft used that language as the platform to create
graphical user interface (GUI) applications. Once again, this move was welcomed and
the language became the widely accepted Visual Basic.

The Microsoft Visual Basic programming environment became very popular for its
ease of use and it was a candidate for serious productive applications. Because Visual
Basic was not tied to the operating systems low-level operations, its programmers had
to use library calls to access functions of the Win32 Application Programming
Interface (API), the library that "defines’ Microsoft Windows. This also accentuated
the difference with other programming environments like Microsoft Visua C++ or
other libraries like Microsoft Foundation Class (MFC). In fact, athough Microsoft
shipped Visual Studio 6 that combined various programming environments with
different languages (Visual Basic, C++, ASP, Win32, etc), the only real thing they had
in common was that they shipped in the same box (and the same DV D).

To unify the various languages or programming environments that Microsoft had
developed for many years, the company created a new library aside from Win32. This
was the birth of the .NET Framework. This library is used by, or shared among,
different programming languages or environments so that programmers can benefit
from a better collaboration. Now it is possible for people who "speak”, that is, people
who program in, different languages to work on the same project with less regard for
compatibility issues. This is because (most of) the functions, classes, and resources,
are used in conceptually the same way in the different languages.

Microsoft Visual Basic .NET is Microsoft's implementation of the .NET Framework
for Visual Basic programmers. Although Visual Basic .NET is a "child" of Visua
Basic 6.0, there are many differences that can be interpreted as a complete shift, with
a lot of improvements. Because of these differences, many already Visua Basic 6.0
programmers resisted the move to this new environment (there were also many other
considerations) but those programmers are catching up.

4.4.1 Creating a Project

A computer application, also called an application, also called a computer program,
also called aprogram, is a series of instructions that present messages and choicesto a
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person, also called a user. This interaction allows the user to partialy control the
computer, including "telling" the computer what to do, when, and how. You, as the
programmer, create instructions that allow a user to interact with the computer. The
instructions are created in plain English using a language called (Basic or in this case)
Visual Basic.

To create a project, you can display the New Project dialog box, select Visual Basic
Projects, select the type of project, give it aname, specify its directory, and click OK.

4.4.2 Writing Code

The ingtructions used in a Visual Basic project are created in a normal, text-based,
computer file. These instructions are also referred to as code. Besides being a regular
text file, this file has the extension .vb (some other flavors of Visual Basic use other
extensions, such as .vbs). A file that carries normal Visual Basic code is aso caled a
module. There are two primary ways you can get a module depending on how you
create your application:

e You can use Notepad, type your code, save the file with a .vb extension, and then
add it to your application

e Probably the fastest way to get a module consists of using Microsoft Visua
Studio .NET. To do this, on the main menu, you can click Project -> Add Module

If you create your application using Microsoft Visual Studio .NET, there are two main
ways you can get a module. To create a module independent of any other object, on
the main menu, you can click Project -> Add New Item..., select Module, give a name
to the file, and click Open. If you create a project using a wizard and get a form, a
module is automatically associated with it and it is used to carry the instructions of the
form. On this site, we will use Visual Studio .NET to create our applications.

To indicate that a module contains code, the section that contains code starts with the
Module keyword followed by a name for the module, and ends with the expression
End module.

4.4.3 Opening a Project

As opposed to creating a new project, you can open a project that either you or
someone else created. To open an existing project, on the main menu, you can click
File -> Open -> Project... You can also click File -> Open Solution on the main menu.
Alternatively, you can display the Start Page and click Open. In all cases, the action
would display the Open Project dialog box. This allows you to select a Visua Project
and open it.

When opening a project, if the application was created using Visual Basic 6.0, a
wizard would guide you to upgrade the project.

4.4.4 Compiling and Executing a Proj ect

As mentioned already, the instructions created for a Visual Basic project are written in
plain English in a language easily recognizable to the human eye. To compile and
execute a Visual Basic .NET project in one step, on the main menu, you can click
Debug -> Start Without Debugging. Although there are other techniques or details in
compiling (or debugging) and executing a project, for now, this is the only technique
we will use until further notice.
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Information stored in variables as various data types may not be in a format for visual
presentation on a Web page. Visua Basic provides severa built-in functions for
presentation of this data.

4.5.1 Formatting Currency

The FormatCurrency() function formats numeric data for presentation as dollars and
cents. Its general format is shown below.

FormatCurrency(value [, trailing digits] [, leading digit] [, parentheses] [, group
digits]) valueisany expression that produces a number; trailing digits is an integer
giving the number of digits following the decimal point; the default is rounding to
2 digits;leading digit is True or False to indication whether a leading O is to appear
before the decimal point for fractional values; parentheses is True or False to indicate
whether negative numbers should be displayed inside parentheses; group digitsis True
or False to indicate whether numbers should be grouped between commas.

Format Output
FormatCurrency(12345.6789) $12,345.68
FormatCurrency(12345.6789, 4) $12,345.6789
FormatCurrency(12345.6789,,,,False) $12345.68
FormatCurrency(-12345.6789) ($12,345.68)
FormatCurrency(-12345.6789,,,False) -$12,345.68
FormatCurrency(.6789) $0.68
FormatCurrency(.6789,,False) $.68
FormatCurrency(-.6789,,False,False) -$.68

4.5.2 Formatting Numbers

The FormatNumber() function returns a value formatted as a number. Its genera
format is shown below.

FormatNumber(value [, trailing digits] [, leading digit] [, parentheses] [, group digits])
valueis any expression that produces a number;

trailing digits is an integer giving the number of digits following the decimal point;
the default is rounding to 2 digits;

leading digit is True or False to indication whether aleading O is to appear before the
decimal point for fractional values;

parentheses is True or False to indicate whether negative numbers should be displayed
inside parentheses;

group digitsis True or False to indicate whether numbers should be grouped between
commeas.

Format Output
FormatNumber(12345.6789) 12,345.68
FormatNumber(12345.6789,5) 12,345.67890
FormatNumber(12345.6789,,,,Fal se) 12345.68

Contd...
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FormatNumber(-12345.6789) -12,345.68
FormatNumber(-12345.6789,,,True) (12,345.68)
FormatNumber(.6789) 0.68
FormatNumber(.6789,,Fal se) .68
FormatNumber(-.6789,4) -0.6789

4.5.3 Formatting Per centages

The FormatPercent() function returns a value formatted as a percentage, that is,
multiplied by 100 with atrailing % character. Its general format is shown below.
FormatPercent(value [, trailing digits] [, leading digit] [, parentheses] [, group digits])
valueis any expression that produces a number;

trailing digits is an integer giving the number of digits following the decimal point;
the default is rounding to 2 digits;

leading digit is True or False to indication whether aleading O is to appear before the
decimal point for fractional values;

parenthesesis True or False to indicate whether negative numbers should be displayed
inside parentheses;

group digitsis True or False to indicate whether numbers should be grouped between
commas.

Format Output
FormatPercent(.6789) 67.89%
FormatPercent(.6789,4) 67.8900%
FormatPercent(-.6789) -67.89%
FormatPercent(-.6789,,,True) (67.89%)

4.5.4 Formatting Dates and Times

The FormatDateTime() function returns a string expression representing a date/time
value. Its general format is

FormatDateTime(value [, DateFormat.format])

Where value is a date or time value and format is one of the following vaues:
GeneralDate, LongDate, ShortDate, LongTime, or ShortTime.

Format Output
FormatDateTime(Now) 3/29/2008 5:12:34 PM
FormatDateTime(Today) 3/29/2008
FormatDateTime(TimeOfDay) 5:12:34 PM

FormatDateTime(Now,DateFormat.LongDate)

Saturday, March 29, 2008

FormatDateTime(Today,DateFormat.L ongDate)

Saturday, March 29, 2008

FormatDateTime(Now,DateFormat.ShortDate) 3/29/2008
FormatDateTime(Today,DateFormat.ShortDate) 3/29/2008
FormatDateTime(Now,DateFormat.LongTime) 5:12:34 PM
FormatDateTime(TimeOfDay,DateFormat.LongTime) 5:12:34 PM
FormatDateTime(Now,DateFormat.ShortTime) 17:12
FormatDateTime(TimeOfDay,DateFormat.ShortTime) 17:12




4.5.5 The Format() Function

The Format() function is a general-purpose formatting function that returns a string
value formatted according to aformat string. The format strings duplicate numeric and
date/time formats produced by the specialized formats described above. The general

format for applying the Format() function is shown below.

Format(value, "format string™)

4.5.6 Formatting Numbers

A format string for numeric values can use one of the predefined string values shown
in the following table.

String Description

General Number|G|g | Displays number with no thousand separator.

Currency|Clc Displays number with thousand separator, if appropriate; display two digits
to the right of the decimal separator.

Fixed|F|f Displays at least one digit to the |eft and two digits to the right of the
decimal separator.

Standard|N|n Displays number with thousand separator, at least one digit to the left and
two digitsto the right of the decimal separator.

Percent Displays number multiplied by 100 with a percent sign (%) appended

immediately to the right; always displays two digits to the right of the
decimal separator.

Plp Displays number with thousandths separator multiplied by 100 with a
percent sign (%) appended to the right and separated by a single space;
always displays two digits to the right of the decimal separator.

Examples of applying a format string to humeric values are shown in the following

table.
Format Output
Format(12345.6789,"g") 12345.6789
Format(12345.6789,"c") $12,345.68
Format(12345.6789,"f") 12345.68
Format(12345.6789,"n") 12,345.68
Format(-12345.6789,"g") -12345.6789
Format(-12345.6789,"c") (%$12,345.68)
Format(-12345.6789,"f") -12345.68
Format(-12345.6789,"n") -12,345.68
Format(.6789," Percent") 67.89%
Format(.6789,"p") 67.89 %
Format(-.6789,"Percent") -67.89%
Format(-.6789,"p") -67.89 %

4.5.7 Formatting Datesand Time' s Values

A format string for date/time values can use one of the predefined string values shown

in the following table.

String Description
Long DatelD Displays adate in long date format.
Short Dateld Displays a date in short date format.

Contd...
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Long Time|T Displays a date in long date format.
Short Timelt Displays a date in short date format.
F Displays the long date and long time.
F Displays the long date and short time.
G Displays the short date and short time.
M|m Displays the month and the day of a date.
Yly Formats the date as the year and month.
Examples of applying a format string to date/time values are shown in the following
table.
Format Output
Format(Now,"D") Saturday, March 29, 2008
Format(Now,"d") 3/29/2008
Format(Now,"T") 5:12:34 PM
Format(Now,"t") 5:12 PM
Format(Now,"F") Saturday, March 29, 2008 5:12:34 PM
Format(Now,"f") Saturday, March 29, 2008 5:12 PM
Format(Now,"g") 3/29/2008 5:12 PM
Format(Now,"m") March 29
Format(Now,"y") March, 2008

4.5.8 User-defined Numeric For mats

Formats can be defined for displaying numeric values by composing a string to
describe the format. This user-defined string is applied through the Format() function.
The characters shown in the following table are used to compose the format string.

Character Description

0 Digit placeholder. Displays adigit or azero. If the value has a digit in the position,
then it displays; otherwise, a zero is displayed.

# Digit placeholder. Displays a digit or a space. If the value has a digit in the position,
then it displays; otherwise, a space is displayed.
Decimal placeholder; determines how many digits are displayed to the left and right of
the decimal separator.

, Thousand separator; separates thousands from hundreds within a number that has four
or more placesto the left of the decimal separator. Only asingle”," isrequired in the
format, between the first set of digit placeholders.

% Percent placeholder. Multiplies the expression by 100. The percent character (%) is
inserted in the position where it appears in the format string.
-+$() Literal characters; displayed exactly astyped in the format string.

Examples of applying a user-defined format string to numeric values are shown in the
following table.

Format Output
Format(012345.6789,"0.00") 12345.68
Format(012345.6789,"0,0.000") 12,345.679
Format(012345.6789,"00000,0.000000") 012,345.678900
Format(012345.6789,"#.##") 12345.68

Contd...




Format(012345.6789,"##.44") 12,345.68
Format(012345.6789,"$ ##.44") $12,345.68
Format(-012345.6789,"# #.#4##") -12,345.6789
Format(-012345.6789," $# #.##") -$12,345.68
Format(.6789," ##.4") 68
Format(.6789,"0,0.000") 00.679
Format(-.6789," 0.0000") -0.6789
Format(.6789,"0.00%") 67.89%

4.5.9 User-defined Date/Time For mats

Formats can be defined for displaying date and time values by composing a string to describe
the format. This user-defined string is applied through the Format() function. The characters

shown in the following table are used to compose the date/time format string.

Character Description
Time separator.
/- Date separators.
% Precedes a single-character format string.
d Displays the day as a number without a leading zero.
dd Displays the day as a number with aleading zero.
ddd Displays the day name as an abbreviation.
dddd Displays the day as afull name.
M Displays the month as a number without aleading zero.
MM Displays the month as a number with aleading zero.
MMM Displays the month name as an abbreviation.
MMMM | Displaysthe month asafull name.
vy Displaysthe year in two-digit format.
yyyy Displaysthe year in four-digit format.
h Displays the hour as a number without leading zeros using the 12-hour clock.
hh Displays the hour as a number with leading zeros using the 12-hour clock.
H Displays the hour as a number without leading zeros using the 24-hour clock.
HH Displays the hour as a number with leading zeros using the 24-hour clock.
m Displays the minute as a number without leading zeros.
mm Displays the minute as a number with leading zeros.
s Displays the seconds as a number without leading zeros.
ss Displays the seconds as a number with leading zeros.
f... Displays fractions of seconds using up to 7 characters to display fractional digits.
tt Uses the 12-hour clock and displays an uppercase AM with any hour before noon;
displays an uppercase PM with any hour between noon and 11:59 P.M.
Additional characters and punctuation marks can be used within the format string.
Characters that match any of the formatting characters must be preceded by "\".
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Examples of applying a user-defined format string to date/time values are shown in

the following table.

Format Output
Format(Now,"M/dlyy") 3/29/08
Format(Now,"M-d-yyyy") 3-29-2008
Format(Now,"d-MMMM-yy") 29-March-08

Format(Now,"d MMMM, yyyy")

29 March, 2008

Format(Now,"MMMM d, yyyy")

March 29, 2008

Format(Now,"MMMM, yyyy") March, 2008
Format(Now,"%d") 29
Format(Now,"h:m tt") 5:12 PM
Format(Now,"h:m:ss tt") 5:12:34 PM
Format(Now,"H:m") 17:12
Format(Now,"M/dlyy - h:mtt") 3/29/08 - 5:12PM
Format(Now,"H:m:ss.fffffff") 17:12:34.4307926

Format(Now," To\daly \s MMMM d, yyyy.") Today is March 29, 2008.
Check Your Progress 2
Fill in the blanks:
1. The of the constant can not be changed once it is declared.

2. Full formof APl is

4.6 OPERATORS

Variables and literal data values are involved in processing operations in order to
create new information from the original values. The two most common ways to
manipulate constants and variables are through arithmetic and string operations.
Visual Basic supplies arithmetic and string operators to construct these processing
statements, or expressions.

Computer programs make extensive use of comparative operations to determine
which of two or more processing routines to execute depending on a comparison of
datavalues. If, for instance, one variable islarger in value than a second variable, then
a particular group of processing statements is executed. On the other hand, if the first
variable is smaller than the second variable, then a different group of processing
statements is executed. This ability of programs to take alternative courses of action
depending on comparative data values is made possible with relational operators and
logical operators.

4.6.1 Arithmetic Operators

Much of information processing involves applying arithmetic to numeric data types.
Vaues are added, subtracted, multiplied, and divided to generate results, either final
results or intermediate values that are involved in further arithmetic operations. For
these purposes Visual Basic supplies a set of seven arithmetic operators shown in the
following table.
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Operator Use

+ Addition. Adds the values appearing on the two sides of the operator.
Subtraction. Subtracts the value on the right of the operator from the value on the | eft of
the operator.

* Multiplication. Multiplies the values appearing on the two sides of the operator.

/ Division. Divides the value on the left of the operator (dividend) by the value on the
right of the operator (divisor).

\ Integer Division. Divides the value on the |eft of the operator by the value on the right
of the operator, giving an Integer result.

Mod Modulo Division. Returns the remainder of the division of the value on the left of the

operator by the value on the right of the operator.

A Exponentiation. Raises the value on the | eft of the operator to the power on the right of
the operator.

Multiple operators can be combined with multiple constants and variables to create
complex expressions.

4.6.2 Addition

Two numeric values are added by linking them with the addition operator. The result
of the operation can be assigned to a variable of a compatible numeric type.

Dim Number_1 As Decimal = 123.45
Dim Number_2 As Decimal = 234.56
Dim Answer As Decimal

Answer = Number_1 + Number_2

4.6.3 Subtraction

Two numeric values are subtracted by linking them with the subtraction operator. The
result of the operation can be assigned to a variable of a compatible numeric type.

Dim Number_1 As Decimal = 234.56
Dim Number_2 As Decimal = 123.45
Dim Answer As Decimal

Answer = Number_1 - Number_2

4.6.4 Multiplication

Two numeric values are multiplied by linking them with the multiplication operator.
The result of the operation can be assigned to a variable of a compatible numeric type.

Dim Number_1 As Decimal = 234.56
Dim Number_2 As Decimal = 123.45
Dim Answer As Decimal

Answer = Number_1* Number_2

4.6.5 Division

Two numeric values are divided by linking them with the division operator. The value
on the left is the dividend; the value on the right is the divisor. The result of the
operation can be assigned to a variable of a compatible numeric type.
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Dim Number_1 As Decimal = 234.56
Dim Number_2 As Decimal = 123.45
Dim Answer As Decimal

Answer = Number_1/ Number_2

4.6.6 Integer Division

Two integer values are divided by linking them with the Integer Division operator.
The value on the left is the dividend; the value on the right is the divisor. The result is
the largest integer that is less than the absolute value of the quotient of the two
operands. The result of the operation can be assigned to a variable of a compatible
numeric type.

Dim Number_1 AsInteger = 234
Dim Number_2 AsInteger = 123
Dim Answer As Integer

Answer = Number_1\ Number 2

4.6.7 Modulo Division

Two numeric values are divided by linking them with the Modulo Division operator.
The value on the left is the dividend; the value on the right is the divisor. The result is
the remainder of the division of the two values. The result of the operation can be
assigned to a variable of a compatible numeric type.

Dim Number_1 AsInteger = 10
Dim Number_2 AsInteger = 3

Dim Answer As Integer

Answer = Number_1 Mod Number_2

4.6.8 Exponentiation

A numeric value is raised to a power by linking the value with a power value through
the Exponentiation operator. The result of the operation can be assigned to a variable
of a compatible numeric type.

Dim MyNumber AsInteger = 3
Dim Sguared As Integer

Dim Cubed As Integer

Squared = MyNumber * 2
Cubed = MyNumber " 3

4.6.9 Operator Precedence

When an arithmetic expression contains multiple operators, the precedence of the
operators controls the order in which the individual operators are evaluated.
Multiplication and division take precedence, and are performed first, over addition
and subtraction. For example, in the expression

X+ylz



variable y is divided by variable z with the result then added to variable x. The
expression is evaluated as x + (y / z) because the / operator has higher precedence than
the + operator. If you are not careful in combining operators you can end up with
unexpected results. In the previous example, you would generate the wrong answer if
your intent wasto first add x +y and then divided by z.

Complex arithmetic expressions created with these operators can be, and should be,
enclosed within parentheses to explicitly control the order in which the operations are
carried out. Explicitly codex + (y / ) or (X +y) / z depending on your intent.

Dim Answerl, Answer2 As Single
Answerl =1+ (2/3)
Answer2=(1+2)/3)

4.6.10 Arithmetic Assignment Operators

Normally, the results of arithmetic operations are assigned to a variable using the
standard assignment operator "=". There are, in addition, specia assignment operators
that perform an arithmetic operation and a variable assignment at the same time.
These operators are listed in the following table.

Use

+= | Addsthe value appearing on the right of the operator to the variable on the | eft of the operator.
The statement X += Y isequivalentto X =X +Y.

= | Subtractsthe value appearing on the right of the operator from the variable on the left of the
operator. The statement X -=Y isequivalentto X =X - Y.

*= | Multiplies the value appearing on the right of the operator times the variable on the left of the
operator and replaces the variable with the new value. The statement X *=Y is equivalent to
X=X*Y.

/= | Dividesthe variable on the |eft of the operator by the value on the right of the operator and
replaces the variable with the new value. The statement X /=Y isequivalentto X = X /Y.

\= | Dividesthe Integer variable on the |eft of the operator by the Integer value on the right of the
operator and replaces the variable with the new value. The statement X \=Y isequivalent to X
=X\Y.

A= | Raisesthe variable on the left of the operator to the power on the right of the operator and
replaces the variable with the new value. The statement X A=Y isequivaentto X = X " Y.

A quick example of the += operator will give you an idea of how these operators
work. This operator is often used to accumulate totals. Assume you have declared a
variable named Total that is used to sum up a set arithmetic computations. In the
following code, variable A is added to Total, variable B is added to Total, and variable
C isadded to Total. Following this program, variable Total contains the value 30.

Dim A Aslinteger =5
Dim B AsInteger = 10
Dim C AslInteger = 15
Dim Total Asinteger =0
Total += A

Total +=B

Total +=C
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Other popular uses for the += and -= operators are to increment a counter (Counter +=
1) or to decrement a counter (Counter -= 1). In the first case, 1 is added to the Counter
each time the statement is executed; in the second case, 1 is subtracted from the
Counter.

4.6.11 String Operators

Visual Basic supplies the concatenation operator (&) to put together individual data
strings to create a longer string of those combinations. The Like operator looks for
matching charactersin a string.

Operator Use

& or+ Concatenation. Appends the string value appearing on the right of the operator to the
string value on the left of the operator.

Like Determines whether a string matches a given pattern.

4.6.12 String Concatenation

Concatenation of strings can take place with string variables and/or string constants.
In the following example, three String variables are declared. A string expression
concatenates the first two variables along with a literal blank space to create a
complete sentence that is assigned to the third variable.

Dim Stringl, String2, String3 As String

Stringl ="Thisis'

String2 = "a string.”

String3 = Stringl & " " & String2

Note that the plus sign (+) also can be used as a concatenation operator. This symbol
is used for concatenation, rather than addition, because of the context in which it is
applied. If two string are linked with the + symbol, then concatenation takes place
because two strings cannot be added. If the + symbol links a string and a number, then

concatenation also takes place. Since a string cannot be added, the number is
automatically converted into a string and the two values are concatenated.

4.6.13 String Assignment Oper ator

Similar to arithmetic assignment operators, there are special string assignment
operators that perform a concatenation operation and a variable assignment at the
same time. These operators are listed in the following table.

Operator Use

&=or += | Concatenates the value appearing on the right of the operator to the variable on the left
of the operator. The statement X &=Y isequivalentto X = X &=Y.

Assume the following code:
DimA As String ="This"
Dim B As String ="is"

Dim C As String ="a string."
Dim Sentence As String
Sentence &= A

Sentence &=B

Sentence &=C



At the end of this program, variable Sentence contains the full string "Thisisastring."
Each statement appends a string value to the continually lengthening Sentence
variable.

4.6.14 Matching Strings

The Like operator determines whether a string matches a given pattern. The operand
on the left is the string being matched, the operand on the right is the pattern to match
against. The result of the expression string value Like string value is the Boolean
value True or False depending on the success of the match.

The default behavior of the Like operator is to evaluate the expression as an exact
match. Therefore, the statements,

Dim String_A As String = "Thisisastring."
Dim String_B As String ="Thisisastring.”
Dim Matched As Boolean

Matched = String_A Like String_B

result in the Boolean value True being assigned to variable Matched. The match is on
a character-by-character, left-to-right basis; plus, the match is case sensitive. The
string "THIS IS A STRING." does not match string "Thisisastring.”.

Wildcard characters can be used in the pattern for partial matches. These characters,
along with specia characterslists, are described in the following table.

Pattern Meaning

? Matches any single character at the position. For example, the expression "ABCDE"
Like"AB?DE" returns True because it matches any character in the third position of
the string as long as the remaining characters match exactly.

* Matches zero or more characters at the position. For example, the expression
"ABCDE" Like"*CDE" returns True because it matches any characters at the
beginning of the string followed by "CDE" at the end of the string. Likewise,
"ABCDE" Like"AB*" returns True since the two strings begin with "AB" irrespective
of any following characters. The expression "ABCDE" Like "*D*" returns True
because the string contains "D" preceded and followed by any number of characters.

# Matches any single digit (0 - 9) at the position. For example, the expressions "12345"
Like"12#45" and "12845" Like "12#45" return True because they match any decimal
digit in the third position of the string as long as the remaining characters match
exactly.

[char list] | Matchesany single character in [char list]. For example, the expression "C" Like
"[ABCDE]" returns True because the character "C" isfound in the list of characters
"ABCDE".

[!char list] | Matches any single character not in [char list]. For example, the expression "M" Like
"['ABCDE]" returns True because the character "M" is not found in the list of
characters"ABCDE".

When matching against a [char list] the list can be specified as an ascending range of
characters. To match against the upper-case alphabet, for instance, the character list is
"[A-Z]"; to match against the decimal digits, the character list is"[0-9]".

The [char list] can be matched only against a single character. Thus, you cannot match
aword to seeif all its characters are included in the character list. Y ou would need to
compare each character individually with the character list by using a program loop.

65
VB.Net Variables



66
Visual Programming

4.6.15 Relational Operators

Visual Basic supplies a set of six relational operators to compare the magnitudes of
two data values. Comparisons can be made with numeric or string values, with a
Boolean value returned from the comparison. The general format for the comparison
statement is

value operator value

The following table summarizes these relational operators.

Operator Use
= Tests whether two values are equal.
<> Tests whether two values are not equal.
< Tests whether the first valueis less than the second value.
> Tests whether the first valueis greater than the second value.
<= Tests whether the first valueis less than or equal to the second value.
>= Tests whether the first value is greater than or equal to the second value

In the following example, the Boolean value False is assigned to variable Resultl and
the Boolean value True is assigned to Result2. Valuel is not equal to Value2; rather,
Vauel islessthan Vaue2.

Dim Vauel AsDecimal =10
Dim Vaue2 As Decimal = 20
Dim Resultl AsBoolean

Dim Result2 As Boolean
Resultl = Vauel = Value2
Result2 = Valuel < Vaue2

Comparisons should be made between similar data types. If thisis not the case, say in
comparing a number with a string, Visual Basic attempts to make sense of the test and
perform any type conversions necessary to carry out the comparison.

4.6.16 L ogical Operators

Relational tests can be combined to test multiple conditions at the same time. The
logical operators AND, OR, NOT, and Xor are used as conjunctions between multiple
relational tests.

In the following example, al of the complex relational tests are True. Notice in the
third relational test that parentheses are used, just as in composing arithmetic
expressions, to control the order in which tests are made.

Dim Vauel As Decimal = 10
Dim Vaue2 As Decimal =20
Dim Vaue3 AsDecima =-5
Dim Resultl As Boolean
Dim Result2 As Boolean

Dim Result3 As Boolean



Resultl = Vauel < Value2 AND Valuel > Value3
Result2 = Valuel > Vaue2 OR Valuel > Vaue3
Result3 = Vauel < Value2 AND (Valuel > Vaue3 OR Vaue2 < Vauel)

The Xor (exclusive OR) operation tests whether one of two comparisons, but not the
other, is True. Consider the following expressions based on the values shown above
(parentheses are used to make the relational tests visually obvious).

Result4 = (Valuel < Value2) OR (Vauel > Valuel)
Result5 = (Valuel < Vaue?2) Xor (Vauel > Vaue3)

Both relational tests are True (Valuel < Vaue2 and Vauel > Vaue3). In the first
statement, Result4 is True since either of the relationa testsis True; it doesn't matter
that both are True. In the second statement, Result5 is False since one or the other test,
exclusively, must be True, but not both.

Check Your Progress 3
Fill in the blanks:
1 function formats numeric data for presentation as dollars and
cents.
2. Returns the lower-case conversion of astring.
3. A variable name begin with the underscore () character.

4.7 LET USSUM UP

Variables are named storage areas inside computer memory where a program places
data during processing. The data value on the right of the equal sign is assigned to
(is placed in) the variable identified on the left of the equal sign. Constants are very
similar to variables. When you declare a constant its value is also specified and this
value cannot be changed during program execution. The two most common ways to
manipulate constants and variables are through arithmetic and string operations.
Iteration and decision making is possiblein VB.NET. Sometimes you may need to test
multiple "mutually exclusive" conditions - a series of conditions only one of which
will be true. The If...Elself construct tests for as many such conditions as need to be
tested. A Do...Loop creates an iteration. It offers the additional option of executing the
statements in the loop at least one time. With the While...End While type of
programming loop the number of iterations is known when it begins. A message box
is a special dialog box used to display a piece of information to the user. As opposed
to a regular form, the user cannot type anything on the dialog box. Function is a
method which returns a value. A User-Defined Function, or UDF, is a function
provided by the user of a program or environment, in a context where the usual
assumption is that functions are built into the program or environment. Control is an
object that can be drawn on to the Form to enable or enhance user interaction with the
application. Values of one data type can be converted to another data type. This
operation is called casting from one type to another.

4.8 LESSON END ACTIVITIES

1. Start anew project. Add a textbox, a Label and a button to your new Form. Then
write a programme that does the following:
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a) Asksusersto enter a number between 10 and 20.
b) The number will be entered into the Textbox.

¢) When the Button is clicked, your Visual Basic code will check the number
entered in the Textbox.

d) Ifitisbetween 10 and 20, then a message will be displayed.
€) The message box will display the number from the Textbox.

f) If the number entered is not between 10 and 20 then the user will beinvited to
try again, and whatever was entered in the Textbox will be erased

2. Add a Combo box and another button to your form. Create alist of items for your
Combo Box. The list of items in your Combo box can be anything you like - pop
groups, football teams, favourite foods, anything of your choice. Then try the
following:

a) Use a select case statement to test what a user has chosen from your drop-
down list. Give the user a suitable message when the button was clicked.

b) Put two textboxes on your form. The first box asks users to enter a start
position for a For Loop; the second textbox asks user to enter an end position
for the For loop. When a button is clicked, the programme will add up the
numbers between the start position and the end position. Display the answer
in amessage box. Get the startNumber and endNumber from the textboxes.

¢) Amend your code to check that the user has entered numbers in the textboxes.
You will need an If statement to do this. If there's nothing in the textboxes,
you can halt the programme.

49 KEYWORDS

Variable: It is a named storage areainside computer memory where a program places
data during processing.

Function: It isamethod which returns avalue

User-Defined Function: It is a function provided by the user of a program or
environment, in a context where the usual assumption is that functions are built into
the program or environment.

Control: It is an object that can be drawn on to the Form to enable or enhance user
interaction with the application.

Casting: The operation which converts the values of one data type to another data
typeis called casting.

4.10 QUESTIONS FOR DISCUSSION

1. What are the different data types available in VB.NET? How the data is assigned
to the variable?

Compare and contrast between conditional operator and logical operator.
Write short notes on

a) Constants



b) Arithmetic Operators 69
VB.Net Variables

c) Matching String Operator

d) MsgBox() function

e) Control class

Check Your Progress. Model Answers

CYP1
1. Vaiables
2. Dim

CYP 2
1. vaue

2. Application Programming Interface

CYP3
1. FormatCurrency()

2. LCase()

3. cannot

4.11 SUGGESTED READINGS

Shirish Chavan, Visual Basic.Net. Pearson edition,2004

MSDN Visual studio Library.

Schneider, An Introduction to Programming using Visual Basic.Net, 51 Edition ,PHI
Kant, Visual Basic.Net A Beginners Guide, TMCH
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5.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Concept of conditional statement
e Brief ideaof looping
e Knowledge of nested looping

5.1 INTRODUCTION

The decision making statement is responsible for making a program an intelligent
entity. However, not using the proper decision-making can cause a program to fail or
possibly become dumb. This is known as a computer error. In Visual Basic, decision
making isdone by using an If... Then...Else or a Select Case statement.

5.2 CONDITIONAL STATEMENT

One of the powerful features in computer languages is the ability to make decisions. A
script is written to test some condition - normally based on the value contained in a
variable - and to take alternate courses of action based on whether the condition tested
is evaluated as Boolean True or False. In other words, the program can branch to
alternate sections of code rather than execute statement in a strict linear sequence.




521 If-then

The If Statement

Simple decision making in Visual Basic takes place with the If statement, which has
the following general format.

If condition Then
...Statements
End If

A condition - one that can be evaluated as either True or False - is posited. If
evauation of the condition turns out to be True, then one or more statements are
executed; if the condition is False, the statements are not executed. Thus, depending
on the condition, either some processing takes place or it does not.

Conditional Operators

Conditional expressions are set up using relational operators to compare values. These
operators, which were presented earlier, are repeated in the following table.

Operator Use
= Tests whether two values are equal.
<> Tests whether two values are not equal.
< Tests whether the first value is less than the second value.
> Tests whether the first valueis greater than the second value.
<= Tests whether the first valueis less than or equal to the second value.
>= Tests whether the first value is greater than or equal to the second value.

A conditional expression is formed by relating values - either variables or constants -
with these operators. The comparison is evaluated as Boolean True or False, and the
script reacts to that condition. The following script presents a simple example of script
decision making.
Sub Button_Click (Src As bject, Args As ComrandEvent Ar gs)
If Args. CormandNane = "Button 1" Then
But t onResponse. Text = "You clicked Button 1"
End If

End Sub

Both button clicks cal the Button Click subprogram. The subprogram tests the
CommandName argument passed to it to seeif it is "Button 1". If so, then a message
is written to the textbox. If a different CommandName is passed, then no action is
taken. The condition test Args.CommandName = "Button 1" checks for equality of
both sides of the relational operator.

Logical Operators

Sometimes you need to combine condition tests. For instance, you might need to
know if a numeric value is within a particular range; that is, whether the number is
greater than one value and less than another value. Or, you might want to see if the
number is outside a range by testing whether it is less than one value or greater than a
second value. These kinds of combination tests are made possible by using two or
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\7/2, o b _ more relational tests combined with the logical operators And, Or, and Not to form
ISuel Frogramming multiple comparisons. These operators were presented earlier and are repeated in the
following table.

Logical Comparison
Operator

And condition1 And condition2
The conditionl and condition2 tests both must be true for the expression to be

evaluated as True.

Or conditionl Or condition2
Either the conditionl or condition2 test must be true for the expression to be evaluated
asTrue.

Not Not condition

The expression result is set to its opposite; a True condition is set to False and aFalse
condition is set to True.

Xor condition1 Xor condition2
Either conditionl istrue or condition2 is true, but not both, for the condition test to be
evaluated as True.

Below is an example that uses a multiple condition test. After entering a value in the
text box, click the "Check" button. The script determines if you entered a number
between 1 and 10 and, if so, confirms this value with a message.

Sub Check_Number (Src As Object, Args As Event Args)
If Nunmber. Text <> "" Then
I f Number. Text >= 1 And Nunber. Text <= 10 Then
Nurmber Response. Text = "The nunber is between 1 and 10."
End If
End If
End Sub

This script has an If statement nested inside a containing If statement. The outer
statement,

If Number.Text <>"" Then

checks whether a value has been entered into the textbox (it is not equal to empty, or
null). If this condition is true, then the enclosed statements are executed. The enclosed
statements form a second If test. In this case the value entered in the textbox is tested
so seeif it is greater than or equal to 1 and if it is less than or equal to 10. If these two
conditions are true, the message is displayed.

Thelf...Else Statement

In the previous examples the If statement checks a condition and takes action on a
True condition; it does not take any action on a False condition. An If...Else
aternative form of the statement permits action on both True and False conditions.
Thisformat is shown below.

If condition Then
...statenents
El se
...statenents
End If



Here, the script takes alternative courses of action depending on the results of the
condition test. If the expression is evaluated as True, then the immediately following
set of statements is executed; if the expression is evaluated as False, the set of
statements following the Else is executed. Thus, one of two different processing
actions take place.

The following script is an example of the If...Else form of condition testing.

Sub Check_Button (Src As hject, Args As ConmandEvent Ar gs)
If Args. ConmandNane = "First Button" Then

Message. Text = "You clicked the first button.”
El se
Message. Text = "You clicked the second button."
End |f
End Sub

The clicked button calls the Check_Button procedure, passing the CommandName of
the button as an argument. The If statement tests this Args.CommandName. If its
value is "First Button" then the first Message.Text assignment is made; otherwise
(Else) the second Message. Text assignment is made.

Nesting If Statements

Two or more If statements can be nested. That is, an If statement can appear inside an
If statement, which can appear inside an If statement, and so forth. In a general form
these nested If statements appear as follows.

If condition Then
If condition Then
If condition Then
...statenents
El se
...statenents
End If
El se
If condition Then
...statenents
El se
...statenents
End If
End If
End If
Y ou need to be cautious, however, about nesting if statements too deeply. It is easy to

get lost in the logic and the syntax. Often, you can reformulate the logic of
comparisons and make simpler combinations of tests.

Thelf...Elsel f Statement

Sometimes you may need to test multiple "mutually exclusive" conditions - a series of
conditions only one of which will be true. The If...Elself construct tests for as many
such conditions as need to be tested. Its general format is shown below.
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If conditionl Then
...statementsl

El sel f condition2 Then
...statements2

El sel f condition3 Then

...Statenents3

[ Else
...Statenments |
End |f
If conditionl is evaluated as True, then the set of statementsl is executed; if
conditionl is evaluated as False, then condition2 is evaluated. If this expression is
evaluated as True, then the set of statements2 is executed; if the expression is
evaluated as False, then condition3 is evaluated, and so forth for as many tests as are
coded. The final, optional, Else condition is provided in case none of the previous
tests is evaluated as True. It is the "default" condition. The point of the structure is

that only one of the parallel tests can be evauated as True, and only one set of
statements is executed.

The following example uses a set of If...Elself statements to check whether an entered
character isin the first, middle, or last third of the alphabet.
Sub Check_Letter (Src As Object, Args As EventArgs)
I f UCase(Letter. Text) Like "[ABCDEFGH ]" Then
Message. Text = "Character is in 1st third of al phabet."
El self UCase(Letter.Text) Like "[JKLMNOPQR]" Then
Message. Text = "Character is in 2nd third of al phabet."
El self UCase(Letter.Text) Like "[STUMKYZ]" Then
Message. Text = "Character is in last third of al phabet."
El se

"Character is not al phabetic."

Message. Text
End If
End Sub

The character entered is converted to upper case for testing with the string operator
Like against a set of characters represent the first, middle, and last thirds of the
alphabet. A set of If...Elself statements is used because only one of the parallel tests
will be true, and an Else condition is provided in case a non-alphabetic character is
entered.

Of course, a standard If...Else construct could be used for these tests. However, their
construction is more difficult to write and to visualize, and each If statement must be
paired with an End If statement.

Sub Check_Letter (Src As Object, Args As Event Args)
If UCase(Letter.Text) Like "[ABCDEFGH ]" Then
Message. Text = "Character is in 1st third of al phabet."

El se



If UCase(Letter.Text) Like "[JKLMNOPQR]" Then

Message. Text = "Character is in 2nd third of al phabet."
El se
If UCase(Letter.Text) Like "[STUWKYZ]" Then
Message. Text = "Character is in last third of al phabet."
El se
Message. Text = "Character is not al phabetic."
End If
End If
End If
End Sub

5.2.2 Select-Case

A decision structure that is similar to If...Elself tests for a match against a discrete
value. This Select...Case statement has the general format shown below.

Sel ect test val ue

Case match val uel
...statenents

Case match val ue2
...statenents

Case match val ue3

...Statenents

[ Case Else
...Sstatements ]

End Sel ect

A test value is an expression that resolves to a single data value. Each of the match
values in the Case statements is one of the possible values that matches the test value.
The statements within the matching Case are executed. A Case Else option can be
provided for a non-match.

The following example is a simple implementation of Select...Case to give you an
idea of how it works.
Sub Check_Col or (Src As Object, Args As Event Args)

Sel ect Col or. Sel ect edl t em Val ue

Case "Red"

Message. Text = "You chose Red."
Case "Bl ue"

Message. Text = "You chose Bl ue."
Case" G een”

Message. Text = "You chose Geen."

Case El se
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Message. Text = "You chose no color."
End Sel ect
End Sub

A selection from the drop-down list produces one of four discrete string values. This
value, Color.Selecteditem.Value, is resolved in the Select statement and tested against
the possible values of the selection in the Case statements. A match between the
selected value and one of the match values produces an appropriate message.

When setting up a Select...Case decision structure you must make sure that the Select
expression resolves to one of the basic data types - a single string or numeric value.
The matching Case values can be single values of the same data type as in the above
example, or they can be a list of values, a range of values, or a relational test that
restricts a selection of values.

Matching Lists. To specify alist of matching values for a particular Case, separate the
values with commas.

Casel, 2,3

Cae4,5,6

Case7,8,9 10

Matching Ranges. To specify arange of matching values for a particular Case, use an
expression in the format "value To value" to indicate the range. Any value that falls
within the collating sequence of the range matches the Case.

Case"A" To"I"

Case"J' TO"R"

Case"S' To"Z"
It is not necessary to use single character strings. A match can be made on "soup" To

"nuts" or "alpha' To "omega’, testing for a value that falls within the sorted range of
words.

Matching Expressions. To specify arelational test to specify a matching value, use an
expression in the format "lIs operator value" where operator is one of the relational
operators (=, <>, <, >, <=, >=; the string operator Like cannot be used) and valueis a
data item of the same Select type.

Casels< Some Value

Casels=Some Value

Casels> Some Value

Also, you can combine any of the single-value, list-value, range-value, and
expression-value tests for asingle Case:

Casel,2,3T09,1s<10



Check Your Progress

True or False:
1. The program aways executes statement in a strict linear sequence.

2. Conditional expressions are set up using relational operators to compare
values.

5.3LOOPING

Statements in a Visual Basic program are normally executed in the physical order of
their appearance unless atered by a decision structure such as an If or Select
statement. Even in these cases the statements are executed in a top-to-bottom
sequence.

There are certain processing situations, however, that require a set of statements to be
executed repeatedly - to iterate over and over again until a certain condition is met.
Y ou might, for instance, need to look through the items in an array, one at atime, until
you find a matching value. The code to affect this search needs to execute again and
again, each time indexing to the next element in the array.

5.3.1Do

A Do...Loop creates an iteration. It offers the additional option of executing the
statementsin the loop at least one time.

Do [While|Until] condition
...Statenents

Loop

or

Do
...Statenents

Loop [While|Until] condition

In its Do While...Loop configuration the loop executes as long as a condition test at
the beginning of the loop remains True. The condition may be False at the start of the
loop, in which case the loop is exited before it begins. Somewhere inside the loop the
condition becomes True for exiting the loop. As in the case with the While...End
While loop, the condition test is for continuing the loop.

In its Do Until...Loop configuration the condition test is for ending the loop.
Otherwise, the logic is the same as for the Do While...Loop.

If there is a situation in which the statements in the loop will be executed at least one
time, then the Do...While Loop or Do...Until Loop configuration can be used. The
condition test is not made until the end of the loop, after the statements have been
executed the first time.

The Do...Loop presents specia condition-test options that don't normally appear in
routine data processing. For the most part, For..Next and While..End While
statements can handle the bulk of processing. As an illustration, though, of the
Do...Until Loop option, the following script loads the StatesArray and CodesArray
arrays that are used in a previous example of the While...End While loop. It reads
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records from an external text file to populate the arrays, then writes the information to
this page.

Dim StatesArray(0) As String
Di m CodesArray(0) As String
Sub Page_Load
Di m Fi | eReader As StreanReader
Dim Lineln As String
Dim Fi el dArray() As String
Fi | eReader =
File. OpenText ("e:\WebSite\tutorial s\vbnet\vbnet 04\ St at eCodes. t xt")
Li nel n = Fi |l eReader. ReadLi ne()
Do
FieldArray = Split(Lineln, ",")
St at esArray(UBound( St at esArray)) = Fiel dArray(0)
CodesArray(UBound(CodesArray)) = FieldArray(1)
Li nel n = Fi | eReader. ReadLi ne()
If Lineln <> ""
ReDi m Preserve StatesArray(StatesArray. Length)
ReDi m Preserve CodesArray(CodesArray. Length)
End If
Loop Until Lineln =""
Fi | eReader. Cl ose()
Dimi As |nteger

For i = 0 To UBound( St at esArray)
CodesQut . Text &= StatesArray(i) & ", " & CodesArray(i) & "<br/>"
Next
End Sub

This version of the script makes the assumption that there is at least one record in the
externa file from which the arrays are built. This is a proper assumption in this
particular example, but should not be the premise for most external data stores. A
better solution isto use the Do While...Loop construct, making the condition test prior
to any processing. Yet, the While...End While serves this exact purpose.

As agenerd rule, use the While...End While statement for loops for which an explicit
number of iterations is not known. Use the Do...Loop Until version if you are a
bal ding 60-year-old renegade programmer with a pony tail.

5.3.2While...End While

With the While...End While type of programming loop the number of iterations is
known when it begins. If not known explicitly, it is known by a variable that resolves
to an integer that sets its ending value. The loop iterates that many times unless exited
on a condition that arises inside the loop. There may be situations, however, where it
cannot be known in advance exactly how many times to execute the statements - to
what value the ending value should be set.

The While...End While Loop



The While...End While loop is designed for these situations. Its general format is
shown below.

VWil e condition

...Statenents
End Wil e
A While...End While loop does not execute a fixed number of times. It executes as
long as a condition test at the beginning of the loop remains True. It could be that the
condition is False at the start of the loop, in which case it doesn't get executed at all.
Of course, it is important that somewhere inside the loop the condition becomes True;

otherwise, the loop never ends. Whereas a For...Next loop presents a condition for
ending the loop, a While...End While presents a condition for continuing the loop.

Before a more practical application is presented, take a look at how a While...End
While loop can be set up to resemble a For...Next loop. Asin apreviousillustration an
array isloaded with values and aloop displays its contents.

Sub Get _Fruit (Src As hject, Args As Event Args)

DimFruit() As String =
{"appl es", "oranges", "l enons", "grapes"”, "beer"}

Dmi As Integer =0
While i <= Fruit.Length - 1
FruitQut. Text & Fruit(i) & " "
i +=1
End Wil e
End Sub
It is important to notice two requirements for setting up the loop. First, the condition
to be tested is established and initialized before the loop begins. In this case variable i
is declared and initialized to O (since it is used to increment through the array,
beginning with element 0). Second, provision is made inside the loop for ending the
loop. In this case the counter i is incremented, ensuring that the loop will eventually

end when it reaches the Length - 1 of the array. These provisions must be met for all
While...End While loops.

5.3.3 For Next
Visual Basic provides this ability to iterate a set of statements with the For...Next
statement whose general format is shown below.
For counter = start value To end val ue
...Statenents
Next
A For...Next loop establishes a counter to keep track of iterations through the enclosed
statements. It is given a start value and an end value - integer values - to control the

number of times the statements are executed, with the counter incremented by 1 each
time through the loop.

The following code, for example, executes the statements in the For...Next loop 10
times.

Dmi As Integer
For i =1 To 10
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...statenents
Next

Variable i is defined as the counter. (This choice of counter names owes an historical
debt to Fortran programming.) The counter is initialized to 1 when the loop is first
entered. After the statements are executed the first time and the Next statement is
encountered, program control returns to the matching For statement. The counter is
incremented by 1 and atest is made to seeif the counter has yet reached the end value
10. If not, the statements are executed a second time, and control again returns to the
For statement where the counter is incremented again and is tested against the end
value. This processing continues until finally the counter exceeds the end value and
the loop comes to an end. Then, program control "skips over" the loop and continues
in sequence with the statement following Next.

In the above example, start value and end value are given literal integer values. More
likely, start value, and especiadly end value, are assigned through variables set
elsewhere in the script.

The following script is a simple illustration of a For...Next loop. The user enters an
integer value that is used as the ending value for the loop. Beginning with 1, the loop
displays the sequence of integersto the ending value.

Sub Make_Nunbers (Src As bject, Args As EventArgs)
If IsNuneric(EndVal ue. Text) Then
Dimi As |nteger

For i = 1 To EndVal ue. Text
Nunbers. Text & i & " "
Next
End If
End Sub

Since loop counter values must be numeric, a test is made at the beginning of the
subprogram for a numeric value in the textbox. Each time through the loop, increasing
values of counter i are concatenated to the previously displayed string of values,
separated by a blank space.

5.3.4 Nested loops

A nested loop is aloop within aloop, an inner loop within the body of an outer one.
How this works is that the first pass of the outer loop triggers the inner loop, which
executes to completion. Then the second pass of the outer loop triggers the inner loop
again. This repeats until the outer loop finishes. Of course, a break within either the
inner or outer loop would interrupt this process.

For example, the following demo procedure shows how you can nest different loop
types, and can exit any loop to any level:

Sub LoopTest ()
Dimdir As New Directorylnfo("C\")
Dmi As Integer =0
Dmj As Integer =0
For Each file As Filelnfo In dir.GetFiles("*.*")
Do Wiile i < 10
Consol e. WiteLine("{0} {1}", i, file.Full Nane)



Wiile j < 100 81
j +=1 Decision Making
If j =1 Then

Exit Wile
End |f
If j =2 Then
Exit Do
End If
If j = 3 Then
Exit For
End |f
End Wil e

i +=1
Loop

Next
Consol e. Wi teLine("===After For |oop")
End Sub

Check Your Progress 2

1. Giveexample of two conditional operators.

54LET USSUM UP

Iteration and decision making is possiblein VB.NET. Sometimes you may need to test
multiple "mutually exclusive" conditions - a series of conditions only one of which
will be true. The If...Elself construct tests for as many such conditions as need to be
tested. A Do...Loop creates an iteration. It offers the additional option of executing the
statements in the loop a least one time. With the While..End While type of
programming loop the number of iterations is known when it begins.

5.5LESSON END ACTIVITIES

1. Start anew project. Add atextbox, a Label and a button to your new Form. Then
write a programme that does the following:

a) Asksusersto enter anumber between 10 and 20.
b) The number will be entered into the Textbox.
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¢) When the Button is clicked, your Visual Basic code will check the number
entered in the Textbox.

d) If itisbetween 10 and 20, then a message will be displayed.

€) If the number entered is not between 10 and 20 then the user will be invited
to try again, and whatever was entered in the Textbox will be erased

5.6 KEYWORDS

Conditional Statement: It is a script written to test some condition - normally based
on the value contained in a variable - and to take alternate courses of action based on
whether the condition tested is evaluated as Boolean True or False.

Looping: There are certain processing situations, however, that require a set of
statements to be executed repeatedly - to iterate over and over again until a certain
condition is met.

Nested Loop: It isaloop within aloop, an inner loop within the body of an outer one.

5.7 QUESTIONS FOR DISCUSSION

1. What isconditional statement? Why isit required?
2. Write aprogram code with Nested L oop.
3. Compare and contrast between:

(& AND and OR logical operator

(b) Do Until...Loop and Do While...Loop.

Check Your Progress. Model Answers

CYP1
1. Fase
2. True

CYP2
1. >and <
2. AND & OR

3. Asagenera rule, use the While...End While statement for loops for which an
explicit number of iterationsis not known.

5.8 SUGGESTED READINGS

Shirish Chavan, Visual Basic.Net. Pearson edition,2004

MSDN Visual studio Library.

Schneider, An Introduction to Programming using Visual Basic.Net, 5" Edition ,PHI
Kant, Visual Basic.Net— A Beginners Guide, TMCH
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6.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e Concept of Msgbox and Input Box
e User defined and Built functions

e Brief concept of controls
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6.1 INTRODUCTION

To build a complete custom project interaction with user is required. User can enter
their choice or input. They can receive the confirmation or error message. VB.net
provides facility to interact with users. VB.net has avast collection of functions. Apart
from that user can create functions according to their choice and requirement.

6.2 IMPORT STATEMENT

A statement is a complete instruction. It can contain keywords, operators, variables,
literals, expressions and constants. Each statement in Visual Basic should be either a
declaration statement or a executable statement.

A declaration statement is a statement that can create a variable, constant, data type.
They are the one's we generaly use to declare our variables. On the other hand,
executable statements are the statements that perform an action. They execute a series
of statements. They can execute a function, method, loop, etc.

The Imports statement is used to import namespaces. Using this statement prevents
you to list the entire namespace when you refer to them.

Example of Imports Statement

The following code imports the namespace System.Console and uses the methods of
that namespace preventing us to refer to it every time we need a method of this
namespace.

I mports System Consol e

Modul e Modul el

Sub Main()

Wite("Inports Statenment")

WiteLine("Using Inport")

End Sub

End Modul e

The above two methods without an imports statement would look like this:

System.Console. Write("Imports Statement”) and System.Console.WriteLine("Using
Import")

6.3 MSGBOX

A message box is a special dialog box used to display a piece of information to the
user. As opposed to a regular form, the user cannot type anything on the dialog box.
There are usualy two kinds of message boxes you will create: one that simply
displays information and one that expects the user to make a decision.

Although it displays as adialog box, a message box is created from a built-in function.
Three are three functions you can use to create a message box.
6.3.1 The MsgBox Function

Microsoft Visual Basic provides the MsgBox() function used to easily create a
message box. To display a simple message with just an OK button, use the MsgBox
function with the following syntax:

MsgBox()



In this case, the message to display must be passed as a string to the function. Here is
an example:

Private Sub Buttonl_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es Button3.dick

MsgBox("Wel come to the Wonderful World of Visual Basic")
End Sub

If you use this version of the MsgBox() function to create a message box, its title bar
would display the name of the application that owns the message box:

WindowsApplication18 E3

Welcome to the Wonderful World of Visual Basic

0K

Figure 6.1: A message box with one button

In reality, the MsgBox() function provides more arguments to create a complete
message box with various options. The syntax of the MsgBox function is
Publi ¢ Function MsgBox(ByVal Pronpt As Object,

Optional ByVal Options As
MsgBoxStyl e = MsgBoxStyle. OKOnly, _

Optional Byval Title As Object =
Not hi ng _

) As MsgBoxResul t

The Prompt argument is the string that the user will see displaying on the message
box. You can pass it as a string. You can aso create it from other pieces of strings.
The Prompt argument can be made of up to 1024 characters. To display the Prompt on
multiple lines, you can use either the constant vbCrLf or the combination Chr(10) &
Chr(13) between any two strings.

The Options argument specifies what button or buttons and/or small icon should

display on the message box. The available options are defined in the MsgBoxStyle
enumerator. The buttons available are:

MsgBoxStyle Value Display
OKOnly 0
OKCancel 1 oK, Cancel
AbortRetrylgnore 2 O
YesNoCancel 3 Yes Mo Cancel
YesNo 4 Yes Mo
RetryCancel S Retry Cancel
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f‘/‘? o b _ To use any of these combinations of buttons, call the MsgBoxStyle enumerator and
ISuel Frogramming access the desired combination. Here is an example:

Private Sub Button3_Click(ByVa sender As System.Object, ByVa e As
System.EventArgs) Handles Button3.Click

MsgBox(" Your order appears to be correct" & vbCrLf & _

"Are you ready to provide your credit card
information?", _

MsgBoxSt yl e. YesNoCancel )
End Sub

Thiswould produce:

Your order appears to be correct
Are you ready to provide your credit card information?

fes Mo ‘ Zancel |

Figure 6.2: A message box with three buttons

Besides displaying the button(s), you can add other options. To combine options, you
use the bit manipulation operator OR. For example, after specifying the buttons on the
message box, you can decide which one would be the default, that is, which button
would be activated if the user presses Enter instead of clicking. You can set the
default argument using the following table

Option Value Example

DefaultButtonl 0 3 o |
WindowsApplication18 E|

Your order appears to be correct
Are you ready to provide your credit card information?

fes Mo | Cancel |

DefaultButton2 256 )
auisuton WindowsApplication18 X

Your order appears to be correct
Are you ready to provide your credit card information?

fes | Mo Cancel |




DefaultButton3 512

WindowsApplication18

Your order appears to be correct
Are you ready to provide your credit card information?

fes Mo | | Cancel |

Here is an example of combining styles:
Private Sub Button3 Click(ByVa sender As System.Object, ByVa e As
System.EventArgs) Handles Button3.Click

MsgBox(" Your order appears to be correct" & vbCrLf & _

"Are you ready to provide your credit card
information?",

MsgBoxSt yl e. YesNoCancel (03
MsgBox St yl e. Def aul t Butt on2)

End Sub

These additional buttons can be used to further control what the user can do:

Constant Value Result
ApplicationM odal 0 This creates amodal dialog box and the user must close the
message box before continuing to use the application from where
the message box was displayed
SystemM odal 4096 | Thiscreatesamodal dialog box that has an "accent” of modeless.

The message box will stay on top of all other windows, including
those from applications that have nothing to do with this message
box. Like a normal message box, the user must close this
message box to continue using the application that opened this
message box

Besides the buttons, you can display an icon on the message box. The available icons
are:

Icon Value Description

Critical 16 Q @

Question 32 @ ? \

Exclamation 48 & 3
.

Information 64 @ \.E)

Hereis an example:

Private Sub Button3_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es Button3. dick

MsgBox(" Your order appears to be correct" & vbCrLf & _

"Are you ready to provide your «credit card
information?",
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End Sub

Thiswould produce:
B WindowsApplication18 E|

i Your order appears to be correct
Are you ready to provide vour credit card information?

fes Mo | Cancel |

Figure 6.3: A message box

So far, al of the message boxes we have created displayed the name of the application
on their title bar. If you want to display a customized title, use the Title argument: this
would be the caption that would display on the title bar of the message box. It is a
string whose word or words you can enclose between parentheses or that you can get
from a created string.

MsgBox() is primarily a function. As such, it can return a value. This vaue
corresponds to the button the user clicks on the message box. The return values are
defined in the MsgBoxResult enumerator. Depending on the buttons the message box
is displaying, after the user has clicked, the MsgBox() function can return one of the
following values:

If the User Clicks The Function Returns Value
MsgBoxResult.OK 1
MsgBoxResult.Cancel 2
MsgBoxResult.Abort 3

Retry MsgBoxResult.Retry 4
Ignore MsgBoxResult.Ignore 5
Ves MsgBoxResult.Y es 6
{fls] MsgBoxResult.No 7

The MessageBox Class

To support its own implementation of a message box, the NET Framework provides
the MessageBox class. This class has one method called Show() but overloaded in
various versions. The Show() method is static, meaning that you don't need and must
never declare a variable of type MessageBox to display a message box using this
class.

To create a simple message box using the MessageBox class, you can pass a single
string to its Show() method. In this case, the message box would display the name of
the application as its caption. If you want to display your own caption, pass it as a
second argument to the method.



The Win32 API's Message Box

Visual Basic provides as much flexibility as needed to create a message using either
its own the MsgBox() function or the NET Framework's MessageBox class. Y ou still
have one more option. The Win32 APl provides a function called MessageBox. Its
syntax is:

i nt MessageBox( HAND hWhd,
LPCTSTR | pText,
LPCTSTR | pCapti on,
U NT uType);
This function provides the same options as the MsgBox() function reviewed earlier.

To use this function, you must include its library using Declare Auto Function as we
review already. Hereis an example:

Public d ass Fornl
I nherits System W ndows. Forms. Form
Const MB OK = &HO
Const MB_| CONEXCLAMATI ON = &H30
Decl are Auto Function FMessageBox Lib "user32.dl 1" _
Al ias "MessageBox" (ByVal hwhd As Integer,
ByvVal txt As String, ByVal caption As String,

ByVal Typ As Integer) As Integer

#Regi on " Wndows Form Desi gner generated code

Public Sub New()
MyBase. New()
"This call is required by the Wndows Form Desi gner.
InitializeConponent ()
"Add any initialization after the InitializeConponent() call
End Sub
No Change
#End Regi on

Private Sub Buttonl Cick(ByVal sender As System Cbject, ByVal e
As System Event Args) Handl es Buttonl.dick

FMessageBox( 0,

"The credit card information you
provided is not correct”,

"Sal es Processing”,
MB_OK Or MB_| CONEXCLAMATI ON)
End Sub
End Cl ass
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L E The credit card information you provided is not correct
"

K

Figure 6.4: Another message box

Besides displaying a message, this function can also return a value depending on the
button the user would have clicked.

Check Your Progress
Fill in the blanks:
1. There are two types of statements and

2. The Imports statement is used to import

6.4 INPUT BOX

Aninput box is a specialy designed dialog box that allows the programmer to request
avalue from the user and use that value as necessary. An input box displays atitle, a
message to indicate the requested value, a text box for the user, and two buttons: OK
and Cancel. Here is an example:

Red Oak High School - Student Registration Ed

Enter Student’s Date of Birth: oK

Cancel

r--l .--I -I ot
Uilauls 10 du

Figure6.5: An input box

When an input box displays, it presents a request to the user who can then provide a
value. After using the input box, the user can change his or her mind and press Esc or
click Cancel. If the user provided avalue and want to acknowledge it, he can click OK
or press Enter. This would transfer the contents of the text box to the application that
displayed the input box.

Creating an Input Box

To create an input box, you can use the InputBox() function. Its syntax is.
Publi ¢ Function | nputBox(ByVal Pronpt As String, _



Optional Byval Title As String

Opti onal ByVal Defaul t Response

As String = _

Optional ByVal XPos As I|nteger
= _1‘ _

Optional ByVal YPos As I|nteger
=-1

) As String
The only required argument of this function is the message that prompts the user. Here
isan example:

Private Sub Button4_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es Button4.dick

I nput Box("Enter Student's Date of Birth:")
End Sub

Thiswould produce

X]

WindowsApplication18

Enter Student’s Date of Birth: oK

Cancel

Figure 6.6: Another input box

When calling the InputBox() function, if you pass only the Prompt argument, the input
box would display the name of the application in the title bar. If you want, you can
specify your own caption through the Title argument. Here is an example:

Private Sub Button4_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es Button4.dick

I nput Box("Enter Student's Date of Birth:", "Red Gak High
School - Student Registration")

End Sub

Upon reading the message on the Input box, the user is asked to enter a piece of
information. The type of information the user is supposed to provide depends on you,
the programmer. Therefore, there are two important things you should aways do. First
you should let the user know the type of information requested. Is it a number (what
type of number)? Is it a string (such as the name of a country or a customer's name)?
Isit the location of afile (such as C:\Program Files\Homework)? Are you expecting a
Yes/No True/False type of answer (if so how should the user provide it)? Is it a date
(if it is a date, what format is the user supposed to enter)? These questions indicate
that you should state a clear request to the user. For example, instead of the above
simple request, you can implement the InputBox() function as follows:

Private Sub Button4_Click(ByVa sender As System.Object, ByVa e As
System.EventArgs) Handles Button4.Click
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I nput Box("Enter Student's Date of Birth (nmm dd/yyyy):",
"Red Gak High School - Student Registration")

End Sub
Thiswould produce:

Red Oak High School - Student Registration E'

Enter Student’s Date of Birth (mmdddinnyy): oK

Cancel

Figure6.7: An input box

Sometimes, even if you provide an explicit prompt, the user might not provide a new
value but click OK. The problem is that you would still need to get the value of the
text box and you might want to involve it in an expression. You can solve this
problem and that of providing an example to the user by filling the text box with a
default value. This can be taken care of through the DefaultResponse argument. Here
isan example:

Private Sub Button4_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es Button4.dick

I nput Box("Enter Student's Date of Birth (mm dd/yyyy):", _
"Red Gak Hi gh School - Student Registration", "01/01/1970")
End Sub

The last two arguments, XPos and Y Pos, allow you to specify the default position of
the input box when it comes up the first time.

After typing avalue, the user would click one of the buttons: OK or Cancel. If the user
clicks OK, you should retrieve the value the user would have typed. It is also your
responsibility to find out whether the user typed a valid value or not. Because the
InputBox() function returns a string, it has no mechanism of validating the user's
entry. Based on this, you can retrieve the value of the Input Box when the user clicks
OK. Hereisan example:

Private Sub Button4_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es Button4. dick

Dim DOB As String = | nputBox("Enter Student's Date of Birth:")
End Sub

6.5 FUNCTION

Function is a method which returns a value. Functions are used to evaluate data, make
calculations or to transform data. Declaring a Function is similar to declaring a Sub
procedure. Functions are declared with the Function keyword. There are two types of
functions-user defined and built function.
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A User-Defined Function, or UDF, is afunction provided by the user of a program or
environment, in a context where the usual assumption is that functions are built into
the program or environment.

Function Formats

The general format for afunction is shown below.
Function name (argument As type [, argunent As type]...) [As type]
...Statenents
[ Return val ue]
[Exit Function]
End Function
A function is identified by the keyword Function at its beginning and the keywords
End Function at its end. A function name is a programmer-supplied name that follows
Visual Basic naming conventions. The name must be unique among the collection of

functions on the page. Visual Basic statements are enclosed inside the function to
carry out its processing.

There are two ways to set up a function to return a value. The function itself can be
declared As type, a value is assigned to the function name, and an Exit Function
statement returns the value to the calling statement. This setup is illustrated in the
code below which assumes no arguments being passed to the function.

Function Get_Val ue() As Integer
Get _Value = 10
Exit Function

End Function

The second way to set up afunction is to use a Return statement to explicitly pass an
identified value back to the calling statement.

Function Get_Val ue()
Di m Val ue As I nteger
Value = 10
Return Val ue

End Function

6.5.2 Calling Functions
A function is called by a statement in the following general format.
[CAdll] Function name (argument [, argument]...)

The optional keyword Call is followed by a function name, followed by an argument
list, if needed, separated by commas and contained inside a set of parentheses. If no
arguments are supplied, the parentheses are not required. As in the case for
subprograms, these arguments are usually names of variables whose values are passed
to the called function.

The following example shows a function named Get_Area which calculates the area
of a rectangle when supplied with height and width dimensions by the calling
statement.



%4
Visual Programming

Sub Rectangl e

DmWdth As Integer = 10

Dim Height As Integer =5

Dim Area As | nteger

Area = Get_Area(Wdth, Height)
End Sub
Function Get_Area (Wdth As Integer, Height As Integer) As Integer

Get _Area = Wdth * Hei ght

Exit Function
End Function
Subprogram Rectangle sets the Width and Height of a rectangle; then it assigns to
variable Area the returned value from function Get_Area, supplying it with the width
and height values. Function Get_Area receives the passed values through its Width
and Height arguments (loca to the function and not to be confused with the like-

named variables in subprogram Rectangle). The area calculation is assigned to the
function name and is returned to the calling statement when the function exits.

As you can see, since a function returns a value, it can be treated just like a variable.
In the above case, the function is assigned to alocal variable, effectively assigning the
returned value to the variable.

An alternative to the above coding is a function that explicitly returns its computed
value.
Function Get_Area (Wdth As Integer, Height As Integer)
Dim Area As | nteger
Area = Wdth * Hei ght
Return Area
End Function
You can use as many Exit Function and Return statements as needed. In more

complex functions with aternate computational paths a value may be returned at
different pointsin the function.

6.5.3 Built Functions

There is alarge number of built-in functions. Many of the functions work on several
types of arguments, whereas some only work for the correct types (e.g., numbers or
strings). In the following description we'll discuss about different built-in functions.

Mathematical Functions

In addition to performing simple arithmetic and string operations with the arithmetic
and string operators, Visua Basic programs can take advantage of severa built-in
mathematical functions and string functions to perform useful processing that,
otherwise, could require highly complex original code.

Popular mathematical functions are summarized in the following table. Note that
certain functions do not require the Math. prefix.



Function Use

Math.Abs() Returns the absolute value.
Math.Abs(-10) returns 10.

Math.Ceiling() | Returnsan integer that is greater than or equal to a number.
Math.Ceiling(5.333) returns 6.

Fix() Returns the integer portion of a number.
Fix(5.3333) returns 5.

Math.Floor() Returns an integer that is less than or equal to anumber.
Fix(5.3333) returns 5.

Int() Returns the integer portion of a number.
Int(5.3333) returns 5.

Math.Max() Returns the larger of two numbers.
Math.Max(5,7) returns 7.

Math.Min() Returns the smaller of two numbers.
Math.Min(5,7) returns 5.

Math.Pow() Returns a number raised to a power.
Math.Pow(12,2) returns 144.

Rnd() Returns a random number between 0 and 1. Used in conjunction with
Randomizestatement to initialize the random number generator.

Math.Round() | Rounds anumber to a specified number of decimal places. Rounds up on .5.
Math.Round(1.1234567,5) returns 1.12346.

Math.Sign() Returns the sign of anumber. Returns -1 if negative and 1 if positive.
Math.Sign(-5) returns -1.

Math.Sart() Returns the square root of a positive number.
Math.Sqrt(144) returns 12.

Random Numbers

The Rnd() function returns a random number between 0 and 1. More likely, the need
is to generate a number within a particular range, between a given low and high

number. This is accomplished with the following formula.
Math.floor((high - low + 1) * Rnd() + low)

For instance, to generate a random number between 0 and 10 the formula becomes

Math.floor((10-0+ 1) * Rnd() + O

String Functions

Severa built-in string functions perform string manipulations to augment simple
concatenation with the "&" operator. These functions are summarized in the following

table.
Function Use

Asc() Returns the character code of the first character of a string.
Asc("A") returns 65.

Chr() Returns the display character of a character code.
Chr(65) returns"A".

GetChar() Returns the character at a specified position in a string, counting from 1.
GetChar("Thisisastring”, 7) returns"s".

InStr() Returns the starting position in a string of a substring, counting from 1.
InStr("Thisisastring”, "string") returns 11.

Contd...
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InStrRev()

Returns the starting position in astring of a substring, searching from the end of the
string.
InStr("Thisisastring”, "string") returns 11.

L Case()

Returns the lower-case conversion of a string.
LCase("THIS IS A STRING") returns "thisisa string”.

Left()

Returns the left-most specified number of characters of a string.
Left("Thisisastring", 4) returns"This".

Len()

Returns the length of a string.
Len("Thisisastring") returns 16.

LTrim()

Removes any leading spaces from a string.
LTrim(" Thisisastring") returns "Thisisastring".

Mid()

Returns a substring from a string, specified as the starting position (counting from 1)
and the number of characters.
Mid("Thisisastring", 6, 4) returns"isa".

Replace()

Replaces all occurences of a substring in a string.
Replace("Thisisastring”, " s', " longer s') returns "This are alonger string"
(replacesan "s" preceded by ablank space).

Right()

Returns the right-most specified number of characters of a string.
Right("Thisisastring", 6) returns "string".

RTrim()

Removes any trailing spaces from a string.
RTrim("Thisisastring ") returns"Thisisastring”.

Str()

Returns the string equivalent of a number.
Str(100) returns100".

Space()

Fills a string with a given number of spaces.
"This" & Space(5) & "string" returns"This  string”.

StrComp()

Compares two strings. Return values are 0 (strings are equal), 1 (first string has the
greater value), or -1 (second string has the greater value) based on sorting sequence.
StrComp("Thisisastring”, "This string") returns - 1.

StrReverse()

Reverses the charactersin astring.
StrReverse("Thisisastring") returns "gnirtsasi sihT".

Trim()

Removes any leading and trailing spaces from a string.
Trim(" Thisisastring ") returns"Thisisastring".

UCase()

Returns the upper-case conversion of a string.
UCase("Thisisastring") returns "THIS IS A STRING".

Val()

Converts a numeric expression to a number.
Val((1+ 2+ 3)"2) returns 36.

The above summaries give you a basic idea of the uses of these arithmetic and string
functions. There are occasions throughout these tutorials to see them in action and in
combination as they are applied to various processing needs.

Date and Time Functions

Visual Basic supplies a complete set of date and time functions to extract dates and
times from the system clock and to manipulate these values for various computational
and display purposes.

Date and Time Properties

When working with dates and times it is often necessary to know the current date
and/or time. These values can be extracted from the server's system clock through the
properties shown in the table below. These properties are used in several of the date
and time functions described below.



Property Value

DateString | Returns a String value representing the current date.
DateString = 03-29-2008

Now Returns a Date val ue containing the current date and time.
Now = 3/29/2008 10:46:39 AM

TimeOfDay | Returns a Date value containing the current time of day (the date is set to 1/1/0001).
TimeOfDay = 1/1/0001 10:46:39 AM

Timer Returns a Double value representing the number of seconds elapsed since midnight.
Timer = 38799.4338593

TimeString | Returns a String value representing the current time of day.
TimeString = 10:46:39

Today Returns or sets a Date value containing the current date.

Today = 3/29/2008 12:00:00 AM
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Date Functions
Date functions are summarized in the following table with functions described more

fully below.
Function Use
DateAdd() Returns a Date val ue containing a date and time value to which a specified time
interval has been added.
DateDiff() Returns a Long value specifying the number of time intervals between two Date
values.
DatePart() Returns an Integer value containing the specified component of a given Date value.

DateSerial() Returns a Date value representing a specified year, month, and day, with the time
information set to midnight (00:00:00).

DateVaug() Returns a Date value containing the date information represented by a string, with
the time information set to midnight (00:00:00).

Day() Returns an Integer value from 1 through 31 representing the day of the month.

IsDate() Returns a Boolean value indicating whether an expression can be converted to a
date.

Month() Returns an Integer value from 1 through 12 representing the month of the year.

MonthName() | Returns a String value containing the name of the specified month.

WeekDay() Returns an Integer value containing a number representing the day of the week.

DateAdd() adds a given date interval to a date to produce a calculated date. Its general
format is

String Unit of timeinterval
Day of month (1 through 31)

Day of year (1 through 366)

Month

Quarter

Day of week (1 through 7)

Week of year (1 through 53)

yyyy Year

§§Q3~<Q_

where interval is one of the string values shown in the accompanying table, number
gives the number of intervals to add, and date is the date and time to which the
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interval is to be added. For example, the following function returns the (formatted)
date six months from today.

FormatDateTime(DateAdd("m”, 6, Today),
DateFormat.L ongDate)
Six months from today is Monday, September 29, 2008.

DateDiff() returns a value giving the number of identified intervals between two dates.
Its general format is

DateDiff(interval, datel, date?)

where interval is a string value representing an interval type using the date values
shown in the table under the DateAdd() function, and datel and date? are the two
dates between which the interval is calculated (datel is subtracted from date2). The
following example calculates the number of shopping days until Christmas.

DateDiff( "d", Today, "12/24/" & DatePart("yyyy", Today) )
There are 270 shopping days until Christmas.

Notice that the date2 argument passes "12/24" & DatePart("yyyy", Today). The
DatePart() function (see below) extracts the current year from the current date and
appendsiit to the string so that the calculation is always based on the current year.

DatePart() extracts a specified component of a given Date. Its general format is
DatePart(part, date)

where part is a string value representing a date component using the values shown in
the table under the DateAdd() function, and date is any Date value. For example, the
following function determines the day of the week on January 1, 2010.

WeekdayName(DatePart("w", "01/01/2010"))
January 1, 2010 ison a Friday

DatePart() returns an integer value (Sunday = 1) representing the day of the week.
This value is converted into a weekday name with the WeekDayName() function (see
below).

DateSerial() returns a Date value based upon integer values representing a year,
month, and day. Its general format is

DateSerial (year, month, day)

For example, the function DateSeria (5, 7, 15) returns 7/15/2005 12:00:00 AM. You
might wonder why the need to return a date if you already know the date! The point is
that the passed values are integers, perhaps collected from a form in which a year,
month, and day are selected from drop-down lists. These integer values are combined
and converted into a Date type with the DateSerial() function.

DateVaue() returns a Date type from a String value representing a date. This function
works as a converter to a Date data type. For example, the function call
DateVaue("January 1, 2005") returns 1/1/2005 12:00:00 AM.

Day() returns an Integer representing the day of the month from a passed date. For
instance, function Day(Today) returns 29. This is the same value as returned from the
function DatePart("d", Today).

IsDate() returns a Boolean value indicating whether the passed value can be converted
into a Date type. This function is handy when testing user input to verify that an actual
date has been entered. A function call in the format IsDate("02/31/2005") returns
False.



Month() returns an Integer value from 1 through 12 representing the month of
the year. It works similar to the Day() function. The function call Month(Today)
returns 3.

MonthName() accepts an Integer representing a month of the year and returns a String
value containing the name of the month. Used in conjunction with the Month()
function, the function call MonthName(Month(Today)) produces March.

WeekDay() returns an Integer value between 1 and 7 (Sunday = 1) representing the
day of the week. The function WeekDay(Today) returns 7, which is identical to the
value returned by DatePart("w", Today).

WeekDayName() accepts an Integer representing a day of the week and returns a
String value containing the name of the day of the week. Used in conjunction with the
Weekday() function, the function call WeekDayName(WeekDay(Today)) produces
Saturday.

Time Functions

Time functions are summarized in the following table with functions described more
fully below. Severa of the date functions can be applied to time measurements.

Function Use

DateAdd() Returns a Date val ue containing a date and time value to which a specified time
interval has been added.

DateDiff() Returns a Long val ue specifying the number of time intervals between two Date

values.
DatePart() Returns an Integer value containing the specified component of a given Date value.
Hour() Returns an Integer value from 0 through 23 representing the hour of the day.
Minute() Returns an Integer value from 0 through 59 representing the minute of the hour.
Second() Returns an Integer value from 0 through 59 representing the second of the minute.
TimeSerial() | Returns a Date value representing a specified hour, minute, and second, with the
date information set relative to January 1 of the year 1.
TimeVaue() | Returns a Date value containing the time information represented by a string, with

the date information set to January 1 of the year 1.

DateAdd() adds a given time interval to a time to produce a calculated time. Its
general format is

DateAdd(interval, number, time) String Unit of time interval

String Unit of timeinterval
h Hour
n Minute
S Second

where interval is one of the string values shown in the accompanying table, number
gives the number of intervals to add, and time is the date and time to which the
interval is to be added. For example, the following function returns the (formatted)
time twelve hours from now.

FormatDateTime(DateAdd("h", 12, Now), DateFormat.L ongDate)
Twelve hours from now is 10:46:39 PM.

DateDiff() can be used to return a value giving the number of identified intervals
between two times. Its general format is
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DateDiff(interval, timel, time2)

where interval is a string value representing an interval type using the time values
shown in the table under the DateAdd() function, and timel and time2 are the two
times between which the interval is calculated (timel is subtracted from time2). The
following example cal culates the number of minutes until midnight.

DateDiff("n", TimeString, "11:59:59 PM") + 1
There are 794 minutes until midnight.

It can be a bit tricky working with times because of the roll-over that takes place at
midnight. If the value "00:00:00 AM" were to be used in the above example, it would
produce -645 minutes, which are the number of minutes from the beginning of the
current day. To get around this problem, one minute is added to the time difference
until "11:59:59 PM" of the current day.

DatePart() can be used to extract a specified component of a given time. Its general
format is

DatePart(part, time)

where part is a string value representing a time component using the time values
shown in the table under the DateAdd() function, and time is any Date value. For
example, the following function determines the current hour (24-hour clock) of the
current day.

DatePart("h", Now)
The current hour of the day is 10

Hour() returns an Integer representing the hour of the day (24-hour clock). For
instance, function Hour(Now) returns 10. This is the same value as returned from the
function DatePart("h", Now).

Minute() returns an Integer representing the minute of the hour. For instance, function
Minute(Now) returns 46. This is the same value as returned from the function
DatePart("n", Now).

Second() returns an Integer representing the second of the minute. For instance,
function Second(Now) returns 39. This is the same vaue as returned from the
function DatePart("'s", Now).

TimeSerial() returns a Date value representing a specified hour, minute, and second,
with the date information set relative to January 1 of the year 1. Its general format is

TimeSerial (hour, minute, second)

For example, the function TimeSerial (5, 30, 45) returns 1/1/0001 5:30:45 AM. Asin
the case for the DateSerial() function, integer values are combined and converted into
aDatetype.

TimeValue() returns a Date type from a String value representing a time. This
function works as a converter to a Date data type. For example, the function call
TimeValue("4:35:17 PM") returns 1/1/0001 4:35:17 PM.

Some of the date and time functions appear trivial in isolation. However, you will find
them crucial when you begin combining them in applications that relay on accurate
reporting of and calculations involving dates and times.



Comparison Functions

It is often necessary to test the contents of variables and other data containers to
determine if they contain values and, if so, whether they contain a particular data type.
For example, the user may be expected to enter datainto a textbox for processing by a
script, with processing contingent on having a proper data type available.

Testing for the presence of data can be performed with a relational operation such as
TextBox.Text = "". This test returns True if there is no value in the textbox; the
textbox is empty or contains a null value. It returns False if data is present. (Usualy,
this test is formulated as TextBox.Text <> "", testing for the expected condition that
datais present.)

In testing for expected data types, Visual Basic supplies a couple of functions.
IsNumeric() tests for a numeric value; IsDate() tests for a date/time data type. Thus,
the test IsNumeric(TextBox.Text) returns True if the textbox contains a number; it
returns False if the textbox is empty or if it does not contain a number. The same
return values are produced when testing for a date/time type.

Check Your Progress 2
Fill in the blanks:
1 function returns a Date val ue containing the current date and time
2. function returns an Integer value containing the specified
component of a given Date value.
3. function returns an Integer value from 0 through 23
representing the hour of the day.

6.6 CONTROLS

Control is an object that can be drawn on to the Form to enable or enhance user
interaction with the application. Examples of these controls, TextBoxes, Buttons,
Labels, Radio Buttons, etc. All these Windows Controls are based on the Control
class, the base class for al controls. Visual Basic alows us to work with controls in
two ways: at design time and at runtime. Working with controls at design time means,
controls are visible to us and we can work with them by dragging and dropping them
from the Toolbox and setting their properties in the properties window. Working at
runtime means, controls are not visible while designing, are created and assigned
properties in code and are visible only when the application is executed. There are
many new controls added in Visual Basic .NET.

Notable properties of most of these Windows Controls which are based on the Control
class itself are summarized in the table below. You can always find the properties of
the control with which you are working by pressing F4 on the keyboard or by
selecting View->Properties Window from the main menu.

The Control Class

The Control class is in the System.Windows.Forms namespace. It is a base class for
the Windows Controls. The class hierarchy is shown below.

oj ect
Mar shal ByRef Cbj ect
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Component

Cont r ol

ButtonBase, Etc, Etc
Button, Etc, Etc

Main class is the Object class from which MarshalByRefObject class is derived and
the Component classis derived from the Marshal ByRefObject class and so on.

Control Tab Order

To move focus from one control to other quickly using the keyboard we can use the
Tab key. We can set the order in which the focus is transferred by setting the tab
order. Thetab order is the order in which controls on the form receive the focus and is
specified by the Tablndex property. To change the order in which a control receives
focus we need to set the Tablndex property to different value for each control on the
form. Lower values receive the focus first and proceed numerically through higher
values. If there is a tie between Tablndex values, the focus first goes to the control
that is closest to the front of the form.

We can aso set the tab order graphically with Visual Studio by selecting Tab Index
from the View menu. Boxes containing current tab order appear in each control when
you select Tab Index from View menu. Click each control to set the correct tab order
in which you want the controlsto receive focus.

VB.Net has some basic controls. The creator of the control is responsible for the
programming that enables the interface: for making sure that properties appear in the
properties window, that events are fired when they are supposed to be fired etc.

The user of the control doesn’t see the internal implementation of the control’s
application. The users interaction with the control depends on the interface settings
that the application devel oper has made and on code added by the developer.

Label TextBox Frame

- O} x

OptionButton

Labell [Tewt” -~ Frame!
CheckBox ample O pticrButton exarmple
I " Good

™ Und * Bad Shape(Oval)

W Italic ™ wiorst }l/
=
ﬂ [term-1 j
[term-1
i j Item-Z ]
Line example E ::zmg Command] |
N

/L

ComboBox

ListBox

CommandButton

Figure 6.8: Different basic controls



The icons, which you see on the toolbox when you start a VB project, are all standard

controls provided by Microsoft.

£

Figure 6.9: Standard Microsoft controls

6.6.1 U] Text Box Controls

This control is used to accept some data from the user. User can type in the textbox
and that value can be accessed in any procedure by referring to the Text property of

the text box

control.

vy Project] - Microsoft Visual Basic [design] - [Project] - frmT extEditor (Form]]

3 File Edit Wew Project Format Debug Run Query Diagram Tools Add-Ins Window Help

[5--

BEE LBREH o o) ) | HTRETREY

General

w, Text Editor - O]

|

2l

ExtTextEditor &
Aligniment: 0 - Left Justif:
Appearance |1- 30
EackColor [] &H=00000
Borderstyle |1 - Fixed Sing
(Causes\alidatic True

Draglcon (Mone)
Craghode 0 - Manual
Erabled True

Faont M5 Sans Serif
ForeColor [l &Haooooo_z

|txtTenteditor TextBox =] pxtl
Alphabetic | Categarized |

Figure 6.10: Thetext box when it isbeing designed
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The text box is the standard control that is used to receive input from the user as well
as to display the output. It can handle string (text) and numeric data but not images or
pictures. String in atext box can be converted to a numeric data by using the function
Val(text). The following example illustrates a simple program that processes the
inputs from the user.

Example

In this program, two text boxes are inserted into the form together with a few labels.
The two text boxes are used to accept inputs from the user and one of the labels will
be used to display the sum of two numbers that are entered into the two text boxes.
Besides, a command button is aso programmed to calculate the sum of the two
numbers using the plus operator. The program use creates a variable sum to accept the
summation of values from text box 1 and text box 2.The procedure to calculate and to
display the output on the label is shown below. The output is shown in Figure 6.11.

Private Sub Conmandl_d i ck()

‘To add the values in text box 1 and text box 2
Sum = Val (Text 1. Text) + Val (Text 2. Text)

‘To display the answer on | abel 1

Label 1. Caption = Sum

End Sub

% Form1 Q@@

Number 1 100
Number 2 500
Sum 500 Calculate

Figure6.11: Text Box

6.6.2 L abel Controls

Labels are one of the most commonly used controls. They are also the ssmplest to use.
You use labels to (yes you've guessed it) label things such as text boxes, where the
text does not need to be changed by the user. This control is used to display some
static (i.e. user cannot change it) text on the screen. This is generally placed against
the controls (like textbox) which accept some input from the user, to convey the
message what data to enter.



Figure6.12: Label Control

6.6.3 [] Frame Controls

A frame control is a box which is used to group other controls together. It is useful in
form design because you can move al the controls it contains by moving the frame. A
frame has a Caption property and an Enabled property. You can set the enabled
property to false to disable all the controls that the frame contains.

+ [control test] - frame - X
rATest Frame
rTest Frame
Display: rLocation:
Alignment: Left:
bgColar: Width:
Text Color Height:
rMisc:
Visible:

Figure6.13: Frame Control
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6.6.4 Command Button

The Command button is a common control frequently used in VB.Net programming.
This is one of the first controls that beginners learn to place onto a form and then to
code an "event procedure” for the command control object.

An event procedure is something that happens in response to a user action such as a
click or a"mouse over". (If an object on a form has no corresponding code written by
the programmer, nothing will happen if the user clicks on the control or attempts any
other action with that control.)

This control is used to get the user's response depending on which some specific
action can be taken. For example, you can see the Ok and Cancel buttons on the
screens of the products of Microsoft.

The Cancel Property and the Default Property were inherent only to the Command
button. Many properties available to the command button may also be set with other
control objects from the toolbar, and even objects not from the toolbar. The Tool Tips
property is available for setting with any of the control objects.

The Tool Tips property is a clever way to have the user read a message about a control
object simply by hovering with the mouse pointer over that object for a couple of
seconds.

Setting the message of this property is very simple. Just click on the Command button
or another object to select it and then in the Properties Window (F4), scroll down to
ToolTips and double click in the space to the right of Tool Tips and start typing your
message without quotation marks.

Y ou will need to run the program (F5 shortcut), and hold your mouse pointer over the
object in order for your ToolTip message to appear. Always check your ToolTipsin
the Run mode just to make certain they are functioning the way you want them to.
Remember, set this Property, preferably at Design time.

Figure 6.14: The Command Button at Design-time
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6.6.5 Check Box

Thisis typically used for turning on/off some particular feature of your program. The
Check Box control lets the user to select or unselect an option. When the Check Box
is checked, its value is set to 1 and when it is unchecked, the valueis set to 0. You
can include the statements Checkl.Value=1 to mak the Check Box and
Check1.Vaue=0 unmark the Check Box, and use them to initiate certain actions.

For example, the program will change the background color of the form to red when
the check box is unchecked and it will change to blue when the check box is checked.
You will learn about the conditional statement If....Then....Elesif in later lesson.
VbRed and vbBlue are color constants and BackColor is the background color
property of the form.

. Check Box Apphcation - (O] %]

Figure 6.15: Check Box

6.6.6 Option Button

It is used in groups. VB.Net handles the feature that only 1 option button can be
selected at a time. The Option Buttons control also lets the user selects one of the
choices. However, two or more Option Buttons must work together because as one of
the Option Button is selected, the other Option Buttons will be unselected. In fact,
only one Option Button can be selected at one time. When an Option Button is
selected, itsvalueis set to “True’ and when it is unselected:; itsvalue is set to “False”.

In the following example, the shape control is placed in the form together with six
Option Buttons. When the user clicks on different Option Buttons, different shapes
will appear. The values of the shape control are O, 1, and 2,3,4,5 which will make it
appear as a rectangle, a square, an ova shape, a rounded rectangle and a rounded
sguare respectively.

Example
Private Sub Optionl _dick ()

Shapel. Shape = 0
End Sub

107
Functions



108

Visual Programming . . .
Private Sub Option2_dick()
Shapel. Shape = 1

End Sub

Private Sub Option3_dick()
Shapel. Shape = 2

End Sub

Private Sub Optiond_dick()
Shapel. Shape = 3

End Sub

Private Sub Option5_dick()
Shapel. Shape = 4

End Sub

Private Sub Option6_dick()
Shapel. Shape = 5

End Sub
F ——
w, Praject] - Wicrosoft Visual Basic [design] - [Formd (Form)] I_._ ||Q|E|
[ Fle Edt Wiew Projsct Format Debug Run Query Diageam Took Add-Ins Window Hel _i5| %]
B-5-BEFE i | » ol ol
Project - Prafect § x|
& Formi OE o
- 198 Project] {Controlfrrays &
e L = 153 Forms
A’m L X E By Aty B . A : 7 . P Ereend feenfieionb
o A con g Er A R G D LS ¥
= et ettt e S T R R e M
ciirii T Peach g i o
i+ 1
i LRE R St e e o i o o U e et Syl et |furmlF|:Irrn it |
BEER |J:coinnlRe i Hphabetic | Categurize |
i || | castion
Returnsjsets the text deplayed in an
@[j B PO O e e shiect's title bar or below an object’s
£ - | &

Figure 6.16: Option Button

Check Your Progress 3

Fill in the blanks:
1. A _ control isabox which is used to group other controls together.

2. control is used to display some static (i.e. user cannot change it)
text on the screen.

3. An procedure is something that happens in response to a user
action such as aclick or a"mouse over".




6.6.7\E8 L ist Box

List boxes are controls that give the users choices from which they can select. Your
application is responsible for initializing list boxes with values. The user cannot add
itemsto alist box. Thiscontrol isused to display alist. If the List islong and doesn’t
fitin the ListBox then scroll bars appears automatically.

The function of the List Box isto present alist of items where the user can click and
select the items from the list. In order to add items to the list, we can use the Additem
method. For example, if you wish to add a number of itemsto list box 1, you can key
in the following statements

Example

Private Sub Form Load ( )

Li st1. Addltem “Lessonl”

Li st1. Addl tem “Lesson2”

Li st1. Addl tem “Lesson3”

Li st1. Addl tem “Lesson4”

End Sub

The items in the list box can be identified by the Listindex property, the value of the

Listindex for thefirst item is 0, the second item has a Listindex 1, and the second item
hasaListindex 2 and so on

[List1 ListBox [
Alphabetic ‘Categorized ]

Listl
Appearance  (1-3D
BackColr [ ] &Ha00000C
Causesyalidation True
Columns 0
DataField
DataFarmat
Datatember
DataSource
Draglcon (Mone)
Draghade 01 - Manual -

{Name)

Returns the name used in code ko
identify an obiject.

Figure6.17: List Box

6.6.8 Combo Controls

Combo boxes are so-named because they "combine" the features found in both text
boxes and list boxes. Combo boxes are also commonly referred to as "drop-down
boxes" or "drop-down lists".
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There are three combo box styles:

0 Drop Down Combo

1 Simple Combo

2 Drop Down List

At design-time, you set the style of the combo box with its Style property.

Of the three combo box styles, the one most similar to a ListBox is "2 - Drop-Down
List". In fact, everything discussed in the last several pages regarding ListBoxes
applies to drop-down style combo boxes EXCEPT the following:

The combo box displays the selected item in the text box portion of the combo box.
The ListBox portion of the combo box remains hidden until the combo box receives
focus and the user clicks the down arrow on the text box.

Y ou can change the width of a drop-down combo box, but not its height.

Like a ListBox, and unlike the other combo box styles, the user can only select avalue
that is in the list they cannot type in a new value. However, if the user does press a
keyboard key, the closest item in the list aphabetically will be selected (i.e., if the
user types the letter "B", and the word "Banana’ is in the list, then "Banana" will be
selected).

Multiple selections cannot be made. Only one item may be selected from the list.

Unlike a ListBox, VB.Net does not automatically pre-select the first value from a
combo box. Therefore, the initial value of the Listindex property is 1. If you do not
pre-select avalue in code (say in the Form_Load procedure), then be sure to check the
Listindex property for a value of 1 when you check to see which item the user
selected.

The "0 Drop Down Combo" style of combo box operates the same way as the Drop
Down List, except that the user may type a new value in the text box portion of the
combo box. Please note that if the user types a non-list value, this value is NOT
automatically added to the list, and the value of Listindex would be 1. You should
check the Text property to access the user's selection or entry.

The "1 Simple Combo" style of combo box operates in a manner similar to the Drop
Down Combo in that the user can either select an item from the list or type a new
entry. The difference is that the list does not drop down like a ListBox, you determine
the height of the list portion at design-time. This is the only combo-box style that
allows you to adjust the height of the list portion.

This control is used to display a list in compact form. This control consumes less
space and still can have all the elements of listinit.

The function of the Combo Box is also to present a list of items where the user can
click and select the items from the list. However, the user needs to click on the small
arrowhead on the right of the combo box to see the items which are presented in a
drop-down list. In order to add itemsto the list, you can also use the AddItem method.
For example, if you wish to add a number of items to Combo box 1, you can key in
the following statements

Example

Private Sub Form Load ( )
Conbol. Addltem “Itentl”
Conbol. Addltem “ItenR”



Conbol. Addltem “ItenB”
Conbol. Addltem “Item}”
End Sub

The combo box control actually turns into two different kinds of controls on the form,
depending on how you set up the combo box. The three kinds of combo boxes are

Dropdown combo boxes: The dropdown combo box control offers a handy way
for the user to view and add items to alist. The dropdown combo box gives you
the advantage of listing items for the user without taking up screen space that is
needed for other things. Y our user can display the entire list by clicking the down
arrow.

Simple combo boxes: The simple combo box control does exactly the same thing
as the dropdown combo box except that the simple combo box is aways
displayed in its dropdown form. In other words, if screen space is not a problem,
you might want to use a simple combo box to display and collect values by using
alist that does not require the user's extra keypress to open the list.

Drop-down list box: It doesn't let the user enter new items, so it's similar to alist
box. Unlike a list box, however, the drop-down list box normally appears closed
to asingle line until the user clicks the down arrow button to open the list box to
its full size. Technically, drop-down list boxes are not combo box controls but
work more like list boxes. The reason drop-down list boxes fall in the combo box
control family is that you place drop-down list boxes on forms by clicking the
combo box control and setting the Style combo box property.

%, Combo Box Demo .

.~ Style "2 - Dropdown List"

[ Auto-determine selected item on Click Load Food Cambo
Select Food:
|C':":'FDDCI j Select Food Item with Code

Cietermine what Item was Selected

.~ Style "0 - Dropdown Combo™

Select State Abbrew: Load State Abbrey Combo

Add Mew [tem to List

.~ Style "1 - Simple Combo"

Select State Mame:
| Load State MameComba

Add Mew Item to List

Figure 6.18: Combo Box
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The Picture Box is one of the controls that used to handle graphics. You can load a
picture at design phase by clicking on the picture item in the properties window and
select the picture from the selected folder. You can aso load the picture at runtime
using the LoadPicture method. For example, the statement will load the picture
grape.gif into the picture box.

Picture Controls

Picturel.Picture=LoadPicture ("C:\VB program\Images\grape.gif")

The image in the picture box is not resizable. It displays pictures. It also acts as an
area on which you can print text and graphics. Use it for home-grown graphics or
print previews.

=10 x|

Figure 6.19: Picture Control

6.6.10

The Image Box is another control that handles images and pictures. Use this to display
apicture. Use it over the PictureBox because it takes less operating system resources.
It functions almost identically to the picture box. However, there is one major
difference, the image in an Image Box is stretchable, which means it can be resized.
Thisfeature is not available in the Picture Box.

g/ Image Controls

Similar to the Picture Box, it can also use the LoadPicture method to load the picture.
For example, the statement loads the picture grape.gif into the image box.

Imagel.Picture=LoadPicture ("C:\VB program\Images\grape.gif")
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Figure 6.20: Image Control
Check Your Progress 4
Fill in the blanks:
1. function formats numeric data for presentation as dollars and cents.
2. Returns the lower-case conversion of a string.
3. Visual Basic allows us to work with controlsin two ways: and

6.7 LET USSUM UP

A message box is a specia dialog box used to display a piece of information to the
user. As opposed to a regular form, the user cannot type anything on the dialog box.
Function is a method which returns a value. A User-Defined Function, or UDF, is a
function provided by the user of a program or environment, in a context where the
usual assumption is that functions are built into the program or environment. Control
is an object that can be drawn on to the Form to enable or enhance user interaction
with the application. Values of one data type can be converted to another data type.
This operation is called casting from one type to another.
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6.8 LESSON END ACTIVITIES

1. Start anew project. Add a textbox, a Label and a button to your new Form. Then
write a programme that does the following:

a) Asksusersto enter a number between 10 and 20.
b) The number will be entered into the Textbox.

¢) When the Button is clicked, your Visual Basic code will check the number
entered in the Textbox.

d) Ifitisbetween 10 and 20, then a message will be displayed.
€) The message box will display the number from the Textbox.

f) If the number entered is not between 10 and 20 then the user will be invited to
try again, and whatever was entered in the Textbox will be erased.

2. Add a Combo box and another button to your form. Create alist of items for your
Combo Box. The list of items in your Combo box can be anything you like - pop
groups, football teams, favourite foods, anything of your choice. Then try the
following:

a) Use a select case statement to test what a user has chosen from your drop-
down list. Give the user a suitable message when the button was clicked.

b) Put two textboxes on your form. The first box asks users to enter a start
position for a For Loop; the second textbox asks user to enter an end position
for the For loop. When a button is clicked, the programme will add up the
numbers between the start position and the end position. Display the answer
in amessage box. Get the startNumber and endNumber from the textboxes.

¢) Amend your code to check that the user has entered numbers in the textboxes.
You will need an If statement to do this. If there's nothing in the textboxes,
you can halt the programme.

6.9 KEYWORDS

Statement: It is a complete instruction.

Declaration Statement: It is a statement that can create a variable, constant, data type.
Executable Statement: It is a statement that performs an action.

I mports Statement: It is a statement that is used to import namespaces.

Message Box: It is a special dialog box used to display a piece of information to the
user.

Input Box: It isaspecialy designed dialog box that allows the programmer to request
avalue from the user and use that value as necessary.

Function: It isamethod which returns avaue.

User-Defined Function: It is a function provided by the user of a program or
environment, in a context where the usual assumption is that functions are built into
the program or environment.

Control: It is an object that can be drawn on to the Form to enable or enhance user
interaction with the application.



Casting: The operation which converts the values of one data type to another data
typeis called casting.

6.10 QUESTIONS FOR DISCUSSION

1

2
3.
4

What isimports statement? Give an example.
What is msgbox? What are the buttons available with it?
How to create an input box?

Compare and contrast between built-in function and user-define function.

Check Your Progress: Model Answers

CYP1
1. declaration statement, executable statement.

2. hamespaces

CYP 2

1. now

2. DatePart()
3. Hour(

CYP3
1. frame
2. Labd

3. event

CYP4
1. FormatCurrency()

2. LCase()

3. Design time, runtime

6.11 SUGGESTED READINGS

Shirish Chavan, Visual Basic.Net, Pearson edition,2004

MSDN Visual studio Library.

Schneider, An Introduction to Programming using Visual Basic.Net, 51 Edition ,PHI
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7.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Theuseof array and collection
e Brief description of Menus

e Concept of Dialog Boxes

7.1 INTRODUCTION

Variables are the basic storage units for holding data values during processing. A
problem arises, however, with large collections of data values for which it is
impractical to declare a separate variable for each of them. Consider a need to store
the names or codes for all the states. It would require declaring and assigning values
to 50 different variables. Fortunately, though, there is a way to handle these large sets
of similar data items through use of arrays and collections.

In thislesson overview of array will be discussed.

7.2 ARRAY

Arrays are programming constructs that store data and allow us to access them by
numeric index or subscript. Array helps us create shorter and simpler code in many
situations. Arrays in Visual Basic .NET inherit from the Array class in the System
namespace. All arraysin VB as zero based, meaning, the index of the first element is
zero and they are numbered sequentially. You must specify the number of array
elements by indicating the upper bound of the array. The upper bound is the number
that specifies the index of the last element of the array. Arrays are declared using Dim,
ReDim, Static, Private, Public and Protected keywords. An array can have one
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dimension (linear arrays) or more than one (multidimensional arrays). The
dimensionality of an array refers to the number of subscripts used to identify an
individual element. In Visual Basic we can specify up to 32 dimensions. Arrays do not
have fixed sizein Visual Basic.

Using Arrays

An array is a collection of data values, al of which are accessible through the same
variable name. An array can be thought of as a "table" with data values occupying its
"cells." For instance, you can visualize an array named L etters containing the first five
letters of the Greek alphabet asin the following table.

Letters(array) Index
apha ()]
Beta (0]
gamma 2
delta (©)
epsilon 4

A major advantage of using an array to store a collection of values is that all values
can be referenced through the single array name; it is not necessary to individually
declare and name separate variables for al the items. Rather, the itemsin an array are
indexed by their position in the array, numbered beginning with O (zero) for the first
element in the array. Thus, the value "gamma" in the above array is identified by the
reference Letters(2). The name of the array is followed by an index value enclosed in
parentheses.

Multidimensional Arrays

Arrays can have more than one dimension to hold pairs, or even triplets, of values.
The following array has two dimensions, the first "column” of which contains the
Greek letters, the second of which contains equivalent English letters.

Letters Index
© @
Alpha A 0)
Beta B ()
gamma C 2
Delta D (3
Epsilon E 4)

Now, a particular data value is referenced by a pair of indexes representing its row
and column position, in that order, with both indexes beginning with 0. The value
"gamma is referenced by Letters(2,0); the value "€" isreferenced by Letters(4,1). The
row and column indexes are separated by a comma.

Declaring Arrays

Similar to declaring variables, an array is declared with a Dim statement. The array
name is followed by a pair of parentheses to indicate an array variable. For a single
dimension array (one column) the parentheses are empty; for amultidimensional array
commeas are used for each additiona column. An array is typed in the same way as
variables to declare the type of data to occupy the array. The following statements



declare a single- and a two-dimensional array, respectively, each of which contain
string data.

Dim Letters() As String
Dim Letters(,) As String

When arrays are declared, they do not have physical sizes. They have dimensions, but
the number of rows and columns is unknown. If you know in advance the number of
values that will occupy an array, you can include the size as part of its declaration.
The two previous Letters arrays can be declared as

Dim Letters(4) As String
Dim Letters(4,1) As String

to indicate an array with 5 rows, and an array with 5 rows and 2 columns,
respectively. Note that, because array indexing begins with 0, the dimensions of an
array are always 1 less than the actual number of array elements. You can determine
the actual size of an array through the arrayName.Length property, which returns the
total number of elementsin the array.

Initializing Arrays

There are numerous ways to assign values to the elements of an array. If the values are
known, and they are modest in size, you can populate an array during its declaration.
Values are assigned by enclosing them within braces, separated by commas. The
following statement is one way to initially load the single-dimension Letters array. (A
dimension size is not required, being determined from the number of values.)

Dim Letters() As String = {"alpha’,"beta","gamma’,"delta’,"epsilon"}

For two-dimensional arrays, pairs of values are loaded by enclosing them inside
braces, which are enclosed inside a pair of braces representing the array as awhole.
Dim Letters(,) As String = {

{"alphat"a'} {"betal'"b"} { "gammat "c} {"deftal’"d"} { "epsilon""e"} }

A second method of loading an array of known dimensions is inside a procedure. The
following Page_L oad subprogram dimensions an array and loads values with simple
assignment statements. In this case the size of the array is required since it must have
aphysical size before assigning values to its elements.

Sub Page_Load
Dim Letters(4) As String
Letters(0) = "al pha"

Letters(1l) = "beta"
Letters(2) = "gamm"
Letters(3) = "delta"
Letters(4) = "epsilon”

End Sub

In asimilar way atwo-dimensional array can be |oaded.
Sub Page_Load

Dim Letters(4,1) As String

Letters(0,0) = "al pha"
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Letters(1,0) = "beta"
Letters(2,0) = "ganm"
Letters(3,0) = "delta"
Letters(4,0) = "epsilon"
Letters(0,1) = "a"
Letters(1,1) = "b"
Letters(2,1) = "c¢"
Letters(3,1) = "d"
Letters(4,1) = "e"
End Sub

Arrays of Unknown Dimensions

It is not unusual that you might not know in advance the number of values to be
loaded into an array. Often times these values are loaded from external files with
changing sizes. One solution is to dimension the array to some assumed maximum
size and don't worry about it being too large. Another solution is to redimension it to
increasing sizes as needed. This topic is taken up later in the discussion about
accessing arrays.

Using Collections

Similar to arrays for storing sets of data items are Visual Basic collections. A
collection is a one-dimensional storage area in which values of mixed data types can
be placed, although there are few occasions for doing so. Collections are increased in
size simply by adding itemsto it.

A collection is declared with a Dim statement that creates a new Coallection object.
The following statement declares a collection for storing the state codes.
Dim States As New Collection

Then, values are added to the collection with the collection.Add() method.
St at es. Add(" AL")
St at es. Add(" AK")
St at es. Add(" AZ")
St at es. Add(" AR")
St at es. Add(" CA")

Values are retrieved from a collection by reference to a collection.ltem(index). Unlike
arrays, items in a collection are indexed beginning with 1. Therefore, a reference to
States.Item(5) in the above collection produces the value "CA". (The keyword .Item is
optional when referring to a collection element; States(5) or States("CA™) will work.)

One of the main advantages of collectionsis that items can be indexed by values other
than their physical locations in the collection. Each item in a collection can have both
avalue and a key, where the key is used as the index to an associated value. Values
and keys are established when the collection is loaded by using the Add() method in
the following format.

col | ecti on. Add(val ue, key)



For example, to load the States collection with state codes and to establish state names
as the keys to them, the following code is used.

Dim States As New Col | ection
St at es. Add(" AL", " Al abarma")

St at es. Add(" AK", " Al aska")

St at es. Add(" AZ", " Ari zona")

St at es. Add(" AR", " Arkansas")
St ates. Add(" CA", "Cal i fornia")

Now, to retrieve the state code associated with the state name "Cadlifornia' the
following reference is made,

States.Item("California")

and the value "CA" is retrieved from the collection. (The values and keys can be
reversed to look up a state name from a state code.)

Although collections permit only single-dimension "arrays' of values, they can be
easier to work with than arrays for storing modest collections of data values.

Example 1

Inserting items into a collection by index

Public Cl ass Tester
Publ i c Shared Sub Main
Di m wordCol | ection As New Col | ection

wor dCol | ecti on. Add( " Thi s")

wor dCol | ecti on.
wor dCol | ecti on.
wor dCol | ecti on.
wor dCol | ecti on.

wor dCol | ect i on.

----- I nsert

wor dCol | ecti on.

----- I nsert

wor dCol | ecti on.

Add("is")

Add("a")

Add("col | ection")
Add("of ")

Add("words")

a word after item 3.
Add("slightly", , , 3)

a word before itemb5.

Add("Il onger", , 5)

For Each word As String In wordCollection

Consol e. Wi t eLi ne(wor d)

Next word
End Sub

End d ass
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Add key value pair to Collection

Option Strict On
I mports System Col | ecti ons
Public Cass Coll ect
Publ i ¢ Shared Sub Min()
Dimsta As New Col | ection

sta. Add(" New Yor k", "NY")

sta. Add("M chigan", "M")

sta. Add(" New Jersey", "NJ")
sta. Add(" Massachusetts", "MA")

For Each stcode As String In sta
Consol e. Wi t eLi ne(stcode)
Next
End Sub
End d ass

Example 3
Store objects in Collection and retrieve by key and index

I mports System
Public d ass Enpl oyee
Private nyEmpl D As | nteger

Public Sub New(ByVal enplD As Integer)
Me. nyEnpl D = enpl D
End Sub ' New

Public Overrides Function ToString( ) As String
Return nyEnpl D. ToString( )
End Function 'ToString

Public Property EmplD( ) As Integer
Get
Ret urn nmyEnpl D
End Cet
Set (ByVal Val ue As I nteger)
nyEnmpl D = Val ue



End Set 125
End Property Array

End d ass ' Enpl oyee

Class Tester
Shared Sub Main( )
DimintCollection As New Col | ection( )
Di m enpCol | ection As New Col | ection( )
Di m enmpCol | ection2 As New Col |l ection( )

Dimi As I|Integer

For i =0 To 4
enpCol | ecti on. Add( New Enpl oyee(i + 100))
i ntCol | ection. Add((i * 5))

Next i

enpCol | ecti on2. Add( New Enpl oyee(1), "G')
enpCol | ecti on2. Add( New Enpl oyee(2), "J")
enpCol | ecti on2. Add( New Enpl oyee(3), "T")

For Each i In intCollection
Console. Wite("{0} ", i.ToString( ))
Next i

Consol e. WiteLine( )
Consol e. Wi telLi ne("Enpl oyee collection...")
Dime As Enpl oyee
For Each e In enmpCol |l ection

Console. Wite("{0} ", e.ToString( ))
Next e

Consol e. WiteLine( )
Consol e. Wi teLi ne("Enpl oyee collection 2...")
For Each e In enpCol | ection2
Console. Wite("{0} ", e.ToString( ))
Next e

Consol e. WiteLine( )

Di m enp As Enpl oyee

enp = enpCol l ection2. lten("J")
Consol e. Wi teLine(enmp. ToString( ))



126

Visual Programmin
9 9 enp = empCol | ection2.l1ten(1)

Consol e. Wi teLi ne("Index(1) retrieved enpl D {o}",
enp. ToString( ))

End Sub
End d ass
True or False:

1. Arraysaways have only one dimension.

2. A collection is declared with a Dim statement.

7.3MENUSAND DIALOG BOXES

Everyone should be familiar with Menus. Menus (File, Edit, Format etc in all
windows applications) are those that allow us to make a selection when we want to
perform some action with the application, for example, to format the text, open a new
file, print and so on.

In VB .NET MainMenu is the container for the Menu structure of the form. Menus are
made of Menultem objects that represent individual parts of a menu (like File->New,
Open, Save, Save As etc). The two main classes involved in menu handling are,
MainMenu and Menultem.

The MainMenu class let's us assign objects to a form's menu class and Menultem is
the class which supports the items in a menu system. Menus like File, Edit, Format etc
and the items in those Menus are supported by this Menultem class. It's this
Menultem's click event that makes these Menus work. For a Menultem to be
displayed, we need to add it to aMainMenu object.

Event of the Menultem

The default event of the Menultem is the Click event which looks like thisin code;

Private Sub Menulteml_Click(ByVal sender As System.Object, ByVa e As_
System.EventArgs) Handles Menultem1.Click

End Sub

Notable properties of the Menultem class are summarized below.

Under the Miscellaneous Section of the properties window:

Checked: Default value is set to False. Changing it to True makes a checkmark appear
towards the | eft of the Menu.

Defaultitem: Default value is set to False. Changing it to True makes this menu item
default menu item.

RadioCheck: Changing it to True makes a menu item display a radio button instead of
a checkmark.



Shortcut: Enables to set a short cut key from alist of available shortcuts for the menu
item.

Working with Menus

Creating Menus is simple. Drag a MainMenu component from the toolbar onto the
form. When you add a MaiuMenu component to the form it appears in the component
tray below the form. Windows form designer will add the Menultem's for this by
default, you need not add this. Once when you finish adding a MainMenu component
to the form you will notice a"TypeHere" box towards the top-left corner of the form.
To create amenu all you have to do is click on the "TypeHere" text which opens up a
small textbox allowing you to enter text for the menu. You can view that in the image
below. You can use the arrow keys on the keyboard to create a submenu or add other
items to that menu or click on the first menu item and use the left/right arrow keys on
the keyboard to create a new menu item. That's al it takes to add a menu to the form.

Figure7.1: A form with amenu

Working with an example

Let's work with an example to understand Menus. Drag a MainMenu and a TextBox
onto the form. In the "Type Here" part, type File and under file type "New" and
"Exit". Our intention here is to display "Welcome to Menus' in the TextBox when
"New" is clicked and close the form when "Exit" is clicked. The Menu which we will
create should look like this File->New, Exit (New and Exit below File). The code for
that looks like this:

Public Cass FornB8 Inherits System W ndows. Forms. Form

#Regi on " Wndows Form Desi gner generated code "

Private Sub Menulten2_Click(ByVal sender As System Object, ByVal e_
As System Event Args) _ Handl es MenultenR. Cick

Text Box1. Text = "Wel come to Menus"

End Sub
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Private Sub MenultenB_d ick(ByVal sender As System Cbject, ByVal e As
System Event Args) _ Handl es MenultenB. dick

Me. C ose()

‘"Me refers to the current object (form
End Sub

End C ass

Seperating Menu Items

We can separate menu items with a seperator. A separator is a horizontal line between
items on a menu. We can use separator bars to divide menu items into groups on
menus that contain multiple items. Y ou add a separator to menus by entering a hypen
(-) as the text of a menu item. It will be displayed as a separator. The image below
displays a separator bewteen the Close and Exit menu items.

| File:

ey
Qpen
Close

Exit

Figure 7.2: A screen with menu

Cloning Menus

Cloning menus is making a copy of existing menu items. For example, we can clone
the File menu item displayed in the image below to serve as a context menu for a
control. To clone a menu we should use the CloneMenu method. The CloneMenu
method creates a copy of the specified menu and al of it's members. This includes
their properties and event handlers. Thus, all the events that are handled by the menu
item will be handled by the cloned menu. The cloned menu can then be assigned to a
control.

Shortcut Keys

Y ou can assign shortcut keys to enable instant access to menu commands. To assigh a
shortcut to the menu item, in the properties window select the shortcut property and
choose the appropriate shortcut key combination from the drop-down menu.

Context Menus

Context menus are menus that appear when an item is right-clicked. In any windows
application when you right-click your mouse you get a menu which might display
some shortcuts from the Edit Menu, for example, cut, copy, paste, paste special and so
on. All these menu items which are available when you right-click are called Context
Menus. In Visua Basic we create context menus with the ContextMenu component.



The ContextMenu component is edited exactly the same way the MainMenu
component is edited. The ContextMenu appears at the top of the form and you can add
menu items by typing them. To associate a ContextMenu with a particular form or
control we need to set the ContextMenu property of that form or control to the
appropriate menu.

7.3.1 Dialog Boxes

Most Windows applications request for user input. Dialog boxes are one means of
regquesting users for specific kinds of inputs. Therefore, VB.NET allows its designers
to create a number of different types of dialog boxes. Standard Dialog boxes are
included in classes that fall within the purview of the CommonDialog.

e FileDialog

e ColorDialog

e FontDialog

e PageSetupDialot
e PrintDialog

Let us now briefly study the features of the CommonDialog boxes

OpenFileDialogClass

Open File Dialog's are supported by the OpenFileDialog class and they allow us to
select afile to be opened. Below isthe image of an OpenFileDial og.

Open File From e |
Look in: I @ Dezkiop j ;
BM';-' Documents
-_J [y Computer
% J 1y Netwark Places
) smML
Iﬂ.; My Computer
EJM';-' Docurmnents
Dezktop E] Sandeep.bat
ky Documents
o8
My Computer
File name: I j Open I
Files of type: [ Test files [t =l Cancel |
Help |
A

Figure 7.3: Open file Dialog Box

This class provides users with the file selection capability. The properties and methods
of this dialog boxes are given below:
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Property or Method Description

ShowDialog Displaysthe diaog

MultiSelect Setg/unsets the selection of multiple files
ShowReadOnly Sets/unsets the read-only check box checked

Filter Sets the type of files that will appear in the dialog box
Filterindex Sets the index of thefilter selected in the dialog box

SaveFileDialog Class

Save File Dialog's are supported by the SaveFileDialog class and they allow usto save
thefilein aspecified location. Below is the image of a SaveFileDialog.

Save n I @ Desktop j

i £F B

21|

XML

File name:

Save az hpe: ITea-:t filez [ kat]

E}My Documents
rj My Computer
‘J My Metwork Places

EI_J My Computer
=) My Documents
IE] Sandeep.bxt

I [
=~

il

Save

Cancel

Help

Figure 7.4: Savefile Dialog Box

The SaveFileDiaog class offers you the standard window that we see while saving the
file. The methods and properties of this dialog box are given below:

Property or Method Description

ShowDiaog Displays the message

CheckFileExists Checks for the existence of file specified

FileName Determines the file name selected by the user

Filter Condition for files to be shown in the dialog box
Filterindex Determine the index of the filter selected in the dialog box

The ColorDialog Class

Color Dialog's are supported by the ColorDialog Class and they allow us to select a
color. The image below displays a color dialog.


http://www.exforsys.com/

B asic colors:

e
A
HTE AT ..
EMEEEEnEN
HEEEEEEEN

Cuszton colars:

Ml el -
..

Define Cuztom Colors # 3

k. Cancel | Help |

Figure7.5: Color Dialog Box

This dialog box shows the color palette for allowing user to select a color and add that
color to the palette. The properties of the Class are given below:

Property or Method Description

ShowDiaog Displays the dialog box

Color Determines the color selected by the user
AllowFullOpen Specifiesif the user can add custom colors to the box
SolidColorOnly Determines if the user can use dithered colors

Fill in the blanks;

1. An array is a collection of al of which are accessible through the
same variable name.

2. ArraysinVisua Basic .NET inherit from the class
3. Anarray isdeclared with a statement.
4. Itemsin acollection are indexed beginning with .

74LET USSUM UP

Arrays are programming constructs that store data and allow us to access them by
numeric index or subscript. The upper bound is the number that specifies the index of
the last element of the array. An array can have one dimension (linear arrays) or more
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than one (multidimensional arrays). The dimensionality of an array refers to the
number of subscripts used to identify an individual element. A collection is a one-
dimensional storage areain which values of mixed data types can be placed. VB.NET
alows its designers to create a number of different types of dialog boxes. Standard
Dialog boxes are included in classes that fall within the purview of the
CommonDialog.

7.5LESSON END ACTIVITIES

1. Create adialog box which is as shown in the following figure.

HandsOnLab

“‘?l/ ‘wiould you like to send vour Hello World! e-mail message?

=%

2. Create aform which is as shown in the following figure.

(=T

File

7.6 KEYWORDS

Array: It is a programming constructs that store data and alow us to access them by
numeric index or subscript.

Upper bound: The upper bound is the number that specifies the index of the last
element of the array.

Dimensionality of an array: The dimensionality of an array refers to the number of
subscripts used to identify an individual element.

Collection: It is a one-dimensional storage area in which values of mixed data types
can be placed.
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Array

1. Compare and contrast between array and collection.
2. How to create Arrays of Unknown Dimensions?
3. Write short notes on

a) OpenFileDiaog

b) Context menu

c) shortcut keys

Check Your Progress. Model Answers

CYP1
1. False
2. True

CYP2

1. Datavalues
2. Array

3. Dim

4. 1
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8.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Structured Programming features of VB.net

e Why VB.net can be considered as object oriented programming

8.1 INTRODUCTION

Visual Basic offers a programming language and development environment. It is
simple and easy to use. That makes it an extremely attractive choice for the
programmers. With the release of its new .NET platform, Microsoft also released a
new version of the Visual Basic language, Visual Basic .NET. A number of new
features are added. Vb.net is a complete object oriented programming and it is to be
written in structured fashion.

8.2 STRUCTURED PROGRAMMING

A Visua Basic program is built up from standard building blocks. A solution
comprises one or more projects. A project in turn can contain one or more assemblies.
Each assembly is compiled from one or more source files. A source file provides the
definition and implementation of classes, structures, modules, and interfaces, which
ultimately contain all your code.

8.2.1 File-Level Programming Elements

When you start a project or file and open the code editor, you see some code already
in place and in the correct order. Any code that you write should follow the following
sequence:

Option statements

Imports statements

Namespace statements and namespace-level elements

If you enter statementsin a different order, compilation errors can result.

A program can also contain conditional compilation statements. You can intersperse
these in the source file among the statements of the preceding sequence.

Option Statements

Option statements establish ground rules for subsequent code, helping prevent syntax
and logic errors. The Option Explicit Statement (Visual Basic) ensures that al
variables are declared and spelled correctly, which reduces debugging time. The
Option Strict Statement helps to minimize logic errors and data loss that can occur
when you work between variables of different data types. The Option Compare
Statement specifies the way strings are compared to each other, based on either their
Binary or Text values.

I mports Statements

You can include an Imports Statement to import names defined outside your project.
An Imports statement allows your code to refer to classes and other types defined
within the imported namespace, without having to qualify them. Y ou can use as many
Imports statements as appropriate.
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The actual effect of the Imports statement in VB.NET is often a source of confusion
for people just learning the language. And the interaction with VB.NET References
makes for even more confusion.

Here's the whole story very briefly ... then we'll go over the details in depth.

A Reference to a VB.NET namespace is a requirement and must be added to a project
before the objects in the namespace can be used. The Imports statement is not a
requirement and is simply a coding convenience that allows shorter names to be used.

Now let's look at an actual example. To illustrate this idea, we're going to use the
System.Data namespace - which provides the new ADO.NET data technology.

System.Data is added to Windows applications as a Reference by default in VB.NET.

@9 WindowsApplication? - Microsoft Visual Basic .NE

File Edit | Wew | Project  Build Debug  Data  Format
-t |E Code F7

EEl Designet Shift+F7

I Open
Toolbox L) A inl |
[ata Cpen With...
f-omponents ||a Salution Explarer Chrl+R ﬂs

solution Explorer - WindowsaApplication? [X]

[2] =
@ Solukion "WindowsApplicationz' (1 project)
- WindowsApplicationz
- 45 References
+20 Syskemn
Swvskem.Data
<21 Syskem.Drawing
+3 System.Windows, Forms
+20 Syskern, xML
PE] assemblyInfo.vh
Forml.vb 2

Adding a namespace to the Reference collection in a project makes the objects in that
namespace available to the project. The most visible effect of this is that the Visual
Studio "Intellisense” helps you find the abjects in popup menu boxes.

dim Tesc as System.Dana.OleDh.|

% OleDbCommandBulder

If you attempt to use an object in your program without a Reference, the line of code
generates an error.

Dim Test L= TSystem. Data.2lebb. OleDbhCommand
|T':.:'|:|e ‘Syskem.Data, OleDb, QleDbCommand' is nok defined.|

The Imports statement, on the other hand, is never required. The only thing it doesis
allow the name to be resolved without being fully qualified. In other words ...



I mports System Data
Public dass Fornil
I nherits System W ndows. Forms. Form
Private Sub Forml_Load( ...
Di m Test As O eDb. d eDbCommand
End Sub
End d assand

I nports System Data. d eDb
Public C ass Forml
I nherits System W ndows. Forms. Form
Private Sub Forml_Load( ...
Dim Test As O eDbComrand
End Sub

End Cl assare both correct. But ...

I mports System Data
Public O ass Fornil
Inherits System W ndows. Forms. Form
Private Sub Forml_Load( ...
Di m Test As O eDbCommand
End Sub

End Classresults in a syntax error ("Type 'OleDbCommand' is not defined") because
the Imports namespace qualification System.Data doesn't provide enough information
to find the object OleDbCommand.

Namespace Statements

Namespaces help you organize and classify your programming elements for ease of
grouping and accessing. Y ou use the Namespace Statement to classify the following
statements within a particular namespace.

The concept of a namespace has been around for quite a while in programming but
has only become a requirement for Visual Basic programmers to know about since
XML and .NET became critical technologies. The traditional definition of a
namespace is a name that uniquely identifies a set of objects so there is no ambiguity
when objects from different sources are used together. The type of example that you
usually see is something like the Dog namespace and the Furniture hamespace both
have Leg abjects so you can refer to a Dog.Leg or a Furniture.Leg and be very clear
about which one you mean.

In practical .NET programming, however, a namespace is just the name that is used to
refer to Microsoft's libraries of objects. For example, both System.Data and
System. XML are typica References in default VB .NET Windows Aplications and
the collection of objects they contain are referred to as the System.Data namespace
and the System. XML namespace.

The reason "made-up" examples like "Dog" and "Furniture" are used in other
definitions is that the "ambiguity" problem really only comes up when you define
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your own hamespace, hot when you're using Microsoft's object libraries. For example,
try to find object names that are duplicated between System.Data and System.XML.

When you're using XML, a hamespace is a collection of element type and attribute
names. These element types and attribute names are uniquely identified by the name
of the XML namespace of which they are a part. In XML, a namespace is given the
name of a Uniform Resource Identifier (URI) - such as a Web site's address - both
because the namespace could be associated with the site and because a URI is a
unique name. When it's used this way, the URI is not required to be used other than as
aname and there doesn't have to be a document or XML schema at that address.

Conditional Compilation Statements

Conditional compilation statements can appear amost anywhere in your source file.
They cause parts of your code to be included or excluded at compile time depending
on certain conditions. Y ou can also use them for debugging your application, because
conditional code runsin debugging mode only.

8.2.2 Namespace-L evel Programming Elements

Classes, structures, and modules contain all the code in your source file. They are
namespace-level elements, which can appear within a namespace or at the source file
level. They hold the declarations of all other programming elements. Interfaces, which
define element signatures but provide no implementation, also appear at module level.

Class Statement

Class statement defines a new data type. A class is a fundamental building block of
object-oriented programming (OOP). Y ou can use Class only at namespace or module
level. This means the declaration context for a class must be a source file, namespace,
class, structure, module, or interface, and cannot be a procedure or block

Structure Statement

The Structure statement defines a composite value type that you can customize. A
structure is a generalization of the user-defined type (UDT) of previous versions of
Visua Basic.

Structures support many of the same features as classes. For example, structures can
have properties and procedures, they can implement interfaces, and they can have
parameterized constructors. However, there are significant differences between
structures and classes in areas such as inheritance, declarations, and usage. Also,
classes are reference types and structures are val ue types.

Y ou can use Structure only at namespace or module level. This means the declaration
context for a structure must be a source file, namespace, class, structure, module, or
interface, and cannot be a procedure or block

Module Statement

A Module statement defines a reference type available throughout its namespace. A
module (sometimes called a standard module) is similar to a class but with some
important distinctions. Every module has exactly one instance and does not need to be
created or assigned to a variable. Modules do not support inheritance or implement
interfaces. Notice that a module is not atype in the sense that a class or structure is—
you cannot declare a programming element to have the data type of a module.



Y ou can use Module only at namespace level. This means the declaration context for a
module must be a source file or namespace, and cannot be a class, structure, module,
interface, procedure, or block. You cannot nest a module within another module, or
within any type.

A module has the same lifetime as your program. Because its members are all Shared,
they also have lifetimes equal to that of the program.

I nterface Statement

An interface defines a set of members, such as properties and procedures, that classes
and structures can implement. The interface defines only the signatures of the
members and not their internal workings.

A class or structure implements the interface by supplying code for every member
defined by the interface. Finally, when the application creates an instance from that
class or structure, an object exists and runs in memory.

You can use Interface only at namespace or module level. This means the declaration
context for an interface must be a source file, namespace, class, structure, module, or
interface, and cannot be a procedure or block.

8.2.3 Module-L evel Programming Elements

Procedures, operators, properties, and events are the only programming elements that
can hold executable code (statements that perform actions at run time). They are the
module-level elements of your program. Data elements at module level are variables,
constants, enumerations, and del egates.

Function Statement

All executable code must be inside a procedure. Each procedure in turn is declared
within a class, structure, or module, which is called the containing class, structure, or
module.

Use a Function procedure when you need to return a value to the calling code. Use a
Sub procedure when you do not need to return avalue.

You can use Function only at module level. This means the declaration context for a
function must be a class, structure, module, or interface, and cannot be a source file,
namespace, procedure, or block.

Function procedures default to public access. You can adjust their access levels with
the access modifiers.

Y ou can use a Function procedure on the right side of an expression when you want to
use the value returned by the function. Y ou use the Function procedure the same way
you use any library function such as Sgrt, Cos, or Chrw.

You cal a Function procedure by using the procedure name, followed by the
argument list in parentheses, in an expression. You can omit the parentheses only if
you are not supplying any arguments. However, your code is more readable if you
always include the parentheses.

A function can aso be called using the Call statement, in which case the return value
isignored.
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Sub Statement

All executable code must be inside a procedure. Use a Sub procedure when you do not
need to return a value to the calling code. Use a Function procedure when you need to
return avalue.

You can use Sub only at module level. This means the declaration context for a sub
procedure must be a class, structure, module, or interface, and cannot be a source file,
namespace, procedure, or block. Sub procedures default to public access. You can
adjust their access levels with the access modifiers.

Declare Statement

Sometimes you need to call a procedure defined in a file (such as a DLL or code
resource) outside your project. When you do this, the Visual Basic compiler does not
have access to the information it needs to call the procedure correctly, such as where
the procedure is located, how it is identified, its calling sequence and return type, and
the string character set it uses. The Declare statement creates a reference to an external
procedure and supplies this necessary information.

You can use Declare only at module level. This means the declaration context for an
external reference must be a class, structure, or module, and cannot be a source file,
namespace, interface, procedure, or block.

Externa references default to Public (Visual Basic) access. You can adjust their
access levels with the access modifiers.

Operator Statement

Y ou can use Operator only in a class or structure. This means the declaration context
for an operator cannot be a source file, namespace, module, interface, procedure, or
block.

All operators must be Public Shared. You cannot specify ByRef, Optional, or
ParamArray for either operand.

Y ou cannot use the operator symbol or identifier to hold areturn value. Y ou must use
the Return statement, and it must specify a value. Any number of Return statements
can appear anywhere in the procedure.

Defining an operator in this way is called operator overloading, whether or not you
use the Overloads keyword. The following table lists the operators you can define.

Type Operators

Unary +, -, IsFalse, IsTrue, Not

Binary +, - % 0\, &, N >>, <<, =, <>, > >= <, <=, And, Like, Mod, Or, Xor
Conversion (unary) CType

Note that the = operator in the binary list is the comparison operator, not the
assignment operator.

When you define CType, you must specify either Widening or Narrowing.
Matched Pairs

You must define certain operators as matched pairs. If you define either operator of
such a pair, you must define the other as well. The matched pairs are the following:
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> and <

>=and <=

IsTrue and IsFalse

Data Type Restrictions

Every operator you define must involve the class or structure on which you define it.
This means that the class or structure must appear as the data type of the following:

e Theoperand of aunary operator.

e At least one of the operands of abinary operator.

e Either the operand or the return type of a conversion operator.
Certain operators have additional data type restrictions, as follows:

e If you define the IsTrue and IsFalse operators, they must both return the Boolean
type.

e If you define the << and >> operators, they must both specify the Integer type for
the operandtype of operand2.

The return type does not have to correspond to the type of either operand. For
example, a comparison operator such as = or <> can return Boolean even if neither
operand is Boolean.

Logical and Bitwise Operators

The And, Or, Not, and Xor operators can perform either logical or bitwise operations
in Visua Basic. However, if you define one of these operators on a class or structure,
you can define only its bitwise operation.

You cannot define the AndAlso operator directly with an Operator statement.
However, you can use AndAlso if you have fulfilled the following conditions:

e You have defined And on the same operand types you want to use for AndAlso.

e Your definition of And returns the same type as the class or structure on which
you have defined it.

e You have defined the IsFalse operator on the class or structure on which you have
defined And.

Similarly, you can use OrElse if you have defined Or on the same operands, with the
return type of the class or structure, and you have defined IsTrue on the class or
structure.

Property Statement

The Property statement introduces the declaration of a property. A property can have a
Get procedure (read only), a Set procedure (write only), or both (read-write).

You can use Property only at module level. This means the declaration context for a
property must be a class, structure, module, or interface, and cannot be a source file,
namespace, procedure, or block.
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Properties default to public access. You can adjust a property's access level with an
access modifier on the Property statement, and you can optionally adjust one of its
property procedures to a more restrictive access level.

Visual Basic passes a parameter to the Set procedure during property assignments. If
you do not supply a parameter for Set, the integrated development environment (IDE)
uses an implicit parameter named value. This parameter holds the value to be assigned
to the property. You typicaly store this value in a private local variable and return it
whenever the Get procedureis called.

Event Statement

To handle an event, you must associate it with an event handler subroutine using
either the Handles or AddHandler statement. The signatures of the subroutine and the
event must match. To handle a shared event, you must use the AddHandler statement.

You can use Event only at module level. This means the declaration context for an
event must be a class, structure, module, or interface, and cannot be a source file,
namespace, procedure, or block.

In most circumstances, you can use the first syntax in the Syntax section of this topic
for declaring events. However, some scenarios require that you have greater control
over the detailed behavior of the event. The last syntax in the Syntax section of this
topic, which uses the Custom keyword, provides that control by allowing you to
define custom events. In a custom event, you specify exactly what happens when code
adds or removes an event handler to or from the event, or when code raises the event.

8.2.4 Procedure-L evel Programming Elements

Most of the contents of procedure-level elements are executable statements, which
constitute the run-time code of your program. All executable code must be in some
procedure (Function, Sub, Operator, Get, Set, AddHandler, RemoveHandler,
RaiseEvent). Data elements at procedure level are limited to local variables and
constants.

The Main Procedure

The Main procedure is the first code to run when your application has been loaded.
Main serves as the starting point and overall control for your application. There are
four varieties of Main:

Sub Main()

Sub Main(ByVa cmdArgs() As String)

Function Main() As Integer

Function Main(ByVa cmdArgs() As String) As Integer

The most common variety of this procedure is Sub Main().

Check Your Progress

True or False;

1. The Option Explicit Statement (Visual Basic) makes the variable
declaration optional .

2. Vb.net isacomplete object oriented programming.




8.3 OBJECT-ORIENTED PROGRAMMING

VB.NET is completely aobject-oriented. Objects are central to Visual Basic
programming: Forms and controls are objects. Databases are objects. If you have used
Visual Basic for a while, or if you have worked through the examples in the
documentation, then you have already programmed with objects, but there is a lot
more to objects than what you have seen so far.

8.3.1 A Namespace

In VB.NET, classes and other data structures for a specific purpose are grouped
together to form a namespace. You can use the classes in a namespace, by simply
importing the namespace. The Imports keyword is used to import a namespace to your
project. .NET framework provides a rich set of built in classes, grouped together to
various namespaces. In this lesson, we are using the System namespace.

8.3.2 A Class

Probably, you are already familiar with classes and objects. Simply speaking, a Class
is a definition of areal life object. For example, Human is a class for representing all
human beings. Dog is a class to represent all Dogs. Classes can contain functions too.
Animalsis a namespace.

Namespace Animals

Dog isaclassin the namespace Animals:
Cl ass Dog
Bark is a function in this dass
Functi on Bark()
Console. Witeline ("Dog is barking")
End Function
End Cl ass
End Nanmespace

8.3.3 An Object

An object is an instance of a Class. For example, immy is an object of type Dog. We
will create an object in the next section. Read on.

8.3.4 Modules

Y ou can use modules to write common functions. A Module is a group of functions.
Unlike functions in classes, Public functions in modules can be called directly from
anywhere else. VB provides Functions and Subroutines. Functions and Subroutines
are almost the same, but the difference is that a subroutine can't return a value.
Publ i ¢ Modul e nodMai n
Execution will start fromthe Min() subroutine
Sub Mai n()
"Call our function. See bel ow
Qur Function()
End sub
Qur Function: Qur own little function to use the class Dog
Function Qur Function()
"Here is how we declare a variable Jimy of type Dog
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"W use Aninals.Dog because, the class Dog is in the

' nanmespace Aninmals (see above).
Dim Ji my as Ani mal s. Dog

"Create an object. Unlike in VB 6, it is not

"the 'set' keyword.

Jimy = new Ani nal s. Dog()

"Another way to create an object is
"Dim Ji my as new Dog

"Call Jimmy's Main Function

Ji my. Bar k()
End Function

End module

8.3.5 Access Types

The major access types are Public, Private, Friend and Protected. A Class may contain
functions, variables etc., which can be either Public or Private or Protected or Friend.
If they are Public, they can be accessed by creating objects of the Class. Private and
Protected members can be accessed only by the functions inside the Class. Protected
members are much like Private members, but they have some special use while
inheriting a Class. Friend members can be accessed only by elements of the same

required to use

project, and not by the ones outside the current project. Let us expand our dog class.

Import the System namespace (already available in . NET).

I mports System
Animal s i s a nanmespace.
Narmespace Aninal s
Dog is a class in the nanmespace Aninmals.
Public d ass Dog
"A public variable
Publ i c AgeCf Dog as | nteger
Bark is a function in this class. It is Public:
Publ i ¢ Function Bark()
Console. Witeline ("Dog is barking")

End Function

Walk is a function in this class. It is Private.

Private Function Wl k()
Console. Witeline ("Dog is wal king")
End Function
End d ass
End Nanmespace
Qur Modul e:
Publ i ¢ Mbdul e nodMai n

Execution will start fromthe Min() subroutine:

Sub Main()

"Call our function. See bel ow



Qur Function()
End sub

"Qur Function: Called from Main()

Function Qur Function()
Di m Ji my as Ani mal s. Dog
Ji mry=new Ani mal s. Dog()
"This will work, because Bark & Ageofdog are public
Ji my. Bar k
Ji my. AgeOrf Dog=10

"Calling the Wal k function will not work here, because

"Wl k() is outside the class Dog
"So this is wong. Uncoment this and try to conpile, it wll
‘cause an error.
" Ji mmry. Wl k

End Function

End Modul e

8.3.6 Encapsulation

Putting al the data and related functions in a Class is called Encapsulation.
Encapsulation is the exposure of properties and methods of an object while hiding the
actual implementation from the outside world. In other words, the object is treated as
a black box—developers who use the object should have no need to understand how it
actually works.

Encapsulation allows developers to build objects that can be changed without
affecting the client code that uses them. The key is that the interface of the object, the
set of exposed properties and methods of the object, doesn't change even if the
internal implementation does.

8.3.7 Data Hiding or Abstraction

Normally, in a Class, variables used to hold data (like the age of a dog) is declared as
Private. Functions or property routines are used to access these variables. Protecting
the data of an object from outside functions is called Abstraction or Data Hiding. This
prevents accidental modification of data by functions outside the class.

8.3.8 Shared Functions

The shared members in a class (both functions and variables) can be used without
creating objects of a class as shown. The Shared modifier indicates that the method
does not operate on a specific instance of a type and may be invoked directly from a
type rather than through a particular instance of atype.

I mport the System nanespace (already available in . NET).
I mports System

Animal s is a nanespace.

Namespace Ani mal s

Dog is a class in the namespace Aninals.

Cl ass Dog
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146 Bark is a now a Public, shared function in this class.
Visual Programming Publ i ¢ Shared Function Bark()
Console. Witeline ("Dog is barking")
End Function
Walk is a Public function in this class. It is not shared.
Publ i ¢ Function Wal k()
Console. Witeline ("Dog is wal ki ng")
End Function
End d ass
End Nanmespace
Qur Mbdul e:
Publi ¢ Mbdul e nodMai n
Execution will start fromthe Main() subroutine.
Sub Mai n()
‘W can call the Bark() function directly,
"with out creating an object of type Dog -
' because it is shared.
Ani nal s. Dog. Bar k()
‘W can call the Wal k() function only
"after creating an object, because
it is not shared.
Dim Ji my as Ani nal s. Dog
Ji mmy=new Ani mal s. Dog()
Ji my. Val k()
' Now CGuess? The WiteLine() function we used so far
'is a shared function in class Console :)
"Also, we can wite the Main() function itself as a shared
"function in a class. i.e Shared Sub Main(). Try
"moving Main() fromthis nodule to the above cl ass
End sub
End Modul e

Check Your Progress 2

1. What are the mgjor access types?




8.3.9 Overloading

Overloading is a simple technique, to enable a single function name to accept
parameters of different type. Let us see a simple Adder class. Import the System
namespace (already availablein .NET).

Imports System
Class Adder
Here, we have two Add() functions. This one adds two integers. Convert.ToString is
equivalent to the good old CStr.
Overl oads Public Sub Add(A as Integer, B as Integer)
Console. Witeline ("Adding Integers: " + Convert.ToString(a + b))
End Sub

This one adds two strings.
Overl oads Public Sub Add(A as String, B as String)
Console. Witeline ("Adding Strings: " + a + b)
End Sub

'And both have the same name. Thisis possible because, we used the
'‘Overloads keyword, to overload them.

'Here, we have the Main Function with in this class. When you write.

"your nmain function inside the class, it should be a shared
function.

Shared Sub Mai n()
Di m Adder Cbj as Adder
'Create the object
Adder Qbj =new Adder
"This will invoke first function
Adder Qbj . Add( 10, 20)
"This will invoke second function
Adder Qbj . Add("hel l 0"," how are you")
End Sub
End O ass

8.3.10 Inheritance

Inheritance is the property in which, a derived class acquires the attributes of its base
class. In smple terms, you can create or 'inherit' your own class (derived class), using
an existing class (base class). You can use the Inherits keyword for this.

Let us see a simple example. Import the System namespace (aready available in
.NET).

I mports System

Qur sinple base class:

Cl ass Human
"This is something that all humans do
Public Sub \al k()

147
VB.Net - Programming



148 Consol e. Witeline ("Wl king")
Visual Programming
End Sub

End d ass

Now, let us derive a class from Human.
A Progranmer is a Human.
Cl ass Programmer
Inherits Human
‘W already have the above Wl k() function
"This is something that all programers do ;)
Publi ¢ Sub Steal Code()
Console. Witeline ("Stealing code")
End Sub
End d ass

Just a MaindC ass.
Cl ass Mai nCl ass
"Qur main function
Shared Sub Mai n()
Di m Tom as Pr ogramer

Tonmrnew Pr ogr anmer

"This call is okie because progranmmrer got this function
‘fromits base class
Tom WAl k()

"This is also correct because Tomis a programmer
Tom St eal Code()
End Sub
End d ass

8.3.11 Mustlnherit

The Mustlnherit keyword specifies that a class cannot be instantiated and can be used
only as a base class. l.e, if you declare our Human class as "Mustinherit Class
Human", then you can't create objects of type Human without inheriting it.

8.3.12 Notlnheritable

The Notlnheritable keyword specifies that a class cannot be inherited. I.e, if you
specify 'Notlnheritable Class Human', no derived classes can be made from the
Human class.



8.3.13 Overriding

By default, a derived class Inherits methods from its base class. If an inherited
property or method needs to behave differently in the derived class it can be
overridden; that is, you can define a new implementation of the method in the derived
class. The Overridable keyword is used to mark a function as overridable. The
keyword Overrides is used to mark that a function is overriding some base class
function. Let us see an example.

Import the System namespace (already available in . NET).
I mports System

Qur sinple base class:

C ass Human
' Speak() is declared Overridable
Overridabl e Public Sub Speak()
Consol e. Witeline ("Speaking")
End Sub
End O ass

Now, | et us derive a class from Hunan:
An Indian is a Human:

Class Indian
I nherits Human
‘Let us make Indian speak Hindi, the National Language
"in India
' Speak() is overriding Speak() in its base class (Hunman)
Overrides Public Sub Speak()
Consol e. Witeline ("Speaking H ndi")
"Inportant: As you expect, any call to Speak() inside this class
"will invoke the Speak() in this class. If you need to

‘call Speak() in base class, you can use MyBase keyword.

"Like this
' Mybase. Speak()
End Sub

End O ass

Just a class to put our Miin().

Cl ass Mai nd ass

"Qur main function
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Shared Sub Mai n()
"Tomis a generic Hunan
Di m Tom as Human
TomFnew Human
"Tony is a human and an Indi an
Di m Tony as | ndi an
Tony=new | ndi an
"This call wll invoke the Speak() function
"in class Human
Tom Speak()
"This call will invoke the Speak() function
"in class Indian
Tony. Speak()

End Sub

End O ass

8.3.14 Polymor phism

Polymorphism is the property in which a single object can take more than one form.
For example, if you have a base class named Human, an object of Human type can be
used to hold an object of any of its derived type. When you call a function in your
object, the system will automatically determine the type of the object to call the
appropriate function. For example, let us assume that you have a function named
speak() in your base class. You derived a child class from your base class and
overloaded the function speak(). Then, you create a child class object and assignitto a
base class variable. Now, if you call the speak() function using the base class variable,
the speak() function defined in your child class will work. On the contrary, if you are
assigning an object of the base class to the base class variable, then the speak()
function in the base class will work. This is achieved through runtime type
identification of objects. See the example.

Import the System namespace (already availablein .NET).
Imports System

This example is exactly the same as the one we saw in the previous lesson. The only
difference is in the Shared Sub Main() in the class MainClass. So scroll down and see
an example:

Qur sinple base class:
C ass Human
' Speak() is declared Overridable
Overridabl e Public Sub Speak()
Consol e. Witeline ("Speaking")
End Sub
End d ass

Now, | et us derive a class from Human.

An Indian is a Human.



C ass I ndian
I nherits Human
‘Let us make Indian speak Hindi, the National Language
"in India
' Speak() is overriding Speak() in its base class (Hunan)
Overrides Public Sub Speak()
Consol e. Witeline ("Speaking Hindi")

"Inportant: As you expect, any call to Speak() inside this class

‘will invoke the Speak() in this class. If you need to

‘call Speak() in base class, you can use MyBase keyword.

"Like this
' Mybase. Speak()
End Sub

End d ass

Careful ly exam ne the code in Min():
Cl ass Mai nd ass
"Qur main function
Shared Sub Mai n()
‘Let us define Tom as a human (base cl ass)
Di m Tom as Hunman
"Now, | am assiging an Indian (derived cl ass)
Tormrnew | ndi an
' The above assignnent is |egal, because
"Indian | S_A human.
"Now, let me call Speak as
Tom Speak()
"Whi ch Speak() will work? The Speak() in Indian, or the
' Speak() in human?
' The question arises because, Tomis declared as a Human,

"but an object of type Indian is assigned to Tom

'The Answer is, the Speak() in Indian will work. This

because,
'nmost object oriented | anguages |ike Vb.net can automatically
‘detect the type of the object assigned to a base class
vari abl e.
"This is called Pol ynorphi sm
End Sub
End C ass

8.3.15 Constructorsand Destructors
Import the System namespace (already availablein .NET).
Imports System
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A Constructor is a special function which is called automaticaly when a class is
created. In VB.NET, you should use useNew() to create constructors. Constructors
can be overloaded, but unlike the functions, the Overloads keyword is not required. A
Destructor is a special function which is called automatically when a class is
destroyed. In VB.NET, you should use useFinalize() routine to create Destructors.
They are similar to Class Initialize and Class_Terminatein VB 6.0.

Dog is a class:
Cl ass Dog
'The age variable
Private Age as integer
The default constructor:
Public Sub New()
Console. Witeline ("Dog is Created Wth Age Zero")
Age=0
End Sub
The paraneterized constructor:
Public Sub New(val as Integer)

Consol e. Witeline (" Dog is Created Wth Age " +
Convert. ToString(val))

Age=val
End Sub
This is the destructor:
Overrides Protected Sub Finalize()
Console. Witeline ("Dog is Destroyed")
End Sub
' The Main Function
Shared Sub Mai n()
Di m Ji my, Jacky as Dog
'Create the objects
"This will call the default constructor
Ji mmy=new Dog
"This will call the paraneterized constructor
Jacky=new Dog( 10)
End Sub
' The Destruction will be done automatically, when
"the programends. This is done by the Garbage
" Col | ector.
End d ass

8.3.16 Property Routines

Y ou can use both properties and fields to store information in an object. While fields
are simply Public variables, properties use property procedures to control how values
are set or returned. You can use the Get/Set keywords for getting/setting properties.
See the following example. Import the System namespace (already available in .NET).



I mports System
Dog is a class.
Public d ass Dog
"A private variable to hold the val ue
Private mAgeOf Dog as | nteger
This is our property routine:
Public Property Age() As Integer
"Cal | ed when soneone tries to retrieve the value
Cet
Console. Witeline ("Getting Property")
Ret urn mAgeOF dog
End Cet
Set (ByVal Val ue As | nteger)
'Cal | ed when soneone tries to assign a val ue
Console. Witeline ("Setting Property")
mAgeOf Dog=Val ue
End Set
End Property
End O ass

Another class:
C ass Mai nd ass
"Qur main function. Execution starts here.
Shared Sub Mai n()
'Let us create an object.
Di m Ji my as Dog
Ji mmy=new Dog
‘W can't access mAgeof Dog directly, so we shoul d
'use Age() property routine.
"Set it. The Age Set routine will work
Ji mmy. Age=30
"Cet it back. The Age GEt routine will work
Di m cur Age=Ji my. Age()
End Sub
End d ass

8.3.17 A Simple Program

Let us analyze asimple program. First, let usimport the required namespaces:
I mports System

I mports System Conponent Mbdel

I mports System W ndows. For ns

I mports System Draw ng
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"We are inheriting a class named SinpleForm fromthe
‘cl ass System W ndows. For ms. Form
'i.e, Wndows is a namespace in system Forms is a
'namespace in Wndows, and Formis a class in Forns.
Public C ass SinpleForm
I nherits System W ndows. Forms. Form
"Qur constructor
Public Sub New()
"This will invoke the constructor of the base
‘cl ass
MyBase. New()
Set the text property of this class. We inherited this property from the base class:
Me. Text = "Hell o, How Are You?"
End Sub
End C ass
Public C ass Mind ass
Shared Sub Main()
'Create an object fromour SinpleFormclass
Di m sf as Sinpl eForm

sf=new Si npl eFor m

'Pass this object to the Run() function to start
Syst em W ndows. For ns. Appl i cati on. Run(sf)
End Sub
End d ass

Check Your Progress 3

Fill in the blanks:

1. InVB.neteach __ iscompiled from one or more source files.
Function procedures defaultto  access.

All operators must be Shared.

A 0D

Y ou can use Event only at level.

84 LET USSUM UP

VB.NET is completely object oriented. A class is a fundamental building block of
object-oriented programming (OOP). Y ou can use Class only at namespace or module
level. This means the declaration context for a class must be a source file, namespace,
class, structure, module, or interface, and cannot be a procedure or block. Also,
classes are reference types and structures are value types. A Module statement defines



a reference type available throughout its namespace. This means the declaration
context for a module must be a source file or namespace, and cannot be a class,
structure, module, interface, procedure, or block. An interface defines a set of
members, such as properties and procedures, that classes and structures can
implement. Each procedure in turn is declared within a class, structure, or module,
which is called the containing class, structure, or module. Function procedures default
to public access. Databases are objects. In simple terms, you can create or ‘inherit'
your own class (derived class), using an existing class (base class).

8.5LESSON END ACTIVITY

VB.NET is completely object oriented. Explain.

8.6 KEYWORDS

Object: An object is an instance of a Class.
Module: A Moduleisagroup of functions.

Encapsulation: Putting all the data and related functions in a Class is called
Encapsulation.

Abstraction: Protecting the data of an object from outside functions is called
Abstraction or Data Hiding.

Overloading: It is a simple technique, to enable a single function name to accept
parameters of different type.

Inheritance: It is the property in which, a derived class acquires the attributes of its
base class.

Polymorphism: It is the property in which a single object can take more than one
form.

Constructor: It is a special function which is called automatically when a class is
created.

Destructor: It is a special function which is called automatically when a class is
destroyed.

8.7 QUESTIONS FOR DISCUSSION

1. What is Option Explicit Statement? Compare it with Option Compare Statement.
2. What are the namespace-level elements?

3. Describe Module statement.

Check Your Progress. Model Answers

CYP1
1. Fase
2. True

CYP2
1. Themagjor accesstypes are Public, Private, Friend and Protected..
2. Putting al the data and related functionsin a Class is called Encapsulation.

Contd...
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CYP3

1. Assembly
Public
Public
Module

A wDN
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9.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Anoverview of file classification

e Concept of file class and directory class
e Filehandling using function and classes
e Fileprocessing

9.1 INTRODUCTION

File handling in Visual Basic is based on System.lO namespace with a class library
that supports string, character and file manipulation. These classes contain properties,
methods and events for creating, copying, moving, and deleting files. Since both
strings and numeric data types are supported, they also allow us to incorporate data
typesin files. In thislesson overview of file handling will be discussed.

92FILESCLASSIFICATION

Windows Explorer represents the contents of your hard drive graphically using file
and folder icons. Many of the actions that you perform in Explorer (such as copying
or renaming files) also can be accomplished in Visual Basic .NET via the System.lO
namespace. The System assembly should be automatically referenced in your project,
S0 you just need to add the following Imports statement at the top of your form or
module:

Imports System.lO
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The most useful classes for performing file operations are

e FileSysteminfo: The FileSysteminfo class represents an entry in the file system,
whether it is afile or afolder. You cannot create an instance of a FileSysteminfo
object with the New keyword but, as you will see in a moment, it is useful when
processing both files and folders at the same time.

e Filelnfo: You use the Filelnfo class to manipulate operating system files. Each
Filelnfo object you create represents a file on the disk. This classisinherited from
the FileSysteminfo class and contains additional, file-specific members.

e Directorylnfo: The Directorylnfo class alows you to control the folders of your
file system. Like the Filelnfo class, the DirectoryInfo class is inherited from the
FileSysteminfo class and contains additional, directory-specific members.

e File The File class contains static methods for performing operations on
operating system files.

e Directory: The Directory class contains static methods for performing operations
on operating system folders.

Y ou may have aready noticed there is some duplication in the previous list of classes.
For example, both the File and Filelnfo classes contain methods for determining
whether a file exists, deleting a file, and so on. The reason is that the Directory and
File classes contain all the static methods, while the Directorylnfo and Filelnfo classes
contain al the instance methods.

When dealing with files, static methods can be more efficient if you do not need to
perform multiple operations on the same file or directory, or access its properties. By
avoiding the overhead of declaring a variable and storing an object instance, you use
fewer of your system resources.

9.3HANDLING FILESUSING FUNCTION AND CLASSES

VB.NET offers two handy classes—Directorylnfo and FileSysteminfo—that allow
you to access directories, check their properties, and perform other basic functions on
the file system. DirectoryInfo lets you get information about a directory, and create,
move, and enumerate through directories and subdirectories. FileSysteminfo has
methods that allow you to manipulate both files and directories; therefore, a
FileSysteminfo object can represent either a directory or afile. In this tip, I'll show
you a way to list al the files in a particular directory and then access the files
properties using Directorylnfo and FileSysteminfo classes.

9.3.1 Directory Class

Microsoft documentation says the Directory class exposes static methods for creating,
moving, and enumerating through directories and subdirectories. In addition, you may
access and manipulate various directory attributes such as creation or last modified
time stamps, along with the Windows access control list.

The Directory class in VB .NET adlows us to create and work with
Folders/Directories. With this class we can create, edit and delete folders and also
maintain drives on the machine.



The basics

The Directory class provides numerous static methods for working with directories.
These static methods perform security checks on all methods. I'll examine most of
these methods, with the first group consisting of the basics of working with
directories:

e CreateDirectory: Allows you to create new directories or subdirectories. Also,
you may establish directory security with its creation.

e Deéeete Allows you to delete a specific empty directory from the system. This
method throws an 10Exception if the directory specified in the path parameter
contains files or subdirectories.

e Exists: Allows you to determine if a specific directory exists. The path parameter
is permitted to specify relative or absolute path information. Relative path
information isinterpreted as relative to the current working directory.

e Move Allows you to move a file or directory to a new location. It accepts two
parameters: the directory or file to move and its destination.

The VB.NET code is mentioned below which uses these methods to create, move, and
delete directories. It uses the Exists method throughout the code to determine if a
directory exists. All calls to the Directory class methods are enclosed in try/catch
blocks. The code begins with a directory called test on the C drive. It uses the Path
class to determine if the string containing the directory name has a file extension. If
S0, it determines it is a path to a file and not a directory and the application halts. This
directory is created if it does not already exist. Next, the directory is renamed to
techrepublic and finally deleted.

I mports System | O

Modul e Modul el

Sub Main()

DimtestPath As StringtestPath = "c:\test"

If (Path. HasExtension(testPath)) ThenConsole.WiteLine("This is a file
path, not a directory.")

El se

If (Directory.Exists(testPath)) ThenConsole. WiteLine("This directory
al ready exists.")

El se
TryDirectory. CreateDi rectory(testPath)

Catch ex As | OExceptionConsole.WiteLine("Error creating directory {0}
- {1}, testPath, ex.Message.ToString())

End Try
If (Directory. Exi sts(testPath)) Then
TryDirectory. Move(testPath, "c:\techrepublic")

Catch ex As | CexceptionConsole. WiteLine("Error noving directory {0} -
{1}", testPath, ex.Message. ToString())

End Try
End I f
If (Directory. Exi sts("c:\techrepublic")) Then
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TryDirectory. Del ete("c:\techrepublic", True)

Catch ex As | COkExceptionConsole. WiteLine("Error deleting directory
c:\\techrepublic - {0}", ex.Message.ToString())

End
End
End
End
End
End

Try

I f

I f

I f

Sub
Modul e

Directories and their contents

Once a directory is created, it is often necessary to peruse its contents or examine the
directory itself. The Directory class makes it easy to access information on the
directory as well as its contents via various methods and properties. These methods
are outlined in the following list:

GetCurrentDirectory: Returns the current application's working directory.

GetDirectories. Returns a list of subdirectories for a specific directory as an array
of string values.

GetDirectoryRoot: Returns the volume information, root information, or both for
the specified path.

GetFiles: Returns a string array containing the filenames within a specific
directory.

GetFileSystemEntries. Returns a string array containing the filenames and
directories within a specific directory.

GetParent: Retrieves the parent directory of the specified path, including both
absolute and rel ative paths as a string value.

GetLogicaDrives. Retrieves the names of the logical drives on the computer in
the form <drive letter>:\ within a string array.

The VB.NET code mentioned below provides a sample of using these methods.
Basically, it displays al information regarding the current application directory, all
subdirectories and files, the root directory, and all logical drives on the current system.

using System

usi ng System Col | ecti ons. Generi c;

usi ng System Text;

using System |1 Q

namespace TRDirectory {

cl ass Program {

static void Main(string[] args) {

string[]
subDirs;inti; DateTi nedt Cr eat ed; Dat eTi nedt Accessed; Dat eTi nedt Wi t e;

try {
subDirs = Directory.GetDirectories("c:\\");

for

(i = 0; i <= subDirs. Get UpperBound(0); i++)



{dtCreated = Directory. GetCreationTi me(subDirs[i]); dt Accessed =
Directory. Get Last AccessTi ne(subbDirs[i]);dtWite =

Directory. Cet Last WiteTi ne(subDirs[i]); Consol e. Wi teLine("Subdirectory
{0}", subDirs[i]); Console. WiteLine("Created: {0}",

dt Created. ToString()); Consol e. Wi teLine("Last accessed: {0}",

dt Accessed. ToString()); Consol e. Wi telLi ne("Last changed: {0}",

dtWite. ToString());Directory. SetLast AccessTi ne(subDirs[i],

Dat eTi ne. Now) ; } }

catch (1 OException e)
{Consol e. WiteLine("Exception {0}", e.Message.ToString());}}}}

Time and date stamps

It is often advantageous to know when a directory was created or the last time it was
accessed or modified. The Directory class provides the following methods for
working with time and date stamps:

e GetCreationTime: Gets the creation date and time of a directory.

e GetLastAccessTime: Returns the date and time of the specified file or directory
that was last accessed.

e GetLastWriteTime: Returns the date and time of the specified file or directory that
was last written to.

e SetCreationTime: Sets the creation date and time for the specified file or
directory.

e SetlLastAccessTime: Sets the date and time of the specified file or directory that
was last accessed.

e SetlastWriteTime: Setsthe date and time a directory was last written to.

The below mentioned VB.NET code provides a list of all directories on the C drive
with date and times when they were last accessed, changed, and initially created. The
last accesstime isreset to the current date and time for each directory.

I mports System | O

Modul e Modul el

Sub Main()

Di msubDirs() As String

Dimi As Integer

Di m dt Created As DateTine

Di m dt Accessed As DateTi ne

DimdtWite As DateTine

TrysubDirs = Directory. GetDirectories("c:\")

For i = 0 To subbDirs. Get Upper Bound(0) dt Created =

Directory. Get CreationTi ne(subDirs(i))dtAccessed =

Directory. Get Last AccessTi ne(subDirs(i))dtWite =

Directory. Get Last WiteTi me(subDirs(i)) Console. WiteLine("Subdirectory
{0}", subDirs(i))Console. WiteLine("Created: {0}",

dt Creat ed. ToString()) Consol e. WiteLine("Last accessed: {0}",

dt Accessed. ToString()) Consol e. Wi teLi ne("Last changed: {0}",

dtWite. ToString())Directory. Set Last AccessTi me(subDirs(i),

Dat eTi ne. Now)

Next i

Catch e As | OExceptionConsol e. WiteLi ne("Exception {0}",
e. Message. ToString())
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End Try

End Sub
End Modul e
Check Your Progress
Fill in the blanks:
1 represents the contents of your hard drive graphically using file

and folder icons.

2. The class represents an entry in the file system, whether it isa
file or afolder.

94 FILE CLASS

The File class provides methods to copy, delete, and renamefiles.

Copy: File.Copy can be used to create a backup copy of afile:

File.Copy("c:\temp\quotes.doc”, " C:\temp\quotesbackup.doc”, True)The
parameters of the File.Copy method are

Source File— The source file you want to copy. If the file does not exist, an
exception will be thrown.

Destination File— The path to the destination file you want to create.

Overwrite Existing File— This parameter is optional and indicates whether you
want to overwrite an existing destination file. If this parameter is omitted or set to
False and the destination file already exists, the method will throw an exception.

Aswith many of the shared methods, there is a corresponding method for use with
an object instance. If you have already created a Filelnfo object, you can use the
CopyTo method and simply provide the destination and overwrite parameters:

Dim filTemp As New File("C:\temp\gquotes.doc")
filTemp.CopyTo(" C:\temp\newquotes.doc", False)
Note

The Copy and CopyTo methods will throw an exception if you attempt to
overwrite an existing read-only file, even if you have the overwrite parameter set
to True. To overwrite an existing read-only file, you first need to turn off its read-
only attribute.

The Directorylnfo class does not have a Copy or CopyTo method. However, you
can create a new directory using the Create method and then copy the files within
it. As an exercise, adapt the recursive function from Listing 24.3 to copy all the
files and subdirectories contained within a given directory.

The rename and delete methods are identical for files and directories:

Move: Static method to rename afile or directory. Its parameters are a source and
adestination.

MoveTo: Instance method to rename afile or directory.



e Deédete Deletes the specified file or directory. Wildcards are not allowed. If the
read-only attribute of the file you want to delete is set, the method call will throw
an exception.

9.5 FILE PROCESSING

To support file processing, the .NET Framework provides the System.lO namespace
that contains many different classes to handle ailmost any type of file operation you
may need to perform. The parent class of file processing is Stream. With Stream, you
can store data to a stream or you can retrieve data from a stream. Stream is an abstract
class, which means that you cannot use it to declare avariable in your application.

As an abstract class, Stream is used as the parent of the classes that actually
implement the necessary operations. Y ou will usually use a combination of classes to
perform a typical stream operation. For example, some classes are used to create a
stream object while some others are used to write data to the created stream.

Before performing file processing, one of your early decisions will consist of
specifying the type of operation you want the user to perform. For example, you may
want to create a brand new file. You may want to open an existing file. Or you may
want to perform a routine operation on afile. In all or most cases, whether you are
creating a new file or manipulating an existing one, you must specify the name of the
file. You can do this by declaring a String variable. Most classes used to create a
stream as we will learn later can take a string that represents the name of thefile.

TheFile's Path

If you declare astring variable as done above and use it as the name of thefile, thefile
will be created in the same folder as the application. Otherwise, you can create your
new file anywhere in the hard drive. To do that, you must provide a complete path
where thefile will reside.

A path is a string that specifies the drive (such as A:, C:, or D:). The sections of a
complete path string are separated by a backslash. For example, a path can be made of
the name of afolder followed by the name of the file. An example would be

C:\Palermo.tde

A path can also consist of a drive followed by the name of the folder in which the file
will be created. Here is an example:

C:\Program Files\Palermo.tde

A path can also indicate that the file will be created in a folder that itself is inside of
another folder. In this case, remember that the names of folders must be separated by
backslashes.

When providing a path to the file, if the drive you specify doesn't exist or cannot be
read, the compiler would consider that the file doesn't exist. If you provide a folder
that doesn't exist in the drive, the compiler would consider that the file doesn't exist.
This also means that the compiler will not create the folder(s) (the .NET Framework
provides all means to create afolder but you must ask the compiler to create it ssmply
specifying a folder that doesn't exist will not automatically create it, even if you are
creating a new file). As we will see in the next sections, the compiler can check the
existence of afile or path.
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File Existence

While Stream is used as the parent of al file processing classes, the .NET Framework
provides the File class equipped with methods to create, save, open, copy, move,
delete, or provide detailed information about, files. Based on its functionality, the File
class is typically used to assist the other classes with their processing operations. To
effectively provide this support, al File's methods are static, which means that you
will not need to declare a File variable to access them.

One of the valuable operations that the File class can perform is to check the existence
of the file you want to use. For example, if you are creating a new file, you may want
to make sure that it doesn't exist already because if you try to create afile that exists
aready, the compiler may first delete the old file before creating the new one. This
could lead to unpredictable results, especialy because such a file is not sent to the
Recycle Bin. On the other hand, if you are trying to open afile, you should first make
sure that the file exists, otherwise the compiler will not be able to open afile it cannot
find.

To check the existence of afile, the File class provides the Exists() method. Its syntax
is.

Public Shared Function Exists(ByVal path As String) As Boolean

If you provide only the name of the file, the compiler would check it in the folder of
the application. If you provide the path to the file, the compiler would check its drive,
its folder(s) and the file itself. In both cases, if the file exists, the method returns true.
If the compiler cannot find the file, the method returns false. It's important to know
that if you provided a complete path to the file, any slight mistake in the path such as
one backdash instead of two or a misspelling somewhere, would produce a false
result.

Accessto a File

In order to perform an operation on a file, you must specify to the operating system
how to proceed. One of the options you have is to indicate the type of access that will
be granted on the file. This access is specified using the FileAccess enumerator. The
members of the FileAccess enumerator are:

e FileAccessWrite: New data can be written to the file
e FileAccess.Read: Existing data can be read from the file

e FileAccess.ReadWrite: Existing data can be read from the file and new data be
written to the file

File Sharing

In standalone workstations, one person is usualy able to access and open a file then
perform the necessary operations on it. In networked computers, you may create afile
that different people can access at the same time or you may make one file access
another file to retrieve information. For example, suppose you create an application
for a fast food restaurant that has two or more connected workstations and all
workstations save their customers orders to a common file. In this case, you must
make sure that any of the computers can access the file to save an order. An employee
from one of these workstations must also be able to open the file to retrieve a
customer order for any necessary reason. You can also create a situation where one
file holds an inventory of the items of a store and another file holds the customers
orders. Obviously one file would depend on another. Based on this, when an operation



must be performed on afile, you may have to specify how afile can be shared. Thisis
done through the FileShare enumerator.

The values of the FileShare enumerator are:

e FileShare.Inheritable: Allows other file handles to inherit from thisfile

e FileShare.None: The file cannot be shared

e FileShare.Read: The file can be opened and read from

e FileShare.Write: The file can be opened and written to

e FileShare.ReadWrite: The file can be opened to write to it or read from it

The Mode of a File

Besides the access to the file, another option you will most likely specify to the
operating system is referred to as the mode of a file. It is specified through the
FileMode enumerator. The members of the FileM ode Enumerator are:

e FileMode.Append: If thefile already exists, the new datawill be added to its end.
If the file doesn't exigt, it will be created and the new data will be added to it

e FileMode.Create: If the file aready exists, it will be deleted and a new file with
the same name will be created. If the file doesn't exist, then it will be created

e FileMode.CreateNew: If the file already exists, the compiler will throw an error.
If the file doesn't exigt, it will be created

e FileMode.Open: If the file exists, it will be opened. If the file doesn't exist, an
error would be thrown

e FileMode.OpenOrCreate: If the file aready exists, it will be opened. If the file
doesn't exist, it will be created

e FileMode.Truncate: If the file adready exists, its contents will be deleted
completely but the file will be kept, allowing you to write new datato it. If thefile
doesn't exist, an error would be thrown.

Binary File Streaming

File streaming consists of performing one of the routine operations on a file, such as
creating or opening it. This basic operation can be performed using a class called
FileStream. You can use a FileStream object to get a stream ready for processing. As
one of the most complete classes of file processing of the .NET Framework,
FileStream is equipped with all necessary properties and methods. To useit, you must
first declare avariable of it. The classis equipped with nine constructors.

One of the constructors (the second) of the FileStream class has the following syntax:
Public Sub New(ByVal path As String, ByVa mode As FileMode)

This constructor takes as its first argument the name of the file or its path. The second
argument specifies the type of operation to perform on the file. Here is an example:

Private Sub btnStart_dick(ByVal sender As System Object, ByVal e As
System Event Args) _

Handl es btnStart.dick
DimfileNanme As String = "Persons.spr"

165
File Handling



166
Visual Programming

Dim fstPersons As FileStream = New FileStrean(fil eName,
Fi | eMode. Creat e)

End Sub

Stream Writing

A streaming operation is typically used to create a stream. Once the stream is ready,
you can write data to it. The writing operation is performed through various classes.
One of these classes is BinaryWriter.

The BinaryWriter class can be used to write values of primitive data types (char, int,
float, double, etc). To use a BinaryWriter value, you can first declare its pointer. To
do this, you would use one of the class' three constructors. The first constructor is the
default, meaning it doesn't take an argument. The second constructor has the
following syntax:

Public Sub New(ByVa output As Stream)
This constructor takes as argument a Stream vaue, which could be a FileStream
variable. Here is an example:

Private Sub btnStart_Cdick(ByVal sender As System Object, ByVal e As
System Event Args) Handles btnStart.dick

DimfileNane As String = "Persons.spr"

Dim fstPersons As FileStream = New Fil eStrean(fil eNane,
Fi | eMode. Creat e)

Dim wtPersons As BinaryWiter = New Bi naryWiter(fstPersons)
End Sub
Most classes that are used to add values to a stream are equipped with a method called
Write. Thisis also the case for the BinaryWriter class. This method takes as argument
the value that must be written to the stream. The method is overloaded so that there is

aversion for each primitive data type. Here is an example that adds strings to a newly
created file:

Private Sub btnStart_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handles btnStart.dick

DimfileNane As String = "Persons.spr"

Dim fstPersons As FileStream = New Fil eStrean(fil eNane,
Fi | eMode. Creat e)

Dim wrt Persons As BinaryWiter = New Bi naryWiter (fstPersons)
wt Persons. Wite("Janmes Bl och")
wtPersons. Wite("Catherina Wallace")
wrtPersons. Wite("Bruce Lanont")
wrt Persons. Wite("Douglas Truth")
End Sub

Stream Closing

When you use a stream, it requests resources from the operating system and uses them
while the stream is available. When you are not using the stream anymore, you should
free the resources and make them available again to the operating system so that other
services can use them. Thisis done by closing the stream.



To close a stream, you can call the Close() method of the class(es) you were using.
Here are examples:

Private Sub btnStart_Cick(ByVal sender As System bject, ByVal e As
System Event Args) Handles btnStart.dick

DimfileNane As String = "Persons.spr"

Dim fstPersons As FileStream = New FileStrean(fileNane,
Fi | eMode. Creat e)

Dim wtPersons As BinaryWiter = New Bi naryWiter(fstPersons)
wrt Persons. Wite("Janes Bl och")
wrt Persons. Wite("Catherina Wal |l ace")
wtPersons. Wite("Bruce Lanont")
wrt Persons. Wite("Douglas Truth")
wrt Per sons. C ose()
f st Persons. C ose()
End Sub

Stream Reading

As opposed to writing to a stream, you may want to read existing data from it. Before
doing this, you can first specify your intent to the streaming class using the FileMode
enumerator. This can be done using the FileStream class as follows:

Private Sub btnStart_dick(ByVal sender As System Object, ByVal e As
System Event Args) Handles btnStart.dick

DmfileNane As String = "Persons.spr"

DimfstPersons As Fil eStream = New
FileStream(fil eNane, FileMde. Create)

Dim wtPersons As BinaryWiter = New
Bi naryWi t er (f st Persons)

wt Persons. Wite("James Bl och")
' wtPersons. Wite("Catherina Wall ace")
wtPersons. Wite("Bruce Lanont")

' wrt Persons. Wite("Douglas Truth")

' wrt Persons. d ose()
f st Persons. d ose()
Dim fstPersons As New Fil eStream(fil eNane, Fil eMbde. Qpen)
End Sub

Once the stream is ready, you can get prepared to read data from it. To support this,
you can use the BinaryReader class. This class provides two constructors. One of the
constructors (the first) has the following syntax:

Public Sub New(ByVal input As Stream)
This constructor takes as argument a Stream value, which could be a FileStream

object. After declaring a FileStream variable using this constructor, you can read data

from it. To support this, the class provides an appropriate method for each primitive
datatype.

167
File Handling



168
Visual Programming

After using the stream, you should close it to reclaim the resources it was using. This
is done by calling the Close() method.

Here is an example of using the mentioned methods:

Private Sub btnStart_Cick(ByVal sender As System bject, ByVal e As
System Event Args) Handles btnStart.dick

DmfileNane As String = "Persons.spr"

' Dim fstPersons As FileStream = New
Fil eStreanm(fil eName, Fil eMode. Create)
Dm wtPersons As BinaryWiter = New

Bi naryWi t er (f st Persons)
wrt Persons. Wite("James Bl och")
' wrt Persons. Wite("Catherina Wall ace")
wt Persons. Wite("Bruce Lanont")

' wrt Persons. Wite("Douglas Truth")

' wrt Persons. d ose()
f st Persons. C ose()
Di m fstPersons As New Fil eStream(fil eNane, Fil eMbde. Qpen)
Di m rdr Persons As New Bi nar yReader (f st Per sons)
rdr Per sons. Cl ose()
f st Persons. d ose()
End Sub

Character and String Streaming

As mentioned earlier, the items to save on a document are primarily considered as
bits. This makes it possible to save small pieces of information such as those that
would fit a byte, a char, a short, or a double value. To support the ability to write one
character at a time to a medium, the System.IO namespace provides the TextWriter
class. This classis abstract, meaning you can't initialize a variable with it. Instead, you
can use one of its derived classes, particularly the StreamWriter class.

Stream Writing

The operation used to save a character to a stream is performed through the
StreamWriter class that is based on this. Therefore, to perform this operation, you can
declare a pointer to StreamWriter or to its parent the TextWriter class. The
StreamWriter class is equipped with various constructors. This allows you to initialize
a stream with an option of your choice. For example, to initialize it using a FileStream
object, you can use the following constructor:

Public Sub New(ByVal stm As Stream)
This constructor expects a Stream-type of object as argument. Here is an example of
how this constructor can be used:

Private Sub Buttonl_Cick(ByVal sender As System Object, ByVal e As
System Event Args) _

Handl es Buttonl.dick

Di m st nRecords As New Fil eStrean{"Records.rcd",
Fi | eMbde. Creat eNew, Fil eAccess. Wite)



DimtxtMenro As New StreamWiter(stmRecords)
End Sub

If you don't (yet) have a stream you can use, you can directly initialize a file using its
name. To do this, you can use the following constructor:

Public Sub New(ByVal path As String)

When using this constructor, you can pass it the name of the file or its (complete)
path.

Eventually, after using a Stream-based class, always remember to release its resources
by calling its Close() method. Before calling Close(), cal the class' Flush() method to
clear the memory areas that the object was using when performing its operations.

After creating a character stream, you can write values to it. To support this, the
StreamWriter class is equipped with the Write() method. This method is overloaded
with four versions. One of the versions uses the following syntax:

Overrides Overloads Public Sub Write(ByVal value As Char)

This method expects as argument a character. This Write() method writes one
character, then another immediate call to Write() writes the next character on the same
line. This can be convenient in many cases. In some other cases, you may want each
character to be written on its own line. To write each character on its own line, use the
WriteLing() method instead. The WriteLing() method is inherited from the TextWriter
classthat isthe parent of StreamWriter. It can be used as follows:

Private Sub btnSave_Cick(ByVal sender As System Object, ByVal e As
System Event Args) Handl es btnSave. d i ck

Di m st mMAéekdays As New Fil eStream " Wekdays. txt",
Fi |l eMbde. Create, FileAccess. Wite, FileShare. None)

DmstmNiter As New Streamiiter (st mMiéekdays)
stmWiter. WiteLine("M)
stmNiter. WiteLine("T")
stmWiter. WiteLine("W)
stmNiter. WiteLine("T")
stmWiter. WiteLine("F")
stmNiter. WiteLine("S")
stmNiter. WiteLine("S")
stmNiter. Flush()
st mAeekdays. Fl ush()
st mMAéekdays. d ose()

End Sub

Instead of writing one character at a time, you can write an array of charactersto a
stream. To do this, you would use the following version of the Write() method:

Overrides Overloads Public Sub Write(ByVa buffer() As Char)

This version takes as argument an array of Char values. This version would write a
series of characters of the buffer argument on the same line or the same paragraph. If
you make another call to this Write() method to add another series of characters, they
would be added to the same line. If you want to writer each array in its own
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paragraph, you can call the TextWriter.WriteLing() method that the StreamWriter
classinherits from its parent. Here is an example:

Private Sub btnSave_Click(ByVal sender As System Cbject, ByVal e As
System Event Args) Handl es btnSave. d i ck

Dimstmuarter As New FileStrean("Quarter.txt",
Fil eMbde. Create, FileAccess.Wite, FileShare. None)

DmstmWiter As New StreamWiter(stnQuarter)
Dimjan As Char() = {"J", "a", "n", "u", "a", "r", "y"}
Dmfeb As Char() = {"F', "e", "b", "r", "u", "a", "r", "y"}
Dmmar As Char() = {"M, "a", "r", "c", "h"}
stmNiter. WiteLine(jan)
stmNiter. WiteLine(feb)
stmNiter. WiteLine(mar)
stmNiter. Flush()
st muarter. Fl ush()
stmuarter. d ose()
End Sub

Another way you can write characters to a stream is to proceed from a string. This
operation is performed through the following version of the Write() method:

Overrides Overloads Public Sub Write(ByVal value As String)

This version expects a String pointer as argument and writes it wholly to the stream.
Here is an example from a form equipped with a Multiline TextBox named textBox1
and a Button control named btnSave. When the user clicks the btnSave button, each
line, treated as a String value, of the text box iswritten to a stream:

Private Sub btnSave_Click(ByVal sender As System Cbject, ByVal e As
System Event Args) Handl es btnSave. d i ck

Di m st mRecords As New Fil eStrean(" Conserve.txt",
Fil eMbde. Create, FileAccess.Wite, FileShare. None)

DmstmWiter As New Streamiiter(stnRecords)
Dmi As |nteger
For i = 0 To Me. Text Box1.Lines.Length - 1 Step 1
stmWiter. WiteLi ne( Me. Text Box1. Li nes(i).ToString())
Next
stmNiter. Flush()
stmNiter. d ose()
End Sub

The last version of the StreamWriter.Write() method allows you also to write an array
of characters to a stream but this time, you don't have to include the whole array, just
a set number of characters of the array. In other words, you can select a section of the
array and write it to the stream. This method uses the following syntax:

Overrides Overloads Public Sub Write(ByVa buffer() As Char, ByVal index As
Integer, ByVal count As Integer)



This method expects an array of Char as the first argument. When writing the
characters of this argument to a stream, the second argument specifies the starting
character from the array. The last argument specifies the number of characters from
the starting index to the end of the array, that would be written to stream.

Check Your Progress 2
Fill in the blanks:
1. To check the existence of afile, the File class provides the method.

2. Most classes that are used to add values to a stream are equipped with a method called

Stream Reading

As opposed to writing characters, you may want to read them from a stream. To
perform this operation, you can use the StreamReader class, which is derived from the
TextReader class. To read a character from a stream, the StreamReader class is
equipped with the Read() method which is overloaded in two versions. One of the
versions uses the following syntax:

Overrides Overloads Public Function Read() As Integer

This method reads one a character from the stream, checks the next character and
returns it as an integer. If the next character has a value higher than -1, then the
method reads it and advances to the next. Once, or when, the method finds out that the
next character has avalue of -1, then it stops. Here is an example that reads characters
from a stream, one character at atime:

Private Sub btnOpen_dick(ByVal sender As System Cbject, ByVal e As
System Event Args) Handl es bt nQpen. d i ck

Dim fl eReader As New Fil eStrean("Conserve.txt", FileMde. Open,
Fi | eAccess. Read)

Di m st mReader As New St reamnReader (fl eReader)
Dim | stChars As New StringBuil der
Dimi Char As Integer = stnReader.Read()
| st Chars. Append( Convert. ToChar (i Char))
Do Wil e stnReader.Peek() >= 0
i Char = stnReader. Read()
| st Chars. Append( Convert. ToChar (i Char))
Me. Text Box1. Text = | stChars. ToString()
Loop
st mReader . d ose()
End Sub
As mentioned earlier, the Write() method of the StreamWriter class writes its values
on the same line. This means that, when you read them back using the
StreamReader.Read() method, all characters on the same line are read at once. We
also mentioned that an alternative was to write each character on its own line using the
TextWriter.WriteLine() method. In the same way, to read characters one line at atime,

you can call the ReadLine() method. The TextReader.ReadLine() method returns a
pointer to String and not a character. This returned value is actually a number that
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represents the Unicode number of the character, such as 87 but if you access 87 using
the StreamReader.Read() method, it would consider that 87 is a string and would
therefore read only 8 as the character. This means that, if you had used the
StreamWriter. WriteLine() method, you should aso use the StreamReader.ReadLine()
method to read the number as a string. After reading the line, before using the
character, remember to cast it appropriately in order to retrieve the number stored in
it. Here is an example that reads the characters written on the Weekdays.txt file we
saved earlier:

Private Sub btnSave_Cick(ByVal sender As System Cbject, ByVal e As
System Event Args) Handl es btnSave. d i ck

Di m st MAéekdays As New Fi |l eStrean(" Wekdays. txt",
Fil eMbde. Create, FileAccess. Wite, FileShare. None)

DmstmWNiter As New StreamWiter (st mMAeekdays)
stmWiter. WiteLine("M)
stmNiter. WiteLine("T")
stmWiter. WiteLine("W)
stmNiter. WiteLine("T")
stmWiter. WiteLine("F")
stmNiter. WiteLine("S")
stmNiter. WiteLine("S")
stmWiter. Flush()
st mAeekdays. Fl ush()
st mMAéekdays. A ose()

End Sub

Private Sub btnOpen_Cick(ByVal sender As System Cbject, ByVal e
As System Event Args) Handl es bt nOpen. dick

Di m st Méekdays As New Fi |l eStrean(" Wekdays. t xt",
Fi | eMbde. Open, Fil eAccess. Read)

Di m st mReader As New St reanReader (st mAéekdays)
DimstrDay As String = stnReader. ReadLi ne()

Me. Text Box1. Text = strDay

strDay = stnReader.

Me. Text Box2. Text =

strDay = stnReader.

Me. Text Box3. Text =

strDay = stnReader.

Me. Text Box4. Text =

strDay = stnReader.

Me. Text Box5. Text =

strDay = stnReader.

Me. Text Box6. Text =

strDay = stnReader.

Me. Text Box7. Text =

st mMAéekdays. Fl ush()

ReadLi ne()
st r Day
ReadLi ne()
st r Day
ReadLi ne()
st r Day
ReadLi ne()
st r Day
ReadLi ne()
st r Day
ReadLi ne()
st r Day



st mMAéekdays. d ose()
End Sub

In the same way, if you had written characters to a stream using arrays of characters

and you want to read each line or paragraph as an entity,

you can cal the

TextReader.ReadLine() method. This time, you may not need to cast the returned

value(s). Hereis an example:

Private Sub btnSave_C i ck(ByVal sender As System Cbject
System Event Args) Handl es btnSave. d i ck

Dim stmuarter As New FileStrean("Quarter.txt",
Fi |l eMbde. Create, FileAccess. Wite, FileShare. None)

DmstmWiter As New StreamWNiter(stnQuarter)
Dmjan As Char() = {"J", "a", "n", "u", "a",
Dmfeb As Char() = {"F', "e", "b", "r", "u",
Dmmar As Char() = {"M, "a", "r", "c", "h"}
stmNiter. WiteLine(jan)

stmNiter. WiteLine(feb)

stmNiter. WiteLine(mar)

stmWiter. Fl ush()

stmuarter. Fl ush()

stmuarter. d ose()

End Sub

, ByVval e As

Ty
! a" ! " r "’ ! y"}

Private Sub btnOpen_d i ck(ByVal sender As System Cbject, ByVal e

As System Event Args) Handl es bt nOpen. dick

Dim stmuarter As New FileStrean("Quarter.txt",
Fi | eAccess. Read)

Di m st mReader As New St reanmReader (stnQuarter)
DimstrMonth As String = stnReader. ReadLi ne()
Me. Text Box1. Text = strMonth
strMonth = st nReader. ReadLi ne()
Me. Text Box2. Text = strMonth
strMnth = st nReader. ReadLi ne()
Me. Text Box3. Text = strMonth
stmQuarter. Fl ush()
stmuarter. C ose()
End Sub

Fi | eMbde. Open,

After retrieving the characters from the array, instead of reading the whole line or
paragraph, you may just want a selected number of characters. To read such a section
of the line or paragraph, you can call the second version of the StreamReader.Read()

method whose syntax is:

Overrides Overloads Public Function Read( _

<I nteropServices.In(),
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Qut ()> ByVal buffer() As Char, _
ByVal index As Integer, _
ByVal count As Integer _

) As Integer

The first argument of this method is the variable that will return an array of characters.
The second argument is the index of the first character that will be considered from
the array. The third argument is the number of charactersthat will be considered.

Check Your Progress 3

Fill in the blanks:

1. The parent class of file processing is

2. The .NET Framework provides the namespace to support file
processing,

3. The sections of a complete path string are separated by a

9.6 LET USSUM UP

Windows Explorer represents the contents of your hard drive graphically using file
and folder icons. Many of the actions that you perform in Explorer (such as copying
or renaming files) also can be accomplished in Visual Basic .NET via the System.lO
namespace. VB.NET offers two handy classes—Directorylnfo and FileSysteminfo—
that allow you to access directories, check their properties, and perform other basic
functions on the file system. To support file processing, the .NET Framework
provides the System.IO namespace that contains many different classes to handle
amost any type of file operation you may need to perform. The parent class of file
processing is Stream. With Stream, you can store data to a stream or you can retrieve
data from a stream. Stream is an abstract class, which means that you cannot use it to
declare avariable in your application.

9.7 LESSON END ACTIVITY

Briefly discussthefile processing in VB.NET.

9.8 KEYWORDS

Windows Explorer: It represents the contents of your hard drive graphically using file
and folder icons.

FileSystemInfo Class: It represents an entry in the file system, whether itisafile or a
folder

Filelnfo Class: It is aclass to manipulate operating system files.

Directorylnfo Class: It is a class that allows you to control the folders of your file
system.

File Class: It is a class that contains static methods for performing operations on
operating system files.
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File Path: It isastring that specifiesthe drive (such as A:, C:, or D).

9.9 QUESTIONS FOR DISCUSSION

1. Compare and contrast between Directorylnfo and FileSysteminfo class.
2. What isBinary File Streaming? Explain it.
3. Write short notes on

a) Directory Class

b) FileClass

c) System.lO namespace

Check Your Progress.: Model Answers

CYP1
1. Windows Explorer
2. FileSysteminfo

CYP2
1. Exists()
2. Write

CYP3

1. Stream

2. System.lO
3. Backslash (/)

9.10 SUGGESTED READINGS

Shirish Chavan, Visual Basic.Net, Pearson edition,2004

MSDN Visual studio Library.

Schneider, An Introduction to Programming using Visual Basic.Net, 5" Edition ,PHI
Kant, Visual Basic.Net— A Beginners Guide, TMCH
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10.0 AIMS AND OBJECTIVES

At the conclusion of thislesson you should be able to understand:

e Anoverview of MFC-MFC Hierarchy
e The concept of MFC Functions
e Brief ideaabout MFC Library

e Knowledge of MFC Resources

10.1 INTRODUCTION

Microsoft Visual C++ (referred to as VC++) is a software development environment
that allows a programmer to write, compile, link, execute, test, and debug C++
programs. Visual C++ is a programming environment used to create computer
applications for the Microsoft Windows family of operating systems. To assist it, the
Microsoft Foundation Class Library, or MFC, was created as an adaptation of Win32
in MS Visua Studio. The MFC library is a set of data types, functions, classes, and
constants used to create applications for the Microsoft Widows family of operating
systems. Y ou must understand the Microsoft Foundation Class (MFC) hierarchy. This
class hierarchy encapsulates the user interface portion of the Windows API, and
makes it significantly easier to create Windows applications in an object oriented way.
This hierarchy is available for and compatible with all versions of Windows. The code
you create in MFC is extremely portable.
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This lesson introduces the fundamental concepts behind MFC and how to use the
V C++ environment.

10.2 MFC AND WINDOWS

The MFCisalibrary and can be used to manually develop programs. To make the use
of MFC friendlier, Microsoft developed Microsoft Visual C++. This is a graphical
programming environment that allows designing Windows objects and writing code to
implement their behavior. As its name indicates, this environment takes C++ as its
base language. Fortunately, using MFC, it goes over some of the limitations of C++
and takes advantage of MFC' s classes.

The basic functionality of a window is defined in a class caled CWnd. An object
created from CWnd must have a parent. In other words, it must be a secondary
window, which is awindow called from another, existing, window. Therefore, we will
come back to it later.

The CWnd class gives hirth to a class caled CFrameWnd. This class actually
describes awindow or defines what a window looks like. The description of a window
includes items such as its name, size, location, etc. To create a window using the
CFrameWnd class, you must create a class derived from the CFramewWnd class.

As in rea world, a Microsoft Windows window can be identified on the monitor
screen because it has a frame. To create such awindow, you can use the CFramewWnd
class. CFrameWnd provides various aternatives to creating a window. For example, it
is equipped with a method called Create(). The Create() method uses a set of
arguments that define a complete window.

The syntax of the CFrameWnd::Create() method is as follows:

BOOL Create(LPCTSTR | pszC assNane,
LPCTSTR | pszW ndowNarnre,
DWORD dwst yl e = WS_OVERLAPPEDW NDOW
const RECT& rect = rectDefaul t,
CWhd* pPar ent Whd = NULL,
LPCTSTR | pszMenuNane = NULL,
DWORD dwExStyl e =0,

CCr eat eCont ext * pCont ext

NULL );

As you can see, only two arguments are necessary to create a window, the others,
though valuable, are optional .

As you should have learned from C++, every class in a program has a name. The
name lets the compiler know the kind of object to create. The name of a class follows
the conventions used for C++ names. That is, it must be a null-terminated string.
Many classes used in Win32 and MFC applications are already known to the Visual
C++ compiler. If the compiler knows the class you are trying to use, you can specify
the IpszClassName as NULL. In this case, the compiler would use the characteristic of
the CFrameWnd object as the class name. Therefore, the Create() function can be
implemented as follows:

Create(NULL);

Every object in acomputer has a name. In the same way, awindow must have a name.
The name of awindow is specified as the IpszWindowName argument of the Create()
method. In computer applications, the name of a window is the one that displays on



the top section of the window. This is the name used to identify a window or an
application. For example, if a window displays Basic Windows Application, then the
object is called the "Basic Windows Application Window". Here is an example:

Create(NULL, "Basic Windows Application™);

Il Basic Windows Application E”E'E'

Figure 10.1: Basic Windows Application Window

In all of your windows, you should specify awindow name. If you omit it, the users of
your window would have difficulty identifying it. Here is an example of such a
window:

Figure 10.2: A window without a name

After creating a window, to let the application use it, you can use a pointer to the
frame class used to create the window. In this case, that would be (a pointer to)
CFrameWwnd. To wuse the frame window, assign its pointer to the
CWinThread::m_pMainWnd member variable. This is done in the Initinstance()
implementation of your application.

Macros

When creating objects that derive directly or indirectly from CObject, such as
CFrameWnd, you should let the compiler know that you want your objects to be
dynamically created. To do this, use the DECLARE_DYNCREATE and the
IMPLEMENT_DYNCREATE macros. The DECLARE_DYNCREATE macro is
provided in the class header file and takes as argument the name of your class. An
example would be DECLARE_DY NCREATE(CTheFrame). Before implementing the
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classor in its source file, use the IMPLEMENT_DYNCREATE macro, passing it two
arguments: the name of your class and the name of the class you derived it from.

We mentioned that, to access the frame, a class derived from CFrameWnd, from the
application class, you must use a pointer to the frame's class. On the other hand, if you
want to access the application, created using the CWinApp class, from the windows
frame, you use the AfxGetApp() global function.

Windows Styles

Windows styles are characteristics that control such features as its appearance, it
borders, its minimized, its maximized, or itsresizing state, etc.

After creating a window, to display it to the user, you can apply the WS VISIBLE
styletoit. Here is an example:

Create(NULL, "Windows Application”, WS_VISIBLE);

The top section of a window has a long bar called the title bar. This is a section we
referred to above and saw that it is used to display the name of the window. Thisbar is
added with the WS_CAPTION value for the style argument. Here is an example:

Create(NULL, "Windows Application”, WS_CAPTION);

Windows Application

Title Bar

Figure 10.3: Title bar

A window isidentified by its size which can be seen by its borders. Borders are given
to a window through the WS_BORDER value for the style. As you can see from the
above window, using the WS _CAPTION style also gives borders to a window.

A shortcut to creating a window that has a caption and a border is done by using the
WS _OVERLAPPED style:

Create(NULL, "Windows Application", WS_OVERLAPPED);

As you will see shortly, various styles can be applied to the same window. To
combine styles, you use the bitwise OR operator represented by the beam symbal |.
For example, if you have a style called WS_ONE and you want to combine it with the
WS OTHER style, you can combine them asWS ONE | WS_OTHER.

The title bars serves various purposes. For example, it displays the name of the
window. In this case the window is called Window Application. The title bar aso
allows the user to move a window. To do this, the user would click and drag a section
of thetitle bar while moving in the desired direction.

After using awindow, the user may want to close it. Thisis made possible by using or
adding the WS_SYSMENU style. This style adds a button with X that is called the
System Close button. Here is an example:

Create(NULL, "Windows Application”, WS_VISIBLE | WS_SY SMENU);



B Windows Application

Figure 10.4: A Window with a close button

When a window displays, it occupies a certain area of the screen. To access other
windows, for example to reveal a window hidden behind, the user can shrink the size
of the window completely and make it disappear from the screen without closing the
window. This is referred to as minimizing the window. The ability to minimize a
window is made possible with the presence of a system button called Minimize. To
alow this, you provide or add the WS MINIMIZEBOX style:

Create(NULL, "Windows Application”, WS VISIBLE | WS _SYSMENU |
WS_MINIMIZEBOX);

As opposed to minimizing the window, the user can change its size to use the whole
area of the screen. This is referred to as maximizing the window. This feature is
provided through the system Maximize button. To allow this functionality, provide or
add the WS MAXIMIZEBOX style. If you create a window with the
WS SYSMENU and the WS MINIMIZEBOX style but not the
WS _MAXIMIZEBOX style, the Maximize button would be disabled and the user
would not be able to maximize the window:

Create(NULL, "Windows Application”, WS VISIBLE | WS _SYSMENU |
WS_MINIMIZEBOX);

B Windows Application

Figure 10.5: A Window with minimize maximize button
Therefore, if you want to provide all three system buttons, provide their styles.

You can aso control whether the window appears minimized or maximized when it
comes up. To minimize the window at startup, apply the WS_MINIMIZE style. On
the other hand, to have a maximized window when it launches, use the
WS MAXIMIZE style. This style also assures that a window has borders. If you had
not specified the WS_CAPTION, you can make sure that a window has borders using
the WS_BORDER value.

One of the effects the user may want to control on awindow isits size. For example,
the user may want to narrow, enlarge, shrink, or heighten a window. To do this, the
user would position the mouse on one of the borders, click and drag in the desired
direction. This action is referred to as resizing a window. For the user to be able to
change the size of a window, the window must have a special type of border referred
to as a thick frame. To provide this border, apply or add the WS_THICKFRAME
style:
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Create(NULL, "Windows Application”,

WS VISIBLE | WS_SYSMENU | WS_MINIMIZEBOX | WS _MAXIMIZEBOX
| WS_THICKFRAME);

Because many windows will need this functionality, a specia style can combine them
and it is called WS_OVERLAPPEDWINDOW. Therefore, you can create a resizable
window as follows:

Create(NULL, "Windows Application”, WS_OVERLAPPEDWINDOW);

Windows Location

To locate things that display on the monitor screen, the computer uses a coordinate
system similar to the Cartesian's but the origin is located on the top left corner of the
screen. Using this coordinate system, any point can be located by its distance from the
top left corner of the screen of the horizontal and the vertical axes:

1 X 1
(0,0 "

Figure 10.6: Window L ocation

To manage such distances, the operating system uses a point that is represented by the
horizontal and the vertical distances. The Win32 library provides a structure called
POINT and defined as follows:

typedef struct tagPO NT {
LONG x;
LONG y;
} PO NT;
The x member variable is the distance from the left border of the screen to the point.
They variable represents the distance from the top border of the screen to the point.

Besides the Win32's POINT structure, the Microsoft Foundation Classes (MFC)
library provides the CPoint class. This provides the same functionality as the POINT
structure. As a C++ class, it adds more functionality needed to locate a point.

The CPoint::CPoint() default constructor can be used to declare a point variable
without specifying its location. If you know the x and y coordinates of a point, you
can use the following constructor to create a point:

CPoint(int X, int Y);



Windows Size

While a point is used to locate an object on the screen, each window has a size. The
size provides two measurements related to an object. The size of an object can be
represented as follows:

CH

%
.

CY

Figure 10.7: Window size

The width of an object, represented as CX, is the distance from its left to its right
borders and is provided in pixels.

The height of an object, represented as CY is the distance from its top to its bottom
borders and is given in pixels.

To represent these measures, the Win32 library uses the SIZE structure defined as
follows:

typedef struct tagSlZE {
int cx;
int cy;

} Sl ZE;

Besides the Win32's SIZE structure, the MFC provides the CSize class. This class has
the same functionality as SIZE but adds features of a C++ class. For example, it
provides five constructors that allows you to create a size variable in any way of your
choice. The constructors are:

CSi ze();

CSize(int initCX, int initCyY);
CSi ze(SI ZE init Size);

CSi ze(PONT initkPt);

CSi ze( DWORD dwsSi ze) ;

The default constructor allows you to declare a CSize variable whose values are not
yet available. The constructor that takes two arguments alows you to provide the
width and the height to create a CSize variable. If you want another CSize or a SIZE
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variables, you can use the CSize(SIZE initSize) constructor to assign its valuesto your
variable. You can use the coordinates of a POINT or a CPoint variable to create and
initialize a CSize variable. When we study the effects of the mouse, we will know you
can use the coordinates of the position of a mouse pointer. These coordinates can help
you define a CSize variable.

Besides the constructors, the CSize class is equipped with different methods that can
be used to perform various operations on CSize and SIZE objects. For example, you
can add two sizes to get a new size. You can also compare two sizes to find out
whether they are the same.

Windows Dimensions

When a window displays, it can be identified on the screen by its location with
regards to the borders of the monitor. A window can also be identified by its width
and height. These characteristics are specified or controlled by the rect argument of
the Create() method. This argument is a rectangle that can be created through the
Win32 RECT structure or the MFC's CRect class. First, you must know how
Microsoft Windows represents a rectangle.

A rectangle is a geometric figure with four sides or borders:. top, right, bottom, and
left. A window is also recognized as a rectangle. Therefore, it can be represented as
follows:

(0, 0}

Bottom

T
5

Right

.

Figure 10.8: Window Dimension

Microsoft Windows represents items as on a coordinate system whose origin (0, 0) is
located on the top-left corner of the screen. Everything else is positioned from that
point. Therefore:

e the distance from the left border of the screen to left border of a window
represents the left measurement

e the distance from the top border of the screen to the top border of awindow isthe
top measurement.



e the distance from the left border of the screen to right border of a window
represents the right measurement

e the distance from the top border of the screen to the bottom border of awindow is
the top measurement.

To represent these distances, the Win32 API provides a structure called RECT and
defined as follows:

typedef struct _RECT {
LONG | eft;
LONG t op;
LONG ri ght;
LONG bottom
} RECT, *PRECT;
This structure can be used to control the location of awindow on a coordinate system.
It can also be used to control or specify the dimensions of awindow. To use it, specify

a natural numeric value for each of its member variables and pass its variable as the
rect argument of the Create() method. Here is an example:

RECT Rect o;
Recto. |l eft = 100;
Recto. top = 120;

Recto.right = 620;
Rect 0. bott om = 540;
Creat e(NULL, "W ndows Application", W5_OVERLAPPEDW NDOW Recto);

Besides the Win32 RECT structure, the MFC provides an alternate way to represent a
rectangle on awindow. Thisis done as follows:

Right

¥

Left
0, 0 >

EBottom

L Width !

Figure 10.9: A window isalso recognized for itswidth and its height
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Besides the left, top, right, and bottom measurements, awindow is also recognized for
its width and its height. The width is the distance from the Ieft to the right borders of a
rectangle. The height is the distance from the top to the bottom borders of a rectangle.
To recognize all these measures, the Microsoft Foundation Classes library provides a
class called CRect. This class provides various constructors for amost any way of
representing a rectangle. The CRect class provides the following constructors:

CRect () ;

CRect(int I, int t, int r, int b);
CRect (const RECT& srcRect);

CRect (LPCRECT | pSrcRect);

CRect (PO NT poi nt, SIZE size);

CRect (PO NT topLeft, PO NT bottonR ght);

The default construct is used to declare a CRect variable whose dimensions are not
known. On the other hand, if you know the left, the top, the right, and the bottom
measures of the rectangle, as seen on the RECT structure, you can use them to declare
and initialize a rectangle. In the same way, you can assigh a CRect, a RECT, a pointer
to CRect, or apointer to a RECT variable to create or initialize a CRect instance.

If you do not know or would not specify the location and dimension of a window, you
specify the value of the rect argument as rectDefault. In this case, the compiler would
use its own internal value for this argument.

Windows Parents

Many applications are made of different windows, as we will learn eventually. When
an application uses various windows, most of these windows depend on a particular
one. It could be the first window that was created or another window that you
designated. Such awindow isreferred to as the parent window. All the other windows
depend on it directly or indirectly.

If the window you are creating is dependent of another, you can specify that it has a
parent. This is done with the pParentWnd argument of the CFrameWnd::Create()
method. If the window does not have a parent, pass the argument with a NULL value.
If the window has a parent, specify its name as the pParentWnd argument.

Check Your Progress

1. WhatisMFC library?

10.3MFC FUNDAMENTALS

The classes in MFC are loosely organized into several major categories. Of these, the
two major categories are Application Architecture classes and Window Support



classes. Other categories contain classes that encapsulate a variety of system, GDI, or
miscellaneous services.

Most classes in MFC are derived from a common root, the CObject class. The
CObject class implements two important features. serialization and run-time type
information. (Note that the CObject class predates RTTI, the new C++ run-time type
information mechanism; the CObject class does not use RTTI.) However, there are
several simple support classes that are not derived from CObject.

The CObject Class and Serialization

The CObject class, the "mother of all classes' (well, amost) implements serialization
and run-time type information.

Seriadlization is the conversion of an object to and from a persistent form. Or, in
simpler terms, it means writing an object to disk or reading it from the disk or any
other forms of persistent storage.

Why is serialization necessary? Why not just write
cout << myObject;

and get it over with? For one thing, everybody knows that writing anything to disk
that involves pointers can be tricky. When you later read that disk file, chances are
that whatever your pointer pointed to has either been moved or is no longer present in
memory at all. But thisis not the end of the story.

MFC objects are not only written to disk files. Serialization is also used to place an
object on the clipboard or to prepare the object for OLE embedding.

The MFC Library uses CArchive objects for serialization. A CArchive object
represents persistent storage of some kind. When an object is about to be serialized,
CArchive cals the object's Seriaize member function, one of the overridable
functions in CObject. Thus, the underlying philosophy is that it is the object that
knows best how to prepare itself for persistent storage, while it is the CArchive object
that knows how to transfer the resulting data stream to persistent media.

But let an example do the talking. This example implements something simple, a
string class CMyString. (Note that this has nothing to do with the sophisticated MFC
CString class, the sole purpose of this exercise is to demonstrate CObject
serialization.)

CMyString has two data members; one represents the length of the string, the other is
a pointer to the string data. Unlike C strings, a CMyString can contain embedded null
characters and does not require a terminating null character. The declaration of the
CMysString class would thus look like this (only the data members and the Serialize
member function are shown):

class CWString
{
private:
WORD m nLengt h;
LPSTR m pString;
public:

virtual void Serialize(CArchive &ar);
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Why the Windows type WORD is used instead of declaring m_nLength an integer?
There is a very important reason. Windows guarantees that the WORD type will
represent a 16-bit integer on al present and future versions of Windows. This is
important when it comes to storing data on persistent storage; it ensures that data files
written under one operating system specific version of our application remain readable
under another. Had we used int instead, we would be facing the problem that an int is
a 16-bit type under Windows 3.1, a 32-bit type under Windows 95 and Windows NT,
and who knows what under future versions of Windows. Thus, data files created under
these different operating systems would be incompatible.

The Serialize member function is responsible for actually writing data to, and reading
data from, a CArchive object. However, we cannot simply just write m_nLength and
m_pString to the archive. Instead, we have to write the data m_pString points to, that
is, the string itself. When it comes to reading the data, we must first determine the
length of the string, allocate memory for it, and then read the string itself:

CWString:: Serialize(CArchive &ar)
{
if (ar.lsStoring())
{
ar << m.nlLengt h;
ar. Wite(mpString, mnLength);
}
el se
{
ar >> mnlLength;
m pString = new char[ m nLength];

ar. Read(m pString, mnLength);

}

In order for this code to compile and run correctly, it is also necessary to use a few
helper macros. For a class to be serializable, one must use the DECLARE_SERIAL
macro in the class declaration and the IMPLEMENT_SERIAL macro somewhere in
the class's implementation file. One specific feature that these macros add to aclassis
MFC run-time type information.

Why is type information necessary for successful serialization? Well, consider what
happens when data is read from persistent storage. Before reading an object, we know
nothing about it other than the fact that it is CObject derived. Run-time type
information that has been serialized together with the object helps to determine the
actual type of the object.

Once type information has been obtained, the CArchive object can create an object of
the new type and call its Serialize member function to read in object-specific data.
Without run-time type information this would not be possible.

Run-Time Type I nformation

MFC maintains run-time type information with the help of the CRuntimeClass class
and several helper macros.



The CRuntimeClass class has member variables holding the name of the class and the
size of an object belonging to that class. This information not only identifies the class
but also assistsin serialization.

Applications rarely use CRuntimeClass directly. Instead, they rely on a series of
macros that embed a CRuntimeClass object in the declaration of a CObject-derived
class, and provide an implementation.

There are three pairs of macros, summarized in the following table.

Symbolic constant Description
DECLARE DYNAMIC and Adds run-time information to the class. Enables the
IMPLEMENT_DYNAMIC use of the IsKindOf member function.
DECLARE_DYNCREATE and Renders the class dynamically creatable through
IMPLEMENT_DYNCREATE CRuntimeClass::CreateObject.
DECLARE_SERIAL and Adds serialization capability to the class; enables the
IMPLEMENT_SERIAL use of << and >> operators with a Carchive

You only need to use one set of these macros at any time. The functionality of
DECLARE_DYNCREATE/IMPLEMENT_DYNCREATE is a superset of the
functionality of DECLARE_DYNAMIC/IMPLEMENT_DYNAMIC; and the
functionality of DECLARE_SERIAL/IMPLEMENT_SERIAL is a superset of the
functionality of DECLARE_DYNAMIC/IMPLEMENT_DYNAMIC.

To use these macros, you embed the DECLARE _ macro in the declaration of your
class and you add the IMPLEMENT _ macro to your implementation file. To create a
CMyString class that is CObject-derived and supports serialization, you would
therefore declare the class as follows:

class CWString : public Cbject
{
DECLARE_SERI AL(CMySt ri ng)

b
In the implementation file, you would add the following macro (outside any member
functions):

IMPLEMENT_SERIAL(CMyString, CObject, 0)

MFC and Multiple I nheritance

A frequently asked question with respect to MFC concerns the use of the classes of
MFC with multiple inheritance. Generaly, the answer is that although using multiple
inheritance with MFC is possible, doing so is not recommended.

In particular, the CRuntimeClass class does not support multiple inheritance. As
CRuntimeClass is used by CObject for run-time class information, dynamic object
creation, and serialization, this limitation has a serious effect on any attempt to use
multiple inheritance in an MFC program.

191
Visual C++ Programming



192
Visual Programming

104 MFC CLASSHIERARCHY

MFC is a large and extensive C++ class hierarchy that makes Windows application
development significantly easier. MFC is compatible across the entire Windows
family. As each new version of Windows comes out, MFC gets modified so that old
code compiles and works under the new system. MFC also gets extended, adding new
capabilities to the hierarchy and making it easier to create complete applications.

The advantage of using MFC and C++ - as opposed to directly accessing the Windows
API from a C program-is that MFC already contains and encapsulates all the normal
"boilerplate” code that all Windows programs written in C must contain. Programs
written in MFC are therefore much smaller than equivalent C programs. On the other
hand, MFC is a fairly thin covering over the C functions, so there is little or no
performance penalty imposed by its use. It is aso easy to customize things using the
standard C calls when necessary since MFC does not modify or hide the basic
structure of a Windows program.

The best part about using MFC is that it does al of the hard work for you. The
hierarchy contains thousands and thousands of lines of correct, optimized and robust
Windows code. Many of the member functions that you call invoke code that would
have taken you weeks to write yourself. In this way MFC tremendously accelerates
your project development cycle.

MFC is fairly large. For example, Version 4.0 of the hierarchy contains something
like 200 different classes. Fortunately, you don't need to use al of them in a typical
program. In fact, it is possible to create some fairly spectacular software using only
ten or so of the different classes available in MFC. The hierarchy is broken into
several different class categories which include (but is not limited to):

e Application Architecture

e Graphical Drawing and Drawing Objects
e File Services

e Exceptions

e Structures- Lists, Arrays, Maps

e Internet Services

e OLEZ2

e Database

e Genera Purpose

Most classes in MFC derive from a base class called CObject. This class contains data
members and member functions that are common to most MFC classes. The second
thing to notice is the ssimplicity of the list. The CWinApp class is used whenever you
create an application and it is used only once in any program. The CWnd class
collects all the common features found in windows, dialog boxes, and controls. The
CFrameWnd class is derived from CWnd and implements a normal framed
application window. CDiaog handles the two normal flavors of dialogs: model ess and
modal respectively. CView is used to give a user access to a document through a
window. Finally, Windows supports six native control types:. static text, editable text,
push buttons, scroll bars, lists, and combo boxes (an extended form of list). Once you
understand this fairly small number of pieces, you are well on your way to a complete
understanding of MFC. The other classes in the MFC hierarchy implement other



features such as memory management, document control, data base support, and so
on.

To create a program in MFC, you either use its classes directly or, more commonly,
you derive new classes from the existing classes. In the derived classes you create new
member functions that allow instances of the class to behave properly in your
application. Both CHelloApp and CHelloWindow are derived from existing MFC
classes.

10.5MFC MEMBER AND GLOBAL FUNCTIONS

10.5.1 MFC Class Member Functions
e Most functions called by an app will be members of an MFC class
e Examples:

ShowWindow()--a member of CWnd class
TextOut()--a member of CDC
L cadBitmap()--a member of CBitmap

e Applications can also call API functions directly
e Use Global Scope Resolution Operator (::), for
e Example:

UpdateWindow(hwnd);

e Usually more convenient to use MFC member functions

10.5.2 MFC Global Functions
e Not members of any MFC class
e Always begin with Afx prefix (Application FrameworKS)
e Independent of or span MFC class hierarchy
e Example:
AfxMessageBox()--
M essage boxes are predefined windows
Can be activated independently from rest an application

10.5.3 Some Important Global Functions
< AfxAbort () -- uconditionally terminate an app
< AfxBeginThread( ) -- Create & run a new thread
< AfxGetApp() -- Returns a pointer to the application object
< AfxGetMainWnd( ) -- Returns a pointer to application’s main window
< AfxGetlnstanceHandlg( ) -- Returns handle to applications' s current instance
% AfxRegisterWndClass( ) -- Register a custom WNDCLASS for an MFC app
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Check Your Progress 2

Fill in the blanks:
1.  Thebasic functionality of awindow is defined in a class called
2. The classis known as the "mother of all classes".

3. MFC maintains run-time type information with the help of the

10.6 LET USSUM UP

Microsoft Visual C++ (referred to as VC++) is a software development environment
that alows a programmer to write, compile, link, execute, test, and debug C++
programs. Visual C++ is a programming environment used to create computer
applications for the Microsoft Windows family of operating systems. The MFC
library is a set of data types, functions, classes, and constants used to create
applications for the Microsoft Widows family of operating systems. The basic
functionality of a window is defined in a class called CWnd. Windows styles are
characteristics that control such features as its appearance, it borders, its minimized,
its maximized, or itsresizing state, etc. The classesin MFC are loosely organized into
several major categories. Of these, the two major categories are Application
Architecture classes and Window Support classes. Other categories contain classes
that encapsulate a variety of system, GDI, or miscellaneous services. c. Or, in simpler
terms, it means writing an object to disk or reading it from the disk or any other forms
of persistent storage. MFC is a large and extensive C++ class hierarchy that makes
Windows application development significantly easier. MFC is compatible across the
entire Windows family. As each new version of Windows comes out, MFC gets
modified so that old code compiles and works under the new system. MFC supports
property sheets through two classes. CPropertySheet and CPropertyPage. Resource is
atext file that allows the compiler to manage such objects as pictures, sounds, mouse
cursors, dialog boxes, etc. Resource files define the visual appearance of an
application. Resources include dialogs, menus, bitmaps, icons, cursors, text strings,
and several other types.

10.7 LESSON END ACTIVITY

1. Designtheform asfollows:

Solas Property Rental - Mew Prope 5[

Property #: I ak |
Property Tupe: IUﬂkﬂDWﬂ j Carcel |

Property Condition; IUﬂkann j

Bedrooms: I a

B athrooms: I 0.00

Monthly Rent: | 0.00




10.8 KEYWORDS

MFC: Microsoft Foundation Class is a library and can be used to manually develop
programs.

Microsoft Visual C++:; It is aso referred to as VC++; a software development
environment that allows a programmer to write, compile, link, execute, test, and
debug C++ programs.

CWhnd: It isaclass where the basic functionality of awindow is defined.

CFrameWnd: This is a class which actually describes a window or defines what a
window looks like.

10.9 QUESTIONS FOR DISCUSSION

1. Discussthe use of the classes of MFC with multiple inheritance.
What is the syntax of the CFrameWnd::Create() method?

How to access the frame?

How to locate things that display on the monitor screen?

SAE T <

How MFC maintains run-time type information?

Check Your Progress. Model Answers

CYP1

1. The MFC library is a set of data types, functions, classes, and constants
used to create applications for the Microsoft Widows family of operating
systems.

2. CWnd

CYP 2
1. CWnd

2. CObject
3. CRuntimeClass

10.10 SUGGESTED READINGS

Herbert Schildt, MFC Programming from the Ground up, 2™ edition, Tata McGraw
Hill.

MSDN Visual studio Library.
Mveller, Visual C++ from the Ground up, TMCH
Viktor Toth, Visual C++6 Unleashed, Second edition, Techmedia
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11.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e The concept of object properties
e Overview of MFC Library



11.21 INTRODUCTION

MFC stands for Microsoft Foundation Class library. In its core is a collection of
libraries, a set of data types, functions, classes, and constants used to create
applications for the Microsoft Windows family of operating systems. Thus it was
created by Microsoft to make writing applications for Windows easier and also for
spreading the popularity of the operating system. The basic of MFC and the Visual
C++ development environment is explained in the previous lesson. In this lesson the
MFC library will be viewed thoroughly.

11.2 VARIOUS OBJECT PROPERTIES

A Property is a piece of information that is associated with an object. Storing and
retrieving al of the properties belonging to an object through a single interface
provides a convenient and generic way to deal with any property.

Property sheets are several overlapping dialogs in one. The user selects one of the
dialogs, or property pages, by clicking on the corresponding tab in atab control.

MFC supports property sheets through two classes: CPropertySheet and
CPropertyPage. CPropertySheet corresponds to the property sheet; CPropertyPage-
derived classes correspond to the individual property pages within the property sheet.

Using a property sheet requires several steps. First, the property pages must be
constructed; next, the property sheet must be created.

The following simple example reviews this process. A new application, PRP, is used
to display a property sheet, as shown in Figure 11.1. Like our earlier application,
DLG, PRPis also astandard SDI application created by AppWizard.

Fage 1 | Page 2 I

Yaluel:

k. I Cancel i

Figure 11.1: Property Sheet

11.2.1 Constructing Property Pages

Constructing a property pageis very similar to constructing dialogs. The first step isto
construct the dialog template resource for every property page that you wish to add to
the property sheet.

There are a few special considerations when constructing a dialog template resource
for a property page object:
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The dialog's caption should be set to the text that you wish to see appear in the tab
corresponding to the dialog.

e Thediaog's style should be set to child.

e Thediaog's border style should be set to thin.
e The Titlebar style should be checked.

e The Disabled style should be checked.

Although the property pages in a property sheet will overlap, it is not necessary to
create them with the same size. The MFC Library will automatically adjust the size of
property pages to match the size of the largest property page.

In this example we construct two property pages for our application—nothing fancy,
just a simple text field in both of them. The first property page, titled "Page 1," is
shown in Figure 11.2. To insert a blank property page template similar to the one
shown here, use the IDR_PROPPAGE_SMALL subtype of the Dialog resource type
in the Insert Resource dialog. Afterwards, you can add the controls as shown.

Figure 11.2: Thefirst property page, titled " Page 1"

The identifier of the dialog template resource should be set to IDD_PAGEL; the
identifier of the edit control should be set to IDC_EDIT1. Make sure that the dialog
template's properties are set correctly. To set the dialog's caption, double click on the
dialog to invoke the Dialog Properties property sheet (Figure 11.3).

Dialog Properties x| I

ID: [IDD_PAGET =] Captior: |Page 1

el B p
Faont zize: 8 - I J

Font... | & Poz: |0 ' Pos: IEI [Elass rianie: I

Figure 11.3: Dialog Properties property sheet

Fort name:  MS Sans Serif




To set the style, border style, and titlebar setting, select the Styles tab in the property
sheet of the dialog resource (Figure 11.4).

Dialog Properties '
il ? General St_l,llesl kare Styles | Extended Stulez I

Stule: ¥ Titlebar [ Clip giblings

I':h"':I :I' ¥ Sustem menu [ Clip children

Border: I= | Winimize bow [ Horizontal scroll

IThi” :I' ™| fagimize bay [ Wertical zcral

Figure 11.4: Property page dialog resour ce styles

To set the Disabled style of the dialog resource, use the More Styles tab in the dialog
resource property sheet (Figure 11.5).

Dialog Properties I
'Wll?I General I Styles  More Styles | Extended Stulez I

[ Spstem modal [ Set foreground [~ Cortral

[ Abzolute align [T 3D-ook [ Center

[ Visible [T Mo fail create [T Center mouse
W Disabled [T Moide meszage ™ Local edit

Figure 11.5: Setting the property page dialog resour ce to Disabled

The second property page in our simple example is, for the sake of simplicity, nearly
identical to the first. In fact, you can create the dialog resource for this second
property page by simply making a copy of the first. Make sure that the identifier of the
new dialog resource is set to IDD_PAGE2 and that the identifier of the edit control
within it is IDC_EDIT2. (It would be perfectly legal to use the same identifier for
controls in separate property pages, they act and behave like separate diaogs.
Nevertheless, | prefer to use distinct identifiers; this helps reduce the possibility for
errors.)

Once both property page dialog resources have been constructed, it is time to invoke
the ClassWizard and construct classes that correspond to these property pages. To do
so, invoke the ClassWizard while the focus is on the first property page dialog
resource while it is open for editing. As with dialogs, the ClassWizard will recognize
that the dialog template has no corresponding class and offer you the opportunity to
create anew class.

In the Create New Class dialog, specify a name for the class corresponding to the
dialog template (for example, CMyPagel). More importantly, make sure that this new
class is based on CPropertyPage (and not the default CDialog). Once the correct
settings have been entered, create the class.

While in ClassWizard, you should also add a member variable that corresponds to the
edit control in the property page. Name this variable m_sEdit1.
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These steps should be repeated for the second property page. The class for this
property page should be named CMyPage2, and the member variable corresponding
to its edit control should be named m_sEdit2.

Construction of our property pages is now complete. Take a brief look at the code
generated by ClassWizard. The declaration of CMyPagel is shown in the following
listing (the declaration of CMyPage2 is virtually identical).

CWPagel decl arati on.
cl ass CWPagel : public CPropertyPage
{
DECLARE_DYNCREATE( CMyPage1l)
/'l Construction
public:
CWPagel() ;
~CWPagel() ;
/1 Dialog Data
/1 {{ AFX_DATA( CMyPage1l)
enum { 1 DD = | DD_PACEL };
CString msEdit1;
/1}} AFX_DATA
/1 Overrides
/1 ClassWzard generate virtual function overrides
/1 {{ AFX_VI RTUAL( CMyPage1)
prot ect ed:
virtual void DoDat aExchange( CDat aExchange* pDX);
/1}} AFX_VI RTUAL
/1 I nplenentation
prot ect ed:
/1 Generated nessage nmap functions
/1 {{ AFX_NMSE CMWyPagel)
/1 NOTE: the CassWzard will add menber functions here
/1}} AFX_NBG
DECLARE_MESSAGE_MAP( )

As you can see, there is very little difference between this declaration and the
ClassWizard-generated declaration of a CDialog-derived dialog class. Most
importantly, CPropertyPage-derived classes can use Dialog Data Exchange functions
just as classes derived from CDialog.

The implementation of CMyPagel member functions is aso no different from the
implementation of similar functions in a CDialog-derived class. Perhaps the one
notable difference is that this class has been declared as dynamically creatable with
the help of the DECLARE_DYNCREATE and IMPLEMENT_DYNCREATE
macros.



CMW/Pagel i npl ement ati on. 201
| MPLEVENT_DYNCREATE( CMyPagel, CPropertyPage) Object Properties
CM/Pagel: : CMyPagel() : CPropertyPage(CWPagel: : | DD)
{
/1 {{ AFX_DATA | NI T( CMyPagel)
msEditl = _T("");
/1}}YARX_DATA INIT
}
CW/Pagel: : ~CMyPagel()
{
}
voi d CWyPagel: : DoDat aExchange( CDat aExchange* pDX)
{
CPr opert yPage: : DoDat aExchange( pDX) ;
/1 {{ AFX_DATA_ MAP( CMyPagel)
DDX_Text (pDX, | DC_EDI T1, m sEdit1);
/1}} AFX_DATA MAP
}
BEG N_MESSAGE_MAP( CMW/Pagel, CPropertyPage)
[ 1 {{ AFX_MSG_MAP( CMyPagel)
/1 NOTE: the ClassWzard will add nmessage map nmacros here
/1}} AFX_MBG_ VAP
END_MESSAGE_MAP()

As its declaration, the implementation of CMyPage2 is virtually identical to that of
CMyPagel.

11.2.2 Adding a Property Sheet Object

Now that the property pages have been constructed, the one remaining task is to create
the property sheet. Again, we need to invoke the new property sheet when the user
selects a new menu command, Property Sheet, from the application's View menu. Add
this command to the menu using the resource editor, and invoke the ClassWizard to
add a corresponding member function, CMainFrame::OnViewPropertysheet, to the
CMainFrame class.

In this member function, we have to perform a series of tasks. First, a property sheet
object must be constructed. Next, the property pages must be added to it using the
AddPage member function; and finally, the property sheet must be invoked using the
DoModal member function.

The following listing contains the implementation of
CMainFrame::OnViewPropertysheet that performs all these tasks.

The CMai nFrane: : OnVi ewPr opertysheet function.
voi d CMai nFrane: : OnVi ewPr oper t ysheet ()

{
/1 TODO Add your command handl er code here
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CPropertySheet myPropSheet;
CWMyPagel nyPagel,

CMW/Page2 nyPage2;

myPagel. msEditl = "First";
nyPage2. m sEdit2 = "Second";
myPr opSheet . AddPage( &ryPagel);
nyPr opSheet . AddPage( &y Page?) ;
myPr opSheet . DoMobdal () ;

Do not forget to include the header files MyPagel.h and MyPage2.h in MainFrm.cpp;
otherwise, you will not be able to declare objects of type CMyPagel or CMyPage2
and the function in the above listing will not compile.

At thistime, the application is ready to be compiled and run.

Although in this example we made no use of the property page member variables after
the property sheet is dismissed, we could access them simply through the property
page objects myPagel and myPage?.

11.2.3 CPropertyPage Member Functions

Our simple example did not utilize many of the advanced capabilities of the
CPropertyPage class.

For example, in a more redlistic application, you may wish to override the
Cancel ToClose member function whenever a change is made to a property page. This
member function changes the OK button to Close and disables the Cancel button in
the property sheet. This function is best used after an irreversible change has been
made in a property page.

Another frequently used property page function is the SetMoadified function. This
function can be used to enable the Apply Now button in the property sheet.

Other property page overridables include OnOK (called when the OK, Apply Now, or
Close button is clicked in the property sheet), OnCancel (called when the cancel
button is clicked in the property sheet), and OnApply (caled when the Apply Now
button is clicked in the property sheet).

Property sheets can also be used to implement wizard-like behavior; that is, behavior
similar to the behavior of the ubiquitous wizards that can be found in many Microsoft
applications. Wizard mode can be enabled by calling the SetWizardMode member
function of the property sheet; in the property pages, override the OnWizardBack,
OnWizardNext, and OnWizardFinish member functions.

11.2.4 Modeless Property Sheets

Using the DoModal member function of a property sheet implies modal behavior. As
isthe case with diadogs, it is also possible to implement a model ess property sheet.

To accomplish this, it is first of al necessary to derive our own property sheet class.
This is important because at the very least, we must override its PostNcDestroy
member function to ensure that objects of this class are destroyed when the modeless
property sheet is dismissed.



The new property sheet class can be created using ClassWizard. Create a new class
derived from CPropertySheet, and name it CMySheet. While in ClassWizard, add the
PostNcDestroy member function.

The declaration of CMySheet (in the file MySheet.h), as generated by ClassWizard, is
shown in the listing below.

CWSheet decl arati on.
cl ass CMySheet : public CPropertySheet
{
DECLARE_DYNAM C( CMy Sheet )
/1 Construction
public:
CMySheet (Ul NT nl DCapti on, Cwhd* pParent Whid = NULL,
U NT i Sel ect Page = 0);
CMySheet (LPCTSTR pszCaption, Cwhd* pParent Waid = NULL,
U NT i Sel ect Page = 0);
/1 Attributes

public:
/1 Operations
public:
/1 Cverrides

/1 O assWzard generated virtual function overrides
1 {{ AFX_VI RTUAL( CMySheet )
pr ot ect ed:
virtual void PostNcDestroy();
/1}} AFX_VI RTUAL
/1 I'nplenentation
public:
virtual ~CMySheet ();
/'l Cenerated nmessage map functions
protected:
I 1 {{ AFX_MSG( CMy Sheet )
/1 NOTE - the dassWzard will add and renove nmenber
/1 functions here.
/1}} AFX_MSG
DECLARE_MESSAGE_MAP( )

}s

In the implementation file, MySheet.cpp, it is necessary to modify the PostNcDestroy
member function to destroy not only the property sheet object, but also any property
pages associated with it. The implementation of this function, together with other,
ClassWizard-supplied member function implementations for the CMySheet class, is
shown in the listing below.
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CMySheet decl arati on.

/1 CMWy Sheet
| MPLEMENT_DYNAM C( CMySheet, CPropertySheet)
CMWySheet : : CMySheet (Ul NT nl DCapti on, Cwhd* pPar ent Wd,
Ul NT i Sel ect Page)
: CPropertySheet (nl DCapti on, pParentWhd, i Sel ect Page)
{

}
CMySheet : : CMySheet (LPCTSTR pszCapti on, Cwhd* pParent Wd,

Ul NT i Sel ect Page)
: CPropertySheet (pszCaption, pParentWhd, i Sel ect Page)
{
}
CMySheet : : ~CMySheet ()
{

}
BEG N_MESSAGE_MAP( CMySheet, CPropertySheet)

/1 {{ AFX_NMSG_MAP( C\My Sheet )

/1 NOTE - the CassWzard will add and renmpove mappi ng nacros here.
/1}}AFX_NVBG_MAP

END_MESSAGE_MAP()

/1 CWySheet message handl ers

voi d CMySheet : : Post NcDest roy()

{
/1 TODO Add your specialized code here and/or call the base class
CPropertySheet :: Post NcDestroy();
for (int i =0; i < GetPageCount(); i++)
del ete Get Page(i);
delete this;
}

A modeless property sheet does not have OK, Cancel, and Apply Now buttons by
default. If any buttons are required, these must be added by hand. We are not going to
worry about these now; the modeless property sheet can still be dismissed by closing
it through its control menu.

How is the modeless property sheet invoked? Obviously, we have to modify the
OnViewPropertysheet member function in our CMainFrame class, as using DoModal
isno longer appropriate. Nor isit appropriate to create the property sheet or any of its
property pages on the stack, as we do not want them destroyed when the
OnViewPropertysheet function returns. The new OnViewPropertysheet function is
shown below.

I nvoki ng a nodel ess property sheet



voi d CMai nFrane: : OnVi ewPr oper t ysheet ()
{
/[ TODO Add your command handl er code here
CMySheet *pM/PropSheet ;
CWPagel *pMyPagel,
CWPage2 *pMyPage2;
pM/PropSheet = new CMySheet ("");
pMyPagel = new CWMyPagel;
pMyPage2 = new CMWyPage2;
pMyPagel->m sEditl = "First";
pMyPage2->m sEdit2 = "Second";
pM/Pr opSheet - >AddPage( pMyPagel) ;
pMyPr opSheet - >AddPage( pMyPage?) ;
pM/PropSheet - >Creat e() ;
}

In order for CMainFrame::OnViewPropertysheet to compile in its new form, it is
necessary to add the include file MySheet.h to MainFrm.cpp; otherwise, the attempt to
declare an object of type CMySheet will fail.

Check Your Progress

Fill in the blanks:
1 member function changes the OK button to Close and
disables the Cancel button in the property sheet.

2. A property sheet does not have OK, Cancel, and Apply
Now buttons by default.

11.3MFC LIBRARY

The Microsoft Foundation Class Library (also Microsoft Foundation Classes or MFC)
is a library that wraps portions of the Windows APl in C++ classes, including
functionality that enables them to use a default application framework. Classes are
defined for many of the handle-managed Windows objects and also for predefined
windows and common controls.

The following classes are included in the MFC Library.

11.3.1 CObject

CObject is the root base class for most of the Microsoft Foundation Class Library
(MFC). It serves as the root not only for library classes such as CFile and CObList,
but also for the classes that you write. The CObject class contains many useful
features that you may want to incorporate into your own program objects, including
serialization support, run-time class information, and object diagnostic outpuit.

CObject provides basic services, including
e Seridlization support

e Run-time class information
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e Object diagnostic output
e Compatibility with collection classes

Note that CObject does not support multiple inheritance. Your derived classes can
have only one CObject base class, and that CObject must be leftmost in the hierarchy.
It is permissible, however, to have structures and non-CObject-derived classes in
right-hand multiple-inheritance branches.

You will redize major benefits from CObject derivation if you use some of the
optional macros in your class implementation and declarations.

The first-level macros, DECLARE_DYNAMIC and IMPLEMENT_DYNAMIC,
permit run-time access to the class name and its position in the hierarchy. This, in
turn, allows meaningful diagnostic dumping.

The second-level macros, DECLARE_SERIAL and IMPLEMENT_SERIAL, include
al the functionality of the first-level macros, and they enable an object to be
"serialized" to and from an "archive."

11.3.2 CArchive

CArchive Class allows you to save a complex network of objects in a permanent
binary form (usually disk storage) that persists after those objects are del eted.

CArchive does not have a base class. Later you can load the objects from persistent
storage, reconstituting them in memory. This process of making data persistent is
caled "serialization.”

You can think of an archive object as a kind of binary stream. Like an input/output
stream, an archive is associated with a file and permits the buffered writing and
reading of data to and from storage. An input/output stream processes sequences of
ASCIl characters, but an archive processes binary object data in an efficient,
nonredundant format.

Y ou must create a CFile object before you can create a CArchive object. In addition,
you must ensure that the archive's load/store status is compatible with the file's open
mode. Y ou are limited to one active archive per file.

When you construct a CArchive object, you attach it to an object of class CFile (or a
derived class) that represents an open file. You aso specify whether the archive will
be used for loading or storing. A CArchive object can process not only primitive types
but also objects of CObject-derived classes designed for seriaization. A serializable
class usuadly has a Seridize member function, and it usually uses the
DECLARE_SERIAL and IMPLEMENT_SERIAL macros, as described under class
CObject.

The overloaded extraction (>>) and insertion (<<) operators are convenient archive
programming interfaces that support both primitive types and CObject-derived
classes.

CArchive adso supports programming with the MFC Windows Sockets classes
CSocket and CSocketFile. The IsBufferEmpty member function supports that usage.

11.3.3 CWinApp

The main application class in MFC encapsulates the initiaization, running, and
termination of an application for the Windows operating system. An application built
on the framework must have one and only one object of a class derived from
CWinApp. This object is constructed before windows are created.



CWinApp is derived from CWinThread, which represents the main thread of
execution for your application, which might have one or more threads. In recent
versions of MFC, the InitInstance, Run, Exitlnstance, and Onldle member functions
are actually in class CWinThread. These functions are discussed here as if they were
CWinApp members instead, because the discussion concerns the object's role as
application object rather than as primary thread.

Like any program for the Windows operating system, your framework application has
a WinMain function. In a framework application, however, you do not write
WinMain. It is supplied by the class library and is called when the application starts
up. WinMain performs standard services such as registering window classes. It then
calls member functions of the application object to initialize and run the application.
(You can customize WinMain by overriding the CWinApp member functions that
WinMain calls.)

To initialize the application, WinMain calls your application object's InitApplication
and InitInstance member functions. To run the application's message loop, WinMain
cals the Run member function. On termination, WinMain calls the application
object's Exitlnstance member function.

11.3.4 CWnd

CWnd Class provides the base functionality of all window classes in the Microsoft
Foundation Class Library.

A CWnd object is distinct from a Windows window, but the two are tightly linked. A
CWnd object is created or destroyed by the CWnd constructor and destructor. The
Windows window, on the other hand, is a data structure internal to Windows that is
created by a Create member function and destroyed by the CWnd virtual destructor.
The DestroyWindow function destroys the Windows window without destroying the
object.

The CWnd class and the message-map mechanism hide the WndProc function.
Incoming Windows notification messages are automatically routed through the
message map to the proper OnMessage CWnd member functions. You override an
OnMessage member function to handle a member's particular message in your derived
classes.

The CWnd class also lets you create a Windows child window for your application.
Derive a class from CWnd, then add member variables to the derived class to store
data specific to your application. Implement message-handler member functions and a
message map in the derived class to specify what happens when messages are directed
to the window.

Y ou create a child window in two steps. First, call the constructor CWnd to construct
the CWnd object, then call the Create member function to create the child window and
attach it to the CWnd object.

When the user terminates your child window, destroy the CWnd object, or cal the
DestroyWindow member function to remove the window and destroy its data
structures.

Within the Microsoft Foundation Class Library, further classes are derived from
CWnd to provide specific window types. Many of these classes, including
CFrameWnd, CMDIFramewWnd, CMDIChildWwnd, CView, and CDialog, are designed
for further derivation. The control classes derived from CWnd, such as CButton, can
be used directly or can be used for further derivation of classes.
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11.3.5CFile

CFileisthe base class for Microsoft Foundation Class file classes. It directly provides
unbuffered, binary disk input/output services, and it indirectly supports text files and
memory files through its derived classes. CFile works in conjunction with the
CArchive class to support serialization of Microsoft Foundation Class objects.

The hierarchical relationship between this class and its derived classes allows your
program to operate on al file objects through the polymorphic CFile interface. A
memory file, for example, behaveslike adisk file.

Use CFile and its derived classes for general-purpose disk 1/0. Use ofstream or other
Microsoft iostream classes for formatted text sent to adisk file.

Normally, a disk file is opened automatically on CFile construction and closed on
destruction. Static member functions permit you to interrogate a file's status without
opening thefile.

11.3.6 CGDIObject

The CGdiObject class provides generic support for GDI objects in the form of a series
of member functions. The Attach and Detach member functions can be used to attach
a CGdiObject-derived MFC abject to a GDI object or detach it from the GDI object.
The handle of the object, stored in the m_hObject member variable, can be retrieved
through the "safe" function GetSafeHandle. (This function can also be used with null
CGdiObject pointers.) A pointer to a CGdiObject that corresponds to a Windows GDI
object handle can be obtained by calling the static member function FromHandle. To
obtain a GDI object's type, use the GetObjectType member function.

The CreateStockObject member function can be used to crate a stock pen, brush, font,
or palette. Note that this function should be called with a CGdiObject-derived object
that is of the appropriate class (CPen, CBrush, CFont, or CPalette).

The UnrealizeObject member function can be used to reset the origin of a brush or
reset a palette. Do not use this member function for objects of any other type.

The DeleteObject member function deletes the GDI object that the CGdiObject-
derived MFC object is attached to. The DeleteTempMap function, called usually from
the idle-time handler of your application's CWinApp object, is used to delete any
temporary CGdiObject objects that were created by the FromHandle member
function.

11.3.7 CExcept

CException is the base class for all exceptions in the Microsoft Foundation Class
Library. The derived classes and their descriptions are listed below:

CMemoryException Out-of-memory exception

CNotSupportedException Request for an unsupported operation

CArchiveException Archive-specific exception

CFileException File-specific exception

CResourceException Windows resource not found or not createable

COleException OLE exception

CDBEXxception Database exception (that is, exception
conditions arising for MFC database classes
based on Open Database Connectivity)

COleDispatchException OLE dispatch (automation) exception

Contd...



CUserException Exception that indicates that a resource could
not be found

CDaoException Data access object exception (that is, exception
conditions arising for DAO classes)

ClnternetException Internet  exception (that is, exception
conditions arising for Internet classes).

These exceptions are intended to be used with the THROW, THROW_LAST, TRY,
CATCH, AND_CATCH, and END_CATCH macros.

To catch a specific exception, use the appropriate derived class. To catch al types of
exceptions, use CException, and then use CObject::I1sKindOf to differentiate among
CException-derived classes. Note that CObject::1sKindOf works only for classes
declared with the IMPLEMENT_DYNAMIC macro, in order to take advantage of
dynamic type checking. Any CException-derived class that you create should use the
IMPLEMENT_DYNAMIC macro, too.

You can report details about exceptions to the user by calling GetErrorMessage or
ReportError, two member functions that work with any of CException's derived
classes.

If an exception is caught by one of the macros, the CException object is deleted
automatically; do not delete it yourself. If an exception is caught by using a catch
keyword, it is not automatically deleted.

CException is an abstract base class. Y ou cannot create CException objects; you must
create objects of derived classes. If you need to create your own CException type, use
one of the derived classes listed above as a model. Make sure that your derived class
also usesIMPLEMENT_DYNAMIC.

11.3.8 CDialog

CDialog Class is the base class used for displaying dialog boxes on the screen. Dialog
boxes are of two types: modal and modeless. A modal dialog box must be closed by
the user before the application continues. A modeless dialog box alows the user to
display the dialog box and return to another task without canceling or removing the
dialog box.

A CDiaog object is a combination of a dialog template and a CDialog-derived class.
Use the dialog editor to create the dialog template and store it in a resource, then use
the Add Class wizard to create a class derived from CDialog.

A dialog box, like any other window, receives messages from Windows. In a dialog
box, you are particularly interested in handling notification messages from the dialog
box's controls since that is how the user interacts with your dialog box. Use the
Properties window to select which messages you wish to handle and it will add the
appropriate message-map entries and message-handler member functions to the class
for you. You only need to write application-specific code in the handler member
functions.

If you prefer, you can always write message-map entries and member functions
manually.

In al but the most trivial dialog box, you add member variables to your derived dialog
class to store data entered in the dialog box's controls by the user or to display data for
the user. You can use the Add Variable wizard to create member variables and
associate them with controls. At the same time, you choose a variable type and
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permissible range of values for each variable. The code wizard adds the member
variables to your derived dialog class.

A data map is generated to automatically handle the exchange of data between the
member variables and the dialog box's controls. The data map provides functions that
initialize the controls in the dialog box with the proper values, retrieve the data, and
validate the data.

To create a modal dialog box, construct an object on the stack using the constructor
for your derived dialog class and then call DoModal to create the dialog window and
its controls. If you wish to create a modeless dialog, call Create in the constructor of
your dialog class.

Y ou can aso create atemplate in memory by using aDLGTEMPLATE data structure
as described in the Platform SDK. After you construct a CDialog object, call
Createlndirect to create a modeless dialog box, or call InitModallndirect and
DoModal to create a modal dialog box.

The exchange and vaidation data map is written in an override of
CWnd::DoDataExchange that is added to your new dialog class.

Both the programmer and the framework call DoDataExchange indirectly through a
call to CWnd::UpdateData.

The framework calls UpdateData when the user clicks the OK button to close a modal
dialog box. (The data is not retrieved if the Cancel button is clicked.) The default
implementation of OnlnitDialog aso calls UpdateData to set the initial values of the
controls. You typically overide OninitDialog to further initialize controls.
OninitDialog is called after all the dialog controls are created and just before the
dialog box is displayed.

You can cal CWnd::UpdateData at any time during the execution of a modal or
model ess dialog box.

If you develop a dialog box by hand, you add the necessary member variables to the
derived dialog-box class yourself, and you add member functions to set or get these
values.

A modal dialog box closes automatically when the user presses the OK or Cancel
buttons or when your code calls the EndDialog member function.

When you implement a modeless dialog box, always override the OnCancel member
function and call DestroyWindow from within it. Don't cal the base class
CDiaog::OnCancel, because it calls EndDialog, which will make the dialog box
invisible but will not destroy it. Y ou should aso override PostNcDestroy for modeless
dialog boxes in order to delete this, since modeless dialog boxes are usually allocated
with new. Modal dialog boxes are usually constructed on the frame and do not need
PostNcDestroy cleanup.

11.3.9CString

CsString does not have a base class. A CString aobject consists of a variable-length
sequence of characters. CString provides functions and operators using a Syntax
similar to that of Basic. Concatenation and comparison operators, together with
simplified memory management, make CString objects easier to use than ordinary
character arrays.

CString is based on the TCHAR data type. If the symbol _UNICODE is defined for
your program, TCHAR is defined as type wchar_t, a 16-bit character type; otherwise,



it is defined as char, the normal 8-bit character type. Under Unicode, then, CString
objects are composed of 16-bit characters. Without Unicode, they are composed of
8-hit char type.

When not using _UNICODE, CString is enabled for multibyte character sets (MBCS,
also known as double-byte character sets, DBCS). Note that for MBCS strings,
CString still counts, returns, and manipulates strings based on 8-bit characters, and
your application must interpret MBCS lead and trail bytesitself.

e CString objects also have the following characteristics:
e CString objects can grow as aresult of concatenation operations.

e CString objects follow “value semantics.” Think of a CString object as an actual
string, not as a pointer to a string.

e You can freely substitute CString objects for const char* and LPCTSTR function
arguments.

e A conversion operator gives direct access to the string’s characters as a read-only
array of characters (a C-style string).

Where possible, allocate CString objects on the frame rather than on the heap. This
saves memory and simplifies parameter passing.

CString assists you in conserving memory space by allowing two strings sharing the
same value also to share the same buffer space. However, if you attempt to change
the contents of the buffer directly (not using MFC), you can ater both strings
unintentionally. CString provides two member functions, CString::LockBuffer and
Cstring::UnlockBuffer, to help you protect your data.  When you call LockBuffer,
you create a copy of a string, then set the reference count to -1, which "locks" the
buffer. While the buffer is locked, no other string can reference the datain that string,
and the locked string will not reference another string. By locking the string in the
buffer, you ensure that the string’ s exclusive hold on the data will remain intact. When
you have finished with the data, call UnlockBuffer to reset the reference count to 1.

11.3.10 CEdit

CEdit Class provides the functionality of a Windows edit control. An edit control is a
rectangular child window in which the user can enter text.

Y ou can create an edit control either from a dialog template or directly in your code.
In both cases, first call the constructor CEdit to construct the CEdit object, then call
the Create member function to create the Windows edit control and attach it to the
CEdit object.

Construction can be a one-step process in a class derived from CEdit. Write a
constructor for the derived class and call Create from within the constructor.

CEdit inherits significant functionality from CWnd. To set and retrieve text from a
CEdit object, use the CWnd member functions SetWindowText and GetWindowText,
which set or get the entire contents of an edit control, even if it is a multiline control.
Text linesin a multiline control are separated by \r\n' character sequences. Also, if an
edit control is multiline, get and set part of the control's text by calling the CEdit
member functions GetLine, SetSel, GetSel, and ReplaceSel.

If you want to handle Windows notification messages sent by an edit control to its
parent (usually a class derived from CDiaog), add a message-map entry and message-
handler member function to the parent class for each message.
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Each message-map entry takes the following form:
ON_Notification( id, memberFxn)

where id specifies the child window ID of the edit control sending the notification,
and memberFxn is the name of the parent member function you have written to handle
the notification.

The parent's function prototype is as follows:
afx_msg void memberFxn( );

Following is a list of potential message-map entries and a description of the cases in
which they would be sent to the parent:

ON_EN_CHANGE The user has taken an action that may have altered text in an edit
control. Unlike the EN_UPDATE notification message, this notification message is
sent after Windows updates the display.

ON_EN_ERRSPACE The edit control cannot allocate enough memory to meet a
specific request.

ON_EN_HSCROLL The user clicks an edit control's horizontal scroll bar. The
parent window is notified before the screen is updated.

ON_EN _KILLFOCUS The edit control loses the input focus.

ON_EN_MAXTEXT The current insertion has exceeded the specified number of
characters for the edit control and has been truncated. Also sent when an edit control
does not have the ES AUTOHSCROLL style and the number of characters to be
inserted would exceed the width of the edit control. Also sent when an edit control
does not have the ES AUTOVSCROLL style and the total number of lines resulting
from atext insertion would exceed the height of the edit control.

ON_EN_SETFOCUS Sent when an edit control receives the input focus.

ON_EN_UPDATE The edit control is about to display altered text. Sent after the
control has formatted the text but before it screens the text so that the window size can
be altered, if necessary.

ON_EN_VSCROLL The user clicks an edit control's vertical scroll bar. The parent
window is notified before the screen is updated.

If you create a CEdit object within a dialog box, the CEdit object is automatically
destroyed when the user closes the dialog box.

If you create a CEdit object from a dialog resource using the dialog editor, the CEdit
object is automatically destroyed when the user closes the dialog box.

If you create a CEdit object within a window, you may aso need to destroy it. If you
create the CEdit object on the stack, it is destroyed automatically. If you create the
CEdit object on the heap by using the new function, you must call delete on the object
to destroy it when the user terminates the Windows edit control. If you allocate any
memory in the CEdit object, override the CEdit destructor to dispose of the
allocations.

To modify certain stylesin an edit control (such as ES READONLY) you must send
specific messages to the control instead of using ModifyStyle.



11.3.11 CList

CList Class supports ordered lists of non-unique objects accessible sequentially or by
value. CList lists behave like doubly-linked lists.

A variable of type POSITION is akey for the list. You can use a POSITION variable
as an iterator to traverse a list sequentially and as a bookmark to hold a place. A
position is not the same as an index, however.

Element insertion is very fast at the list head, at the tail, and at a known POSITION. A
sequential search is necessary to look up an element by value or index. This search
can be dow if thelist islong.

If you need a dump of individua elements in the list, you must set the depth of the
dump context to 1 or greater.

Certain member functions of this class cal global helper functions that must be
customized for most uses of the CList class.

Check Your Progress 2

Fill in the blanks:

1. MFC supports property sheets through two classes and

2. Using the member function of a property sheet implies modal
behavior.

3. Class supports ordered lists of non-unique objects accessible

sequentially or by value.

11.4ALET USSUM UP

The new property sheet class can be created using ClassWizard. On termination,
WinMain calls the application object's Exitlnstance member function. CWnd Class
provides the base functionality of all window classes in the Microsoft Foundation
Class Library. The DestroyWindow function destroys the Windows window without
destroying the object. CFile is the base class for Microsoft Foundation Class file
classes. You cannot create CException objects;, you must create objects of derived
classes. CDialog Class is the base class used for displaying dialog boxes on the
screen. A CDialog object is a combination of a dialog template and a CDial og-derived
class. The code wizard adds the member variables to your derived dialog class. If you
wish to create a modeless dialog, call Create in the constructor of your dialog class.

11.5LESSON END ACTIVITY

1. Designthe dialog box as shown on next page.
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11.6 KEYWORDS

Property: It isapiece of information that is associated with an object.
Property Sheet: It isacollection of several overlapping dialogsin one.

Microsoft Foundation Class Library: It is also known as Microsoft Foundation
Classes or MFC; a library that wraps portions of the Windows APl in C++ classes,
including functionality that enables them to use a default application framework.

CObject: It is the root base class for most of the Microsoft Foundation Class Library
(MFC).

Serialization: It isthe conversion of an object to and from a persistent form.

11.7 QUESTIONS FOR DISCUSSION

1. Discussthe use of the classes of MFC with multiple inheritance.
How to create property page?

Why CException is known as an abstract base class?

What is CObject? What are the basic services provided by it?

o~ WD

Write short note on
a) CObject
b) CString
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Check Your Progress. Model Answers Object Properties

CYP1
1. CancelToClose
2. modeless

CYP 2

1. CPropertySheet and CPropertyPage
2. DoModal

3. CList
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12.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e Overview of resourcefiles

e Brief ideaabout Message Maps

e Concept of SDI and MDI



12.1 INTRODUCTION

MFC makes it easy to work with both single-document interface (SDI) and multiple-
document interface (MDI) applications. SDI applications allow only one open
document frame window at a time. For instance, the program notepad.exe is a SDI
application. Netscape is aso an SDI application. MDI applications allow multiple
document frame windows to be open in the same instance of an application. An MDI
application has a window within which multiple MDI child windows, which are frame
windows themselves, can be opened, each containing a separate document. Word for
Windows and the VC++ devel oper studio are MDI applications. In these you can have
several documents opened at once. This is particularly useful when you want to cut
and paste between documents. In some applications, the child windows can be of
different types, such as chart windows and spreadsheet windows. In that case, the
menu bar can change as MDI child windows of different types are activated. A
graphing application comes to mind where in one window you have a spreadsheet-like
data list, and in another window you have a plot of the data. For small applications, a
SDI application will usually be al you need. After you master it, the jump to MDI isa
snap. Let's go over the document view architecture.

12.2 RESOURCES

Resource is a text file that allows the compiler to manage such objects as pictures,
sounds, mouse cursors, dialog boxes, etc. Resource files define the visua appearance
of an application. Resources include dialogs, menus, bitmaps, icons, cursors, text
strings, and several other types. Microsoft Visual C++ makes creating a resource file
particularly easy by providing the necessary tools in the same environment used to
program, meaning you usually do not have to use an external application to create or
configure thisfile.

Although an application can use various resources that behave independently of each
other, these resources are grouped into a text file that has the .rc extension. You can
create this file manually and fill out all necessary parts but it is advantageous to let
Visual C++ created it for you. To do this, you add or create one resource a a time
when designing it. After saving aresource, it is automatically added to the .rc file. To
make your resource recoghizable to the other files of the program, you must also
create a header file usually called resource.h. This header file must provide a constant
integer that identifies each resource and makes it available to any part that needs it.
This also means that most, if not all, of your resources will be represented by an
identifier.

An identifier is a constant integer whose name usualy starts with ID. Although in
Win32 programming you usually can use the name of a resource as a string, in MFC
applications, resources are usually referred to by their identifier. To make an identifier
name (considered a string) recognizable to an MFC (or Win32) function, you use a
macro called MAKEINTERESOURCE. Its syntax is:

LPTSTR MAKEINTRESOURCE(WORD |Dentifier);

This macro takes the identifier of the resource and returns a string that is given to the
function that called it.

In the strict sense, after creating the resource file, it must be compiled to create a new
file that has the extension .res. Fortunately, Visua C++ automatically compiles the
file and linksit to the application so that your efforts are reduced.
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12.2.1 Menus

Menu statements in the resource script can be used to specify menu bars or popup
menus. Menu statements contain one or more menu definition statements enclosed
between a BEGIN-END keyword pair. Consider the following example:

M/Menu MENU
BEG N
POPUP " é&Fi | e"
BEG N
MENUI TEM "&NewA t Ctr | +N', | D_FI LE_NEW
MENUI TEM SEPARATOR
MENUI TEM "E&xi t", ID FILE EXIT
END
POPUP " &Edi t "
BEG N
MENUI TEM "Cu&t \t Ctrl +X", 1D EDI T_CUT
MENUI TEM " &Copy\t Ctr| +C', | D_EDI T_COPY
MENUI TEM " &Past e\t Ctrl +V", | D_EDI T_PASTE
END

POPUP " &Hel p"
BEG N
MENUl TEM " &About ", | D_HELP_ABOUT
END
END

The identifiers (for example., ID_FILE_NEW) in this example are assumed to be
defined elsewhere and refer to numeric values.

A menu definition statement can specify a menu item or a submenu. To define amenu
item, use the MENUITEM keyword. This is followed either by the text of the menu
item and the menu identifier or by the SEPARATOR keyword; the latter specifies a
separator that is a vertical line for menu bars or a horizontal line for popup (sub)
menus.

A menu item's identifier may be followed by a list of options. Options are separated
by commas or spaces and include the following keywords: CHECKED, GRAY ED,
HELP, INACTIVE, MENUBARBREAK, MENUBREAK.

To specify a submenu, use the POPUP keyword. The POPUP keyword is followed by
the title of the submenu, and a set of menu items enclosed between a BEGIN-END
keyword pair. A submenu may contain nested submenus.

12.2.2 Accelerators

Accelerators are keystrokes that represent shortcuts to specific tasks. For example,
when you use Ctrl+C to copy an item to the clipboard, you are using an accelerator.
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Consider the following example:

MyAcc ACCELERATOR

BEG N
"C', | D_EDIT_COPY, VIRTKEY, CONTRCL, NO NVERT
"V', | D_EDI T_PASTE, VIRTKEY, CONTROL, NO NVERT
"X"', ID_EDIT_CUT, VIRTKEY, CONTRCL, NO NVERT

END

This example assumes that the symbolic constants |D_EDIT_COPY,
ID_EDIT_PASTE, and ID_EDIT_CUT are defined elsewhere (in a header file) and
refer to numeric identifiers.

Accelerators are interpreted when an application calls the TrandateAccelerator
function after retrieving a message through GetMessage (or PeekMessage).
TranslateAccelerator translates WM_KEYDOWN (or WM_SY SKEYDOWN)
messages into WM_COMMAND (or WM_SYSCOMMAND) messages. The
identifiers that follow accelerator keys in an accelerator statement will become the
command identifiersin the WM_COMMAND messages.

12.2.3 Dialog

Together with menu statements, dialog statements define what are perhaps the most
visible parts of a typical application. A dialog statement defines the layout and
appearance of a dialog box.

The statement consists of several lines. The first line contains an identifier, the
DIALOG keyword, and four numeric parameters that define the position of the
dialog's upper-left corner and the size of the dialog box.

All size and position information in a dialog statement is measured in dialog units.
Dialog units are derived from the size of the font specified for the dialog. Dialog base
units represent the average height and width of a character in the selected font. Four
horizontal dialog units amount to one horizontal dialog base unit; eight vertical dialog
units amount to one vertical dialog base unit.

For dialogs that use the system font, applications can obtain the size of dialog base
units, in pixels, by caling GetDialogBaseUnits. For dialogs using other fonts, it may
be necessary to explicitly calculate the average size of characters to obtain the dialog
base units.

Once the dialog base units are known, applications can convert between dialog units
and pixels using the following formulae;

pi xel X = (di al ogunit X * baseunitX) / 4

pi xel Y = (dialogunitY * baseunityY) / 8

di al ogunit X = (pixel X * 4) / baseunitX

di al ogunityY = (pixelY * 8) / baseunityY

Following the line containing the DIALOG keyword, a dialog statement may contain

several optional instructions. These may include commonly used optional instructions
or dialog-specific optional instructions.
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The CAPTION optional instruction is followed by a string specifying the title of the
dialog box. The default is a dialog with no title.

The STYLE optiona instruction specifies the style of the dialog. Style values are
usually predefined in the header file windows.h. Several values can be combined
using the logical or (]) operator. The default style for dialogs containing no STYLE
instructionisWS_POPUP | WS_BORDER | WS_SYSMENU.

The EXSTYLE optiona instruction is similar to STYLE and specifies extended
styles.

The CLASS optional instruction can be used to specify a special window class for a
dialog. Using the CLASS instruction should be used sparingly, as it redefines the
behavior of the dialog.

The FONT statement specifies the font to be used in the dialog. The default is the
system font.

The MENU statement identifies the menu resource that defines the menu of the dialog
box. In the absence of this statement, the dialog box will be created without a menu
bar.

Enclosed between the BEGIN-END keyword pair is a series of control statements
specifying the controls within the dialog. There are severa types of control
statements. Each control statement contains the control type, control text, a control
identifier (text or integer), control position, and control style and extended style
parameters:

CONTROL-STATEMENT control-text, identifier, x, y, width, height [, style [,
extended-styl€]]

An edit control is defined by the EDITTEXT control statement.

A dtatic control is defined by the LTEXT, CTEXT, RTEXT, or ICON control
statement. The first three of these control statements define a left-aligned, centered, or
right-aligned static control, respectively. The last specifies a static control with the
SS ICON style.

A button control is defined by one of the following keywords: AUTO3STATE,
AUTOCHECKBOX, AUTORADIOBUTTON, CHECKBOX, DEFPUSHBUTTON,
GROUPBOX, PUSHBOX, PUSHBUTTON, RADIOBUTTON, STATE3,
USERBUTTON.

The COMBOBOX control statement defines a combo box control.
The LISTBOX control statement can be used to specify alist box.
The SCROLLBAR control statement defines, what else? A scrollbar.

The CONTROL control statement can be used to define a generic control. The syntax
of this statement is somewhat different from the syntax used for other control
statements:

CONTROL control-text, identifier, class-name, X, y, width, height [, extended-style]

The class-name parameter specifies the window class for the control. This can be one
of the Windows control classes. Thus, the CONTROL statement can be used as an
aternative syntax for al the other control statements.

A variant of the DIALOG statement is the DIALOGEX statement. It extends the
syntax of the DIALOG statement in the following ways.



e Help identifiers can be specified for the dialog itself aswell as any controls within
it.
e Font weight and italic settings can be put in the FONT instruction.

e Control-specific data can be added to control statements (enclosed by the BEGIN-
END keyword pair).

e Thekeywords BEDIT, HEDIT, and IEDIT can be used for pen controls.

12.2.4 | con

Anicon is a small picture used on a window. It is used in two main scenarios. On a
window's frame, it display on the left side of the window name on the title bar. In
Windows Explorer, on the Desktop, in My Computer, or in the Control Panel
windows, an icon is used to represent an application:

On awindow, the icon is a 16x16 pixels size of picture to accommodate the standard
height of the title bar. In window displays such as Windows Explorer or My
Compurter, the applications can be represented as tiles or as a list. Each display uses a
different size of icon. Therefore, an icon is created in two sizes that share the same
name but the operating system can manage that concept. This means that you will
sometimes create two designs for oneicon, a 16x16 pixel and a 32x32 pixel.

An icon is a graphical object made of two categories of colors. One category
represents the artistic side of the design. The other is the color that would be used as
background so that if the icon is positioned on top of another picture, the background
color would be used as the transparent color to show the sections that are not strictly
part of the icon. In redlity, Microsoft Windows imposes the color that is used as
background on an icon.

The icon statement specifies a binary icon file (edited by an icon editor) that defines
an icon resource. For example:

Mylcon ICON myicon.ico
12.2.5 Bitmaps

A bitmap resource is a bitmap image file (.bmp) stored within a resource file. Each
bitmap resource is identified by a unique index or resource ID. Bitmaps are extracted
from a resource file at run-time using the LoadResPicture function, which takes the
index and the format (0 or vbResBitmap) as arguments.

Bitmap resources provide a convenient way to store multiple images for an
application while keeping the source files hidden from the user. You can use the
Windows Paint application to edit or create bitmap files.

The BITMAP statement specifies a bitmap file (edited separately with a bitmap
editor) that is to define a bitmap resource. For example:

MyBitmap BITMAP mybitmap.bmp
12.2.6 Versions

The version information resource can be used to identify the version of a binary file
(typically, an executable or library file). Version information is used by File
Installation Library functions.

The version information resource statement contains several version statements that
identify the version number of the file and the product, provide additional version
information, and specify the language and the target operating system.
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Check Your Progress

1. What isresource?

12.3 MESSAGE MAPS

Some of your applications will be made of various objects. Most of the time, more
than one application is running on the computer. These two scenarios mean that the
operating system is constantly asked to perform some assignments. Because there can
be so many requests presented unpredictably, the operating system leaves it up to the
objects to specify what they want, when they want it, and what behavior or result they
expect.

The Microsoft Windows operating system cannot predict what kinds of requests one
object would need to be taken care of and what type of assignment another object
would need. To manage all these assignments and requests, the objects send messages,
one message at atime, to the operating system. For this reason, Microsoft Windows is
said to be a message-driven operating system.

The messages are divided in various categories but as mentioned already, each object
has the responsibility to decide what message to send and when. Therefore, most of
the messages we will review here are part of a window frame. Others will be
addressed when necessary.

Once a control has composed a message, it must send it to the right target which could
be the operating system. In order to send a message, a control must create an event. It
is also said to fire an event. To make a distinction between the two, a message's name
usualy starts with WM__ which stands for Window Message. The name of an event
usualy starts with On which indicates an action. Remember, the message is what
needs to be sent. The event is the action of sending the message.

For the compiler to manage messages, they should be included in the class definition.
The list of messages starts on a section driven by, but that ends with, the
DECLARE_MESSAGE_MAP macro. The section can be created as follows:

#i ncl ude <af xwi n. h>
cl ass CSinpl eFrame : public CFrameWd
{
public:
CSi mpl eFrane();
DECLARE_MESSAGE_MAP()



The DECLARE_MESSAGE_MAP macro should be provided at the end of the class
definition. The actual messages (as we will review them shortly) should be listed just
above the DECLARE_MESSAGE_MAP line. This is mostly a suggestion. In some
circumstances, and for any reason, you may want, or have, to provide one message or
afew messages under the DECLARE_MESSAGE _MAP ine.

To implement the messages, you should/must create a table of messages that your
program is using. This table uses two delimiting macros. It starts with a
BEGIN_MESSAGE_MAP and ends with an END_MESSAGE_MAP macros. The
BEGIN_MESSAGE_MAP macro takes two arguments, the name of your class and
the MFC class you derived your class from. An example would be:

BEGIN_MESSAGE_MAP(CSimpleFrame, CFrameWnd)

Like the DECLARE_MESSAGE_MAP macro, END_MESSAGE _MAP takes no
argument. Its job is simply to specify the end of the list of messages. The table of
messages can be created as follows:

#i ncl ude <af xwi n. h>

#i ncl ude "resource. h”

cl ass CMai nFrame : public CFraneWd

{

public:
CMai nFranme ();
DECLARE_MESSAGE_MAP()

b

CMai nFr ame: : CVai nFrane()

{
LoadFr ane( | DR_MAI NFRAME) ;

}

cl ass CMai nApp: public CW nApp

{

public:
BOCL | nitlnstance();

s

BEG N_MESSAGE_MAP( CMai nFrame, CFr ameWd)

END_MESSAGE _NMAP()

BOCOL CMai nApp: : I nitlnstance()

{
m pMai nWhd = new CMai nFrane ;
m_pMai nWhd- >ShowW ndow( SW_SHOW ;
m_pMai nWhd- >Updat eW ndow( ) ;
return TRUE;

}

CMai nApp t heApp;
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There various categories of messages the operating system receives. Some of them
come from the keyboard, some from the mouse, and some others from various other
origins. For example, some messages are sent by the application itself while some
other messages are controlled by the operating.

124 DOCUMENT/VIEW ARCHITECTURE

The Document/View architecture is the foundation used to create applications based
on the Microsoft Foundation Classes library. It alows you to make distinct the
different parts that compose a computer program including what the user sees as part
of your application and the document a user would work on. This is done through a
combination of separate classes that work as an ensemble.

The parts that compose the Document/View architecture are a frame, one or more
documents, and the view. Put together, these entities make up a usable application.

12.4.1 TheView

A view is the platform the user is working on to do his or her job. For example, while
performing word processing, the user works on a series of words that compose the
text. If auser is performing calculations on a spreadsheet application, the interface the
user isviewing is made of small boxes called cells. Another user may be in front of a
graphic document while drawing lines and other geometric figures. The thing the user
isstarring at and performing changesis called aview. The view a so allows the user to
print a document.

To let the user do anything on an application, you must provide a view, which is an
object based on the CView class. You can either directly use one of the classes
derived from CView or you can derive your own custom class from CView or one of
its child classes.

12.4.2 The Document

A document is similar to a bucket. It can be used to hold or carry water and that water
can be retrieved when needed. For a computer application, a document holds the
user's data. For example, after working on a text processor, the user may want to save
the file. Such an action creates a document and this document must reside somewhere.
In the same way, to use an existing file, the user must locate it, open it, and make it
available to the application. These two jobs and many others are handled behind the
scenes as a document.

To create the document part of this architecture, you must derive an object from the
CDocument class.

12.4.3 The Frame

Asits name suggests, a frame is a combination of the building blocks, the structure (in
the English sense), and the borders of an item. A frame gives "physical" presence to a
window. A frame defines the location of an object with regards to the Windows
desktop. A frame provides borders to a window, borders that the user can grab to
move, size, and resize the object. The frame is also a type of desk that holds the tools
needed on an application.

An application cannot exist without a frame. As we saw in previous lessons, to
provide aframe to an application, you can derive a class from CFrameWnd.
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To create an application, you obviously should start by providing aframe. This can be
taken care of by deriving a class from CFrameWnd. Here is an example:
cl ass CMai nFrame : public CFraneWd
{
DECLARE_DYNCREATE( CMai nFr ane)
DECLARE_MESSAGE_MAP()
s
To give "physical" presence to the frame of an application, you can declare an
OnCreate() method. Here is an example:
cl ass CMai nFrame : public CFraneWd
{
DECLARE_DYNCREATE( CMai nFr ane)
af x_nmsg int OnCreat e( LPCREATESTRUCT | pCreateStruct);
DECLARE_MESSAGE_MAP()
s

The easiest way you can implement this method is to cal the parent class,
CFrameWnd, to create the window. As we have seen in the past, if this method returns
0, the frame has been created. It returns -1, this indicates that the window has been
destroyed. Therefore, you can create aframe as follows:

i nt CMai nFrane: : OnCr eat e( LPCREATESTRUCT | pCr eat eStruct)
{
/1 Call the base class to create the w ndow
if( CFrameWhd:: OnCreate(l pCreateStruct) == 0)
return O;
/'l else is inplied

return -1;

}

To alow users to interact with your application, you should provide a document. To
do this, you can derive a class from CDocument so you can take advantage of this
class. If you do not plan to do anything with the document, you can just make it an
empty class. Hereis an example:

cl ass CExercisebDoc : public CDocunent

{
DECLARE_DYNCREATE( CExer ci seDoc)

DECLARE_MESSAGE_MAP( )

Besides the few things we have learned so far, your next big decision may consist on
the type of application you want to create. This is provided as a view. The most
fundamental class of the view implementationsin the MFC is CView. Because CView
is an abstract class, you cannot directly use it in your application. You have two main
alternatives. Y ou can derive your own class based on CView (the CView classitsdf is
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based on CWnd) or you can use one of the many view classes that the MFC provides.
The classes that are readily available to you are:

Class Description

CEditView Used for abasic text editing application

CRIichEditView Allows creating rich documents that perform text and paragraph
formatting

CscrollView Provides the ahility to scroll aview horizontally and vertically

CListView Provides aview that can display alist of items

CTreeView Allows displaying alist of items arranged as atree

CFormView Used to create aview that resembles a dialog box but provides the
document/view features

CDaoRecordView Provides aview that resembles a dialog box but used for database
controls

CCtrlView Provides parental guidance to the CEditView, CListView, CTreeView,
and CRichEditView

Once you have aframe, a document, and a view, you can create an application, which,
as we have learned so far, is done by deriving a class from CWinApp and overriding
the Initinstance() method. In the Initinstance() implementation, you must let the
compiler know how a document is created in your application. To do this, you must
provide a sample document, called a template, that defines the parts that constitute a
document for your particular type of application. Thisis done using a pointer variable
declared from CDocTemplate or one of its derived classes.

12.4.5 Overview of the Single Document I nterface (SDI)

The expression Single Document Interface or SDI refers to a document that can
present only one view to the user. This means that the application cannot display more
than one document at a time. If the user wants to view another type of document of
the current application, he or she must another instance of the application. Notepad
and WordPad are examples of SDI applications:

I functions1 - Motepad

File Edit Format Wiew Help

<html> ~
<head:>
<titTexHenley's Department Store</titlex

<Script I_angl;ua e="Javascript's
function CcalcuTatemetPricel)

var MarkedPrice, TaxRate, Taxamount, HNetPrice;

Markedrrice document.orderpProcess. txtMmarkedrrice. value;

Taxprate document.orderProcess. txtTaxRate. value;
TaxAamount = Mmarkedprice + " " + Taxmrate; /7 / 100;
MetPrice = MarkedPrice + TaxAmount;

MarkedrPrice:
Taxamount; £/

document. orderProcess, TxTTaxamount . value
document.orderProcess. txtHetPrice. value
NetPrice;

</Scripts w

Figure 12.1: Notepad- An example of SDI



Notepad can be used to open only one document such as an HTML file, to view
another file, the user would either replace the current document or launch another
copy of Notepad.

To create an SDI, Microsoft Visual C++ provides the MFC wizard which provides all
the basic functionality that an application needs, including the resources and classes.

12.4.6 Creating a Single Document Interface

As mentioned earlier, after creating a frame, a document, and a view, you can create
an application by deriving a class from CWinApp and overriding the virtual
Initinstance() member function. In Initinstance(), you must provide a template for
your type of application. Thisis done using a CDocTemplate type of abject.

To create an SDI, the CDocTemplate class provides the CSingleDocTemplate used to
create an application that provides only one view. Therefore, you can declare a pointer
variable to CSingleDocTemplate. Using this pointer and the new operator, use the
CSingleDocTemplate constructor to provide the template. The syntax of the
CSingleDocTemplate constructor is:

CSi ngl eDocTenpl at e( Ul NT nl DResour ce,
CRunt i meC ass* pDocd ass,
CRunt i med ass* pFraned ass,
CRunt i meC ass* pVi ewCl ass);

The CSingleDocTemplate constructor needs the common identifier for the resources
of your application. We saw in Lesson 3 that this can be done by using
IDR_MAINFRAME as the common name of most or al man resources of an
application. Thisis provided as the nDResource argument.

The second argument, pDocClass, is the name of the class you derived from
CDocument, as mentioned earlier.

The third argument, pFrameClass, if the frame class you derived from either
CFrameWnd or one of its children.

The pViewClass argument can be an MFC CView-derived class. It can also be a class
you created based on CView.

Each of these arguments must be passed as a pointer to CRuntimeClass. This can be
taken care of by using the RUNTIME_CLASS macro. Its syntax is.

RUNTIME_CLASS(ClassName);

Each one of the classes you want to use must be provided as the ClassName argument.
The RUNTIME_CLASS macro in turn returns a pointer to CRuntimeClass. To
effectively use the RUNTIME_CLASS macro, you should make sure that the (each)
class is created and implemented using the DECLARE _DYNAMIC, the
DECLARE_DYNCREATE, or the DECLARE_SERIAL macros.

To actualy create the application so it can be displayed to the user, the CWinApp
class is equipped with the AddDocTemplate() method. Therefore, After creating a
template, pass the CSingleDocTemplate pointer to the CWinApp::AddDocTemplate()
method. Its syntax is:

void AddDocTemplate(CDocTemplate * pTemplate);
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Everything else is subject to how you want your application to provide a useful

experience to the user.
Check Your Progress 2

True or False:
1. Inorder to send a message, a control must create a class.
2. An application cannot exist without a frame.

12.4.7 Overview of the Multiple Document Interface (MDI)

An application is referred to as Multiple Document Interface, or MDI, if the user can
open more than one document in the application without closing it. To provide this
functionality, the application provides a parent frame that acts as the main frame of
the computer program. Inside of this frame, the application allows creating views that
each uses its own frame, making it distinct from the other. Here is Microsoft Word 97
displaying as aclassic MDI application:

W Microzoft Word O] %]

” File Edit Wiew Inserk Format Tools Table ‘Window Help
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B 7 U|== i=
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Figure 12.2: Example of MDI

When using an MDI application, a user can create a document, open another while the
first is still displaying, and even create new documents or open additional ones. The
documents are stacked in a Z-order axis of a 3-D coordinate system. There are two
ways to display the documents of an MDI. If one document is maximized, all
documents are maximized. In this case, the main menu of the application would
display the system buttons on its right, which creates two ranges of system buttons:
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Figure 12.3: The system button in M DI

If no document is maximized, each document can assume one of two states:
minimized or restored. While the child documents are confined to the borders of the
main frame, if a document is or gets minimized, it would display its button inside the
main frame. If a document is not minimized, it would display inside the main frame
either with its original size or the size the user had given it:

W Microzoft Word
” File Edit Wiew Inserk Format Tools Table ‘Window Help

[DEEEEY s S e e R [f
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Figure 12.4: Minimized or restored child windowsin MDI

There are two main ways the user can access the different documents of an MDI. If
they are maximized (remember that if the user maximizes one document, all the others
get maximized also), the menu of the main frame, which we always call the main
menu in this book, has an item called Window. When the Window menu item is
accessed, it would display alist of the currently opened documents. The user can then
select from that list:
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| Managed Extensions - Microsoft Word
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Figure 12.5: List of the currently opened documents

The separation of the parent and the child frames allows the user to close one child
document or all documents. This would still leave the main frame of the application
but the user cannot use it as a document. Still, the main frame allows the user to either
create a new document or open an existing one.

To manage the differentiation between the parent and its children, the application uses
two different menus: one for the main frame and one for a (or each) child. Both menus
use the same menu bar, meaning that the application cannot display two frame menus
at onetime. It displays either the parent menu or a (the) child menu. When at least one
document is displaying, the menu applies to the document. If no document is
displaying, the main frame is equipped with a smplified menu with limited but
appropriate operations. The user can only create a new document, only open an
existing document, or simply close the application.

12.4.8 Creating a M ultiple Document Interface

We have mentioned that an MDI is an application made of a parent frame and at least
one child. Therefore, to create an MDI, because it requires a frame of its own, you
should first create a series of resource objects that share a common name as
IDR_MAINFRAME. A basic application should have an icon and a menu. The icon
can be designed any way you like and you are recommended to create one made of a
32x32 and a 16x16 versions. The menu, since it will be used only when no document
is available, should provide functionality that does not process a document. It should
allow the user to create a new document, to open an existing document, and to quit the
application. Such a menu can have the following items:
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Figure 12.6: Resource objectsfor MDI

Two resources are sufficient to create an application since you can cal the
CFrameWnd::LoadFrame() method. To create a frame for a Multiple Document
Interface, you must derive your frame class from CMDIFrameWnd:

BOOL CExerci selApp::Initlnstance()

{
/'l Create a frane for the w ndow
CMai nFr ame* pMai nFrane = new CMai nFr ane;
i f (!pMainFrane->LoadFrame(| DR_MAI NFRAME) )
return FALSE;
m_pMai nWhd = pMai nFr ane;
CCommandLi nel nfo cndl nf o;
/1 Dispatch comands specified on the conmand |ine
if (!ProcessShel | Command( cndl nf o))
return FALSE;
pMai nFr anme- >ShowW ndow( m_nCndShow) ;
pMai nFr ame- >Updat eW ndow( ) ;
return TRUE;
}

The above code allows only creating awindow frame for the parent window. To alow
the user to interact with the computer through your MDI, you must provide a template
for adocument. The child document must have its own frame, distinct from that of the
parent. To provide this frame, you have two main aternatives. You can directly use
the CMDIChildwWnd class or you can derive your own class from CMDIChildwnd:

cl ass CChildFranme : public CVDI Chil dwhd
{
DECLARE_DYNCREATE( CChi | dFr ane)
DECLARE_MESSAGE_MAP()
s

As opposed to a Single Document Interface application, to create a Multiple
Document Interface (MDI) application, you use the CMultiDocTemplate class which,
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like the CSingleDocTemplate class, is derived from CDocTemplate. Therefore, you
must declare a pointer variable to CMultiDocTemplate using the new operator, then
use its constructor to initialize the template. The syntax of the CMultiDocTemplate
constructor is:

CMul ti DocTenpl at e( Ul NT nl DResour ce,
CRunt i ned ass* pDocd ass,
CRunt i med ass* pFranmed ass,
CRunti ned ass* pVi ewd ass);

To make a document different from the parent, you must create an additional series of
resources that share a common name other than IDR_MAINFRAME. The most basic
resources you should create are a menu and an icon. There are two main types of MDI
applications.

One kind of application may use only one particular category of documents such as
only text-based. Because text-based documents can include ASCII text files, rich text
documents (RTF), HTML files, script-based documents (JavaScript, V CScript, Perl,
PHP, etc), etc, such an application may be configured to open only that type of
document. To create such an MDI application, in the constructor of the
CMultiDocTemplate object that you are using, specify a CView derived class
(CEditView, CListView, etc) or your own class you derived from CView or one of its
children. Hereis an example:

BOOL CMWul ti Edit 1App: : I nitlnstance()
{
CMul ti DocTenpl at e* pDocEdit;
pDocEdit = new CMul ti DocTenpl at e(
| DR_EDI TTYPE,
RUNTI ME_CLASS( CMul t i Edi t 1Doc),
RUNTI ME_CLASS( CChi | dFr ane) ,
RUNTI ME_CLASS( CEdi t Vi ew) ) ;
AddDocTenpl at e( pDocEdi t);

/'l create main MDI Frame w ndow

CMai nFr ame* pMai nFrane = new CMai nFr ane;

i f (!pMainFrane->LoadFranme(| DR_MAI NFRAME) )
return FALSE;

m _pMai nWhd = pMai nFr ane;

CCommandLi nel nf o cndl nf o;

/1 Dispatch comands specified on the conmand |ine
if (!ProcessShel | Command(cndl nf o))
return FALSE;
pMai nFr anme- >ShowW ndow( m_nCndShow) ;
pMai nFr ame- >Updat eW ndow( ) ;
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In this case, the user can create and/or open as many text files as the computer
memory would allow.

Another type of MDI application you can create would allow the user to create or
open more than one type of document. To provide this functionality, you must specify
a template for each type. Again, there are various types of techniques you can use.
Y ou can ask the user to select the type of document he or she wants to create when the

application starts:

Form 0 ocument Cancel

i

Figure 12.7: Selection of different types of application for M DI

To do this, you can create a template for each type of document using a
CDocMultiDocTemplate constructor for each:

BOOL CMul ti Edit 1App::Initlnstance()
{
CWul ti DocTenpl at e* pDocEdit;
pDocEdit = new CMul ti DocTenpl at e(
| DR_EDI TTYPE,
RUNTI ME_CLASS(CMWul ti Edi t 1Doc),
RUNTI ME_CLASS( CChi | dFr ane),
RUNTI ME_CLASS( CEdi t Vi ew) ) ;
AddDocTenpl at e( pDocEdi t);

CMul ti DocTenpl at e* pDocForm
pDocForm = new CMul ti DocTenpl at e(
| DR_FORMTYPE,
RUNTI ME_CLASS( CMul t i Edi t 1Doc)
RUNTI ME_CLASS( CChi | dFr ane),
RUNTI ME_CLASS( CEnpl Recor ds));
AddDocTenpl at e( pDocForn ;

[/l create main MDI Frame w ndow

CMai nFr ame* pMai nFrane = new CMai nFr ane;

i f (!pMainFrane->LoadFranme(| DR_MAI NFRAME) )
return FALSE;
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m_pMai nWhd = pMai nFr ane;

CCommandLi nel nf o cndl nf o;

/1 Dispatch comuands specified on the conmand |ine
if (!ProcessShel | Conmand(cndl nfo))

return FALSE;

pMai nFr ame- >ShowW ndow( m_nCndShow) ;
pMai nFr ame- >Updat eW ndow( ) ;

return TRUE;
}

Y ou can aso display an empty main frame when the application starts and let the user
create a document based on the available types from the main menu. Here is such a
menu from Borland Image Editor:

g

¢ Image Editor

Windomw  Help

Qpen... Chrl40
Save Zhrl+3
Save As..

Close

Exit

Resource File (.res)
Component Resource File (,.dor)
Bitmnap File {.bmp)

Icon File {Lico)

Cursor File {.cur)

TTTITIT]
B Trarew

lCreate a new file

[ A

Figure 12.8: Borland I mage Editor for empty main frame

As you can see, creating an MDI is not necessarily too difficult but it can involve a
few more steps than an SDI.
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Check Your Progress 3

Fill in the blanks:

1. Theextension of resourcefileis

2. in the resource script can be used to specify menu bars or
popup menus.

A dialog statement defines the layout and appearance of a .

Aniconisagraphica object made of categories of colors.

125LET USSUM UP

Resource files define the visual appearance of an application. It includes dialogs,
menus, bitmaps, icons, cursors, text strings, and several other types. It is atext file that
allows the compiler to manage such objects as pictures, sounds, mouse cursors, dialog
boxes, etc. Resource files define the visual appearance of an application. For a
computer application, a document holds the user's data. The expression Single
Document Interface or SDI refers to a document that can present only one view to the
user. This means that the application cannot display more than one document at a
time. In the Multiple Document Interface, you can open more than one document at a
time.

12.6 LESSON END ACTIVITY

Discuss the different resources of windows environment.

12.7 KEYWORDS

Resource: It is atext file that allows the compiler to manage such objects as pictures,
sounds, mouse cursors, dialog boxes, etc.

Identifier: It is aconstant integer whose name usually starts with ID.
Accelerators. Those are keystrokes that represent shortcuts to specific tasks.
Icon: Itisasmall picture used on awindow.

Bitmap Resource: It is abitmap image file (.bmp) stored within aresourcefile.

Version Information Resource: It is aresource file which can be used to identify the
version of abinary file.

View: It isthe platform the user is working on to do his or her job.
Document: It holds the user's data.

Frame: It is an object which defines the location of an object with regards to the
Windows desktop.

SDI: It refers to a document that can present only one view to the user.

Multiple Document Interface (MDI): It refers to a frame where the user can open
more than one document in the application without closing it.

Serialization: It isthe conversion of an object to and from a persistent form.
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12.8 QUESTIONS FOR DISCUSSION

1. Compare and contrast SDI and MDI.

Explain message maps.

What are the various parts of Document/View architecture?
How to create SDI?

o~ WD

Write short note on
a) Accelerators

b) Message Maps
c) lcon

d) Menu

Check Your Progress. Model Answers

CYP1
1. Resourceisatext filethat allows the compiler to manage such objects as
pictures, sounds, mouse cursors, dialog boxes, etc.

2. Menu statement is one type of resource script which can be used to specify
menu bars or popup menus.

CYP 2
1. Fase
2. True

CYP3

1 rc

2. Menu statements
3. Diaog box

4. Two

12.9 SUGGESTED READINGS

Herbert Schildt, MFC Programming from the Ground up, 2™ edition, Tata McGraw
Hill.
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Viktor Toth, Visual C++6 Unleashed, Second edition Techmedia
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13.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Concept of Data Handling
e Brief ideaof DAO and ODBC

13.1INTRODUCTION

Most business applications work with data. They maintain, manipulate, and access
records of data that are stored in databases. If you build business applications, odds
are that you will need to be able to access a database with your applications.

In this chapter, you'll explore the technique of database access.

13.2 CONNECTING TO DATA SOURCE

The Microsoft Foundation Classes (MFC) encompass several classes that you can use
to provide a simpler C++ interface to databases. These classes are particularly useful
when quickly generating applications that present a simple, consistent interface to the
user.

MFC provides classes for using the open database connectivity (ODBC) API to
interface with ODBC data sources, as well as classes for working with object linking
and embedding databases (OLE DB) and Data Access Objects (DAO) to work with
desktop databases. In this chapter, you will look at the ODBC classes specifically,
although the OLE DB and DAO classes are very similar.
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13.2.1 DAO

Data Access Objects, or DAOs, are Microsoft's latest invention in database access
technology. This technology is used for database access in Microsoft's Visual Basic 4,
Microsoft Access, and Visua Basic for Applications; and now, with the help of a set
of specialized MFC classes, it is also available to the Visual C++ programmer.

DAO Overview

Data Access Objects enable you to access and manipulate databases through the
Microsoft Jet database engine. Through this engine, you can access data in Microsoft
Access database files (MDB files). The technology also enables you to access local
and remote databases through ODBC drivers.

Data Access Object technology is based on OLE. Figure 13.1 depicts the hierarchy of
Data Access Objects. This hierarchy is greatly simplified by the DAO classesin MFC.

[ DBEngine ]
—[ Workspace ]
—[ Database ]

TableDefl

Parameter

—| Recordset

[
—l Container I

Group

Group

User

_| Error l

Figure 13.1: DAO object hierarchy




Many DAO functions utilize Structured Query Language (SQL) statements. Y ou can
use the SQL SELECT statement to retrieve data from a database, or the SQL
UPDATE, INSERT, and DELETE statements to modify the contents of the database.
An easy way to create SQL statements for use with DAO objectsis to create the query
from within Microsoft Access, save the query in the database, and access the query
through a QueryDef object.

Visual C++ provides extensive support for building DAO applications through the
AppWizard. In addition to ODBC, AppWizard enables you to create applications that
are based on DAO Classes. Our tour of DAO begins with the creation of a simple
DAO application and exploration of its behavior.

Building a DAO Application

Building a DAO application is quite smple. First, if it does not exist yet, we must
create a data source. For the application demonstrated here, the data source isa simple
Access database of two tables. Next, the skeleton application must be created using
AppWizard; and finally, we must customize this application as appropriate.

The application is a simple browser; it browses arow set that is created as a relational
join of two tables.

The Database

The database used in this example contains two tables. One table contains the first
names, last names, and ages of employees; the other table contains the names of
benefit packages offered to employees and the maximum qualifying age for each
package. The purpose of our application, which we decided to call ADAO, is simple:
display, for each employee, al benefits packages he or she qualifiesfor.

The database, adao.mdb, is constructed using Microsoft Access. To construct the
database, start Access and create a blank database named adao.mdb in the directory of
your choice. Upon successful creation, select the Table tab in the Database window,
and click the New button. Select New Table.

Figure 13.2 shows the newly constructed Employees table just before it is saved. As
you can see, three fields were added (LastName, FirstName, and Age) of which the
first two are 50-character-wide text fields, the third is a number field. The table's
primary key was set to the combination of the LastName and FirstName fields.

il Table: Tablel =
Field Name | DataTwpe | Description -
Lasthame Tent

FirstMame Text
Age Murnber

RENENNERNRNENEE

Field Properties

Field Size 50 ﬂ
Farmat

Input Mazk

Caption 2 field name can be up ta B4 characters
Default i alue long, including spaces. Press F1 for
Validation Rule help on field names
‘alidation Text

Required Ma

Allow Zera Length Mo =l

Figure 13.2: Creating the Employeestable
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242 _ Save the new table under the name Employees and repeat this procedure to create a

Visual Programming second table (Figure 13.3). This table contains information about benefit packages. It
contains two fields, the first of which, Name, serves as the table's primary key. This
table should be saved under the name Plans.

il Table: Tablel =] I

Field Hame | Data Tupe | Description [=]
R Mame Text N
b anetrge Mumber

Field Properties

Field Size a0 ﬂ
Faormat
|hiput b azk

Caption A field name can be up to B4 characters
D efault VY alue long. including zpaces. Press F1 for
‘Walidation Bule help on field names.
Walidation Text

Required Mo

Allow Zero Length Mo =

Figure 13.3: Creating the Planstable

When your work creating these tables is done, the Database window should show two
tables, as seen in Figure 13.4.

Plans

Figure 13.4: Tablesin adao.mdb



The next step is to add data to these tables. You can do so by simply double-clicking

the table's name in the Database window.

Figure 13.5 shows the four records those are added to Employees. Figure 13.6 shows

the three records those are added to the Plans table.

iill Table: Employees =]
LazstName | FirstMame | Age |
| |Doe John 29
| |Doe Jane 26
|| Brown Joe 44
L& | Smith Jozeph 24
_# | I
mﬁecmd:m lof 4 m
Figure 13.5: Recordsin the Employeestable
il Table: Plans M= E3
| Name |  MaxhAge |
Plan ‘A 25
Plan 'B' 40
| Plan 'C' 65
* 1]
HIAlRecod]3 [of 3 3]

Figure 13.6: Recordsin the Planstable

Thisis al we need to do with Microsoft Access. Our MDB file is now ready for use

from within a C++ DAO application.

Creating the Skeleton Application

To create the ADAO application, launch the AppWizard and start creating a single-
document-based project. Database support is specified in AppWizard Step 2; select

the Database view without file support option (Figure 13.7).
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Visual Programming MFC AppWizard - Step 2 of 6 H|

Application

'Egne “What databaze support would vou like to include?
[ [T ]n

" Mone
" Header filaz anly

& Database view without fle support

" Database view with file support

If pou include a database view, you must zelect 3
data zource.

[ ata Source... |

Mo data source iz selected.

< Back I Mext > I Finizh Cancel Help

Figure 13.7: Adding database support to a skeleton application

Before you can proceed from this step, you must specify a data source. To do so, click on the
Data Source button. In the Database Options dialog that appears, select DAO as the data
source (Figure 13.8).

MFC AppWizard - Step 2 of B |

Application

EEne “What databaze support would pou like to include’?
J— ERDnnD

E
m D atabase Options |

— D atazource

" ODBC: | E
s | DAD: | _|

— Recordzet type
¢~ Snapshat & Dunaset " Table

k. I
Cancel |

Help |

—Advanced

v Detect dity zolumns

< Back I Mest » I Finizh Cancel Help

Figure 13.8: Adding a DAO data source




Clicking on the dlipsis button next to the DAO field enables you to specify the actual
database file. It brings up a standard File Open dialog, where you can select the file
adao.mdb. Select this file and when the Database Options dialog reappears, click the
OK button. This should display another dialog where the tables of the database can be
selected. Select both the Employees and the Plans table and click OK (Figure 13.9).

MFC AppWizard - Step 2 of & |

Application

lEE“t What databasze support would you like toinclude?
ERjonoD

[ T T S | |

-
1 Cancel | | |
=N Hep | || ks

< Back I Hest I Eirizh Cancel Help

Figure 13.9: Selecting tables

At thistime, al dialogs should disappear except for the AppWizard Step 2 didog; this
dialog should now display our data source selection.

All other AppWizard settings can remain at their default values; therefore, you can
quickly complete creating the skeleton application by clicking on the Finish button.

Exploring the DAO Application Skeleton

The classes of the skeleton application created by AppWizard are shown in Figure
13.10. When compared to an application with no database support, this application
offers one extra class and a few additional member variables and functions in its
document and view classes. Not evidently visible, but also a notable difference, is the
fact that the view classis derived from CDaoRecord View.
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Project Workspace B

BRE ADAD classes
[+ B3 ChboutDlg
[+ Wy CADADAPP

= M2 CADADDoc

& Azsetalid()

% CADADDoc]

. 4 ~CADAODC])

& Dumpl()

- % OnMNewDocument])

“o @ m_aDADSet

BB CADADS et

£ BE CADADView

o @ Assertyalid])

3% CADADView)

. @ ~CADADViewl)

- 2% DoDataExchange])

& Dumpl]

- @ GetDaocument(]

- 2% OrBeginPrinting()

- 2% OnEndPrinting()

- @ OnGetRecordset])

- 2% Oninitial) pdate()

- 2% OnPreparePrinting() -

“ @ PreCreate'window()

L & m_pSet ;l

" B ClassView I ResourceYiew | B FilsView | @ Infcview |

|

Figure 13.10: Skeleton application classes

The new class, CADAOSt, is derived from CDaoRecordset and represents the row
set that we will select from the join of the Employees and Plans table. Looking at this
class's declaration, you can see that the AppWizard already inserted member variables
that correspond to the columns (fields) in the two tables.

CDACSet cl ass decl arati on.
cl ass CADACSet : public CDaoRecordset
{
public:
CADACSet ( CDaoDat abase* pDat abase = NULL);
DECLARE_DYNAM C( CADACSet )
/'l Fiel d/ Param Dat a
/1 {{AFX_FI ELD{ CADACSet, CDaoRecordset)
CString m Last Nane;
CString mFirstNane;
doubl e m Age;
CString m Nane;
doubl e m MaxAge;
/1}} AFX_FI ELD



/1 Overrides

/1

/1 ClassW zard generated virtual
11 {{ AFX_VI RTUAL( CADACSet )
public:

virtual CString GetDefaul t DBName() ;

virtual CString GetDefaul t SQL();

virtual void DoFi el dExchange( CDaoFi el dExchange* pFX);

/1}} AFX_VI RTUAL

| npl ement ati on

#i fdef _DEBUG

virtual void AssertValid() const;

virtual void Dunp(CDunpCont ext & dc) const;

#endi f

}s

A look at the implementation of CADAOSet shows how these member variables are
initialized in the classs constructor. The variables are aso referred to in the
AppWizard-generated implementation of the DoFieldExchange member function.
This function exchanges data between member variables in the class and fields in the

database.
CADACSet cl ass inplenentation.

| MPLEMENT_DYNAM C( CADACSet ,

CADACSet : : CADACSEet ( CDaoDat abase* pdb)

}

CDhaoRecor dset ( pdb)

/1 {{AFX_FI ELD_| NI T( CADACSet )

m LastName = _T("");
mFirstNane = _T("");

m Age = 0.0;

m Narme = _T("");

m _MaxAge = 0. 0;

mnFields = 5;

/1}}YAFX_FIELD INIT

m nDef aul t Type = dbOpenDynaset ;

CString CADACSet : : Get Def aul t DBName()

{

}

return _T("G \\ADAO \ adao. ndb");

CString CADAGCSet: : Get Def aul t SQL()

{

return _T("[ Enpl oyees],[Plans]");

function overrides

CDhaoRecor dset)
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/1 {{ AFX_FI ELD_NMAP( CADACSet )
pFX- >Set Fi el dType( CDaoFi el dExchange: : out put Col umm) ;
DFX_Text (pFX, _T("[LastNane]"), m Last Nane);
DFX_Text (pFX, _T("[FirstName]"), mFirstNane);
DFX_Doubl e(pFX, _T("[Age]"), m_Age);
DFX_Text (pFX, _T("[Nane]"), m Nane);
DFX_Doubl e( pFX, _T("[ MaxAge]"), m _MaxAge);
/1}}AFX_FI ELD_MAP

To do its work, DoFieldExchange makes use of DFX__ functions. These functions are
the DAO cousins of the RFX_ functions used for ODBC field exchange. The set of
DFEX_ functions available for use in DoFieldExchange is summarized in the following

table.
Function Name Field Type ODBC SQL Type
DFX_Binary CByteArray DAO_BYTES
DFX_Bool BOOL DAO_BOOL
DFX_Byte BYTE DAO _BYTES
DFEX_Currency COleCurrency DAO_CURRENCY
DFX_DateTime COleDateTime DAO_DATE
DFX_Double double DAO_RS
DFX_Long long DAO_I4
DFX_LongBinary CLongBinary DAO BYTES
DFX_Short short DAO 12
DFX_Single float DAO R4
DFX_Text CString DAO_CHAR, DAO_WCHAR

Note: It is recommended that applications not use the DFX_LongBinary function but
use DFX_Binary instead. DFX_LongBinary is provided for compatibility with
ODBC.

The new member variables and functions in our application's view and document
classes are a simple business. The document class, CADAODac, contains a new
member variable of type CADAOSet, m_aDAOSet. Very obviously, this variable
represents the recordset that the document is associated with.

The view class contains a pointer of type CADAOSet (m_pSet); in the default
implementation, this pointer is set to point to the document object's m_aDAOSet
member. The view class aso has a new member function, OnGetRecordset, which in
the default implementation simply returns m_pSet.

Although you can recompile the ADAO application at this time, as Figure 13.11
illustrates, it is not yet a very useful application. We need to customize its dialog, and
we also need to add the necessary operations that will restrict the rows selected to
rows that we wish to see.
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Eile Edt Hecord Wiew Help

# e & ] v m] 2]

TOD0O: Place form controlz on thiz dialog.

Ready | |z

Figure 13.11: Running the ADAO application skeleton

Customizing the Application

The first step in customizing the ADAO application is changing its main dialog. Open
the IDD_ADAO_FORM dialog for editing, remove the default "TODQO" static
control, and add static controls and edit controls as shown in Figure 13.12.

i ADAOD rc - IDD_ADAD_FORM [Dialog)

0 Last Mame . JJEdi i

e JEE
R g
ey
P { Name: JE81 o age 1 JE8

e LI B L -

Figure 13.12: Customizing the ADAO dialog

Name the five edit fields IDC_LASTNAME, IDC_FIRSTNAME, IDC_AGE,
IDC_NAME, and IDC_MAXAGE as appropriate. Before dismissing this dialog, you
can aso use the ClassWizard to identify dialog fields with corresponding recordset
member variables.
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To do so, hold down the Control key, and double-click on the IDC_LASTNAME edit
field. The ClassWizard Add Member Variable dialog appears, with ClassWizard's
guess as to the name of the member variable (Figure 13.13). ClassWizard derives its
guess by looking at the static fields in the diaog.

T Last Mame - :IEdit
el ~dd Member Yariable
- First M
110000 Member variable name: ok

: :‘3'-_9'_35 lpSet-xm | aszth ame

[ Flan Category
. ‘: Na [Value =l Help
oL Wariable pe:

I CString j

[l

Dezcrption;

CString with length walidation

Figure 13.13: Adding arecordset member variable

ClassWizard's guess is appropriate for the first three fields in our dialog; however, for
the plan name and plan maximum age fields, it is necessary to manually change
ClassWizard's selection. This can be done by selecting the proper m_pSet member
variable from the drop-down list in the Add Member Variable dialog.

After you specified the member variables for all five edit fields, you can dismiss the
dialog. However, we are not done yet; we have not yet specified anywhere the
selection criteria that would make our application display only the rows representing
valid plans for each employee.

To change the selection criteria, open the CADAOSet::GetDefaultSQL function for
editing. The default implementation of this function simply returns the table names
that form the recordset. What we wish to do is add additional criteria that would
restrict the selections from the tables to only those rows that we wish to see.

In SQL, our desired selection can be expressed in the form of a SELECT statement:

SELECT Employees.LastName, Employees.FirstName, Employees.Age,
Plans.Name, Plans.MaxAge

FROM Employees, Plans

WHERE Employees.Age < Plans.MaxAge

ORDER BY Employees.LastName, Employees.FirstName, Plans.Name



Indeed, one way to specify our selection would be to change GetDefaultSQL to return o251
a string representing the above SQL SELECT statement. However, there is another DataHandling in VC++
way; and that is to utilize the member variables of the CDaoRecordset class.

In particular, CDaoRecordset offers two member variables, one of which corresponds
to the SQL WHERE clause, the other, to the SQL ORDER _BY clause. Our new
version of CADAOSet::GetDefaultSQL utilizes these member variables to create the
desired selection of rows.

Updated version of CADAOSet::GetDefaultSQL .
CString CADACSet : : Get Def aul t SQL()
{
mstrFilter = "[Enpl oyees].[Age] < [Plans].[MaxAge]";
mstrSort =
"[ Enpl oyees] . [ Last Nane] , [ Enpl oyees] . [FirstNane], [ Pl ans]. [ Nane] ";

return _T("[ Enpl oyees], [Pl ans]");

This completes our work on the ADAO project. Recompiling and running the
application (Figure 13.14) shows that it indeed behaves as expected, displaying
benefit plans that employees qualify for, ordered by the name of the employee and the
name of the benefit package.

T~ Untitled - ADAO =]
File Edt BRecord “iew Help

flE|e 8| Wdr n] 2|

Last Marne ID':'E

First Marme I-Jane

Age IEE
Flan
|V e I'jl'f"r'I T~ b= Age IEE

Ready o

Figure 13.14: Running the ADAO application

DAO Classes

Although the ADAO application demonstrates how a simple DAO program can be
created, it fails to demonstrate many DAO features. To remedy this deficiency, in the
remainder of this chapter we take a brief tour of MFC DAO classes and their
capabilities.
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The set of DAO classes offered by MFC is shown in Figure 13.15. In addition to the
CDaoRecordset class that we have encountered while constructing ADAO, there are
four other major classes and two helper classes related to DAO. tll, this is a
significant improvement over the multitude of raw DAO objects (Figure 13.15).

' F

CDaoDatabase l CDaoFieldExchange
p

CDaoQueryDet l
p CDaoException I

CDaoFRecordset |
p

CDaoTableDet l
p

CDaoWorkspace |

Figure 13.15: DAO Classes

Before we review the role and features of each of these classes one by one, this
section presents a brief overview of how DAO works. For this, it might be helpful to
take another ook at Figure 1, at the beginning of this chapter.

All DAO objects are derived from the DBENngine object; furthermore, all database
objects are derived from DAO workspace objects. However, unless you need to
manipulate secure databases, you typically do not need to reference either of these;
instead, a default workspace object is assumed for al transactions.

The database and recordset objects very obvioudy represent databases and selection
sets (tables, recordsets, or dynasets) in those databases.

Query definition (QueryDef) objects are used to execute specific SQL queries against
a database. Query definitions are normally used in conjunction with recordsets to
access data in a database using a specific query.

Table definition (TableDef) objects represent the structure of tables in the database.
Through table definition objects, it is possible to create new tables, and to modify the
structure and characteristics of existing tables.

There are severa other DAO object types. These object types (Field objects,
Parameter objects, Index aobjects, User objects, Group objects, and Error objects) are
not represented by specific MFC classes. Instead, DAO objects of this type are
accessed through the other DAO MFC classes as appropriate.

The CDaoRecordset Class

CDaoRecordset objects represent recordsets. A recordset can represent records in a
table, a dynaset, and a snapshot. A table-type recordset is updatable and represents the
records in a single table. A dynaset-type recordset represents records from one or
more tables as a result of a query; dynaset records are also updatable. A snapshot, on
the other hand, can also contain fields from one or more tables but these fields are not
updatable; the snapshot is a static copy of records used to find data or generate
reports.



A recordset is created by calling the CDaoRecordset::Open member function. The
three forms of this function enable you to create a recordset using an SQL query
string, a CDaoTableDef object, or a CDaoQueryDef object.

The CDaoRecordset class offers a large number of member functions. Perhaps the
most important among these are recordset navigation functions and data update
functions. The navigation functions include Find, FindFirst, FindLast, FindNext, and
FindPrev; and Move, MoveFirst, MovelL ast, MoveNext, and MovePrev. Data update
functions include AddNew, CancelUpdate, Delete, Edit, and Update.

Other navigation-related functions include GetAbsolutePosition, Getguidemark,
GetPercentPosition, and SetAbsolutePosition, Setguidemark, and SetPercentPosition.

The CDaoRecordset class offers a variety of attribute functions to set and retrieve
recordset attributes. For example, the CanUpdate function can be used to determine
whether a recordset is updatable; the SetCurrentindex function can be used to set the
current index on a table-type recordset.

Normally, you use the CDaoRecordset class by deriving your own recordset class
from it, adding member variables that represent fields, and overriding the
DoFieldExchange member function to facilitate the exchange of data between the
database and the member variables. However, several member functions exist that
provide an alternative. These include GetFieldValue and SetFieldVaue, which enable
you to directly access the value of a field by name. This method is referred to as
dynamic binding, as opposed to the static binding accomplished through
DoFieldExchange.

Other recordset operations can be used to control the locally maintained cache of
records and to manipul ate recordset indexes.

The CDaoDatabase Class

The CDaoDatabase class represents a connection to a database. A connection is
created by caling CDaoDatabase::Open and terminated by caling
CDaoDatabase::Close. A new database can be creasted by caling
CDaoDatabase::Create.

The CDaoDatabase class offers a series of attribute member functions; for example,
the GetName member function can be used to retrieve the name of the database, or the
IsOpen member function can be used to determine if the connection represented by
the CDaoDatabase object is open.

Other member functions can be used to manipulate the collections of table definition
and query definition objects that are defined for this database. In particular, you can
use the DeleteTableDef member function to delete not only a DAO TableDef object
but also the underlying table and al its data from the database.

The CDaoWorkspace Class

The CDaoWorkspace class represents database sessions. Typically, you do not need to
create objects of type CDaoWorkspace, unless you wish to utilize specific
functionality available through this class or to access password-protected databases.

A DAO workspace can be created by calling CDaoWorkspace::Create. Arguments to
this function specify the name of the workspace, the user name, and password. An
existing workspace object can be opened by caling CDaoWorkspace::Open; by
passing a NULL parameter to this function, you can explicitly open the default
workspace.
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Severa member functions exist that manipulate databases and the database engine
itself. For example, you can compact or repair a database by caling the
CompactDatabase or RepairDatabase member functions. Other functions can be used
to manipulate user names, passwords, and other database attributes.

The CDaoQueryDef Class

The CDaoQueryDef class represents query definitions. To create a new query
definition, use the CQueryDef::Create member function; to access a query definition
that was saved into a database, use CQueryDef::Open. A newly created query can be
added to the database by calling the CQueryDef::Append member function.

CQueryDef objects can be used in conjunction with CRecordSet objects to retrieve
data from the database. CQueryDef objects can also be used directly; to execute an
action query that modifies the data in the database, use the CQueryDef::Execute
member function.

Other CQueryDef member functions can be used to set and retrieve query definition
attributes and to manipulate query fields and parameters.

The CDaoTableDef Class

The CDaoTableDef class represents table definitions. A table definition describes the
structure and attributes of atable in a database.

You can open an existing table definition in a database by calling
CDaoTableDef::Open. A new table definition can be created by calling
CDaoTableDef::Create. To add a table corresponding to a new definition to the
database, call the Append member function.

Fields can be created and deleted by calling the CreateField and DeleteField member
functions. Indexes for the table can be created or deleted by calling Createlndex and
Deletelndex. Other member functions can be used to set or retrieve various table
attributes; for example, GetFieldCount returns the number of fields in the table, and
SetValidationRule can be used to assign avalidation rule to afield.

Miscellaneous DAO Classes

In addition to the five fundamental DAO classes, DAO operations make use of two
additional classes: CDaoFieldExchange and CDaoException.

CDaoFieldExchange is used in calls to CDaoRecordset::DoFieldExchange. An object
of type CDaoFieldExchange defines the field that is affected by the field exchange
operation and provides other parameters that characterize the field exchange.

All DAO classes utilize exception objects of type CDaoEXxception to report errors.

Check Your Progress

Trueor False:
1. DataAccess Object technology is based on OLE.
2. CADAODoc is adocument class

13.2.20DBC

ODBC, or Open Database Connectivity, represents a vendor-independent mechanism
for accessing datain avariety of data sources.



ODBC drivers are available for many different types of data sources. You can use
ODBC to retrieve data from text files, dBase tables, Excel spreadsheets, SQL Server
databases, and many other sources.

Many ODBC drivers are redistributable. You can package your application for
installation with the appropriate ODBC drivers and software for driver installation and
management.

At the heart of ODBC is its capahility to execute SQL (Structured Query Language)
statements against data sources. The MFC Library provides extensive support for
ODBC applications. A series of classes exists encapsulating ODBC databases, tables,
and records. The AppWizard supports the creation of ODBC applications, and further
support for ODBC is provided by ClassWizard.

ODBC in Action

This section presents a review of some of the fundamental concepts of ODBC that we
need to cover before we can begin an attempt to create an ODBC application.

The ODBC Setup Applet

Invoked through the Control Panel or as a stand-alone application, the ODBC setup
applet is used to register data sources.

What exactly is a data source? That depends on the driver. In the case of adriver such
as the SQL Server driver, the data source can be a database on a server. In the case of
adriver such as the Microsoft Access or Microsoft Excel drivers, the database is afile
(an MDB or XLSfile). In the case of the Microsoft Text driver, the database is a disk
directory that contains text files, which serve as tables in the database from the
driver's perspective.

To add a data source, invoke the ODBC setup applet and select the Add button. In the
resulting dialog (Figure 13.16), pick adriver and click OK.

Add Data Source |

Select which QDEC driver you want to use | ak. I
fram the list, then choose OF.

Cancel |

Installed ODBC Drivers:

Microzoft Access Driver [*.mdhb) Help |
Microzoft Dbase Driver [*.dbf)

Microzoft Excel Driver [*.xls]
Microzoft FowPro Driver [7.dbf]
iMicrozaft Tewt Dirver [ bt * cav]
SOL Server

L | I— S S— S— S—

Figure 13.16: ODBC Add Data Sour ce dialog

Next, a driver-specific dialog is displayed (Figure 13.17), where you can select the
database and adjust the desired characteristics of the driver.
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ODBC Text Setup |
D ata Source Mame: IES"»-"FiIes{ (] I
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— Databaze
Help |
Diirectony:
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¥ Use Current Directorny

[ EtirEes |
— Filez
Extenzions List
E stenzion: el
: EEmmyE |
W Diefault [%.7]
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Figure 13.17: ODBC driver setup (Microsoft Text driver)

The ODBC setup applet's main dialog (Figure 13.18) lists all installed data sources.
You can add or delete data sources, or you can modify the setup of existing data
sources using this dialog.

Data Sources E2

I1zer Data Sources [Diiver]: Cloze

M5 Access EI Daabe[h’licrnsnﬂ Aocezs Driver [*.mdb’
testdata [Microzoft Dbagze Driver [*.dbf]]
teztdata dbf (Microzaft Dbasze Driver [ dbf])

Help

Setup...

il

Delete

Add...

4] |+

Options... | System DSM. . | Dipivers...

Figure 13.18; ODBC Setup Applet

L

ODBC API Concepts

Applications that use ODBC rely on ODBC drivers for data access. Drivers can be
single-tier or multiple-tier. Single-tier drivers process ODBC calls and SQL
statements. Multiple-tier drivers process ODBC calls and pass SQL statements to the
data source (potentially a server residing el sewhere on the network).

The ODBC standard defines three conformance levels. The Core API includes those
fundamental ODBC calls that are required to access a data source and execute SQL
commands. The Level 1 APl contains a set of additional calls used to retrieve



information about data sources and the driver itself. The Level 2 APl contains
additional calls, such as calls that operate using parameter and result arrays. As some
drivers may not support Level 2 calls (although most support Level 1), it isimportant
to know whether a particular command is available or not; ODBC references clearly
mark each command with the API level that it conforms to.

With respect to the SQL grammar, ODBC defines a core grammar and two variants: a
minimum SQL grammar and an extended grammar.

Note that ODBC is not equivalent to Embedded SQL. Embedded SQL uses SQL
statements in source programs written in another language. Such a hybrid program is
processed by a precompiler before it is passed to the compiler of the host
programming language.

In contrast, ODBC interprets SQL statements at run-time. The host program does not
need to be recompiled to execute different SQL statements, nor is it necessary to
compile separate versions of ahost program for different data sources.

An ODBC application has to perform a series of steps to connect to a data source
before it can execute SQL statements. These steps areillustrated in Figure 13.19.

= SQLAllocEnv(); Allocates ODBC environment
— SQLAllocConnect(); Allocates memory for connection
— SQLConnect(); Loads driver, connects to source

—SQLAllocStmi(); Allocates memory for SQL statement

Execute ODBC statements
SQLPrepare():
SQLExecute();
SQLBindCol();

SQLFetch();
=—SQLFreeStmt(); Frees statement memaory
L— SQLDisconnect(): Deallocates driver, disconnects from source
SQLFreeEnv(); Frees connection memory
= SQLFreeEnv(); Frees environment, terminates session

Figure 13.19: Typical set of ODBC calls

Thefirst of the callsin Figure 16, SQLAIllocEnv, alocates an ODBC environment. In
effect, this call initializes the ODBC library and returns an environment handle of type
SQLENVH.

The second call, SQLAIllocConnect, allocates memory for a connection. The handle
that is returned by this function, of type SQLHDBC, is used in subsequent ODBC
function calls to refer to a specific connection. One application can maintain several
open connections.

The third call, SQLConnect, establishes a connection by loading the driver and
connecting to the data source. This cal has alternatives, for example, the
SQLDriverConnect call can be utilized to connect to data sources that are not set up
viathe ODBC setup applet.
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Memory for an SQL statement is allocated through a call to SQLAIllocStmt. By
alocating memory for statements in a separate step, ODBC offers a mechanism
whereas statements can be constructed, used, and reused before the memory allocated
for them is released.

After these four calls, atypical ODBC application performs a series of calls to execute
SQL statements against a database. It can use SQLPrepare to prepare (compile) an
SQL statement for execution and SQLExecute to actually execute it. It can use a
variety of calls to bind variables to statements and to retrieve the results of a
statement.

When its work is finished, the application should free the ODBC resources it has
alocated. The statement handle is freed by calling SQLFreeStmt. The connection is
terminated by calling SQLDisconnect; the memory allocated for the collection is
released by a call to SQLFreeConnect. Finally, the ODBC environment is released by
calling SQL FreeEnv.

ODBC in MFC Applications

The use of ODBC is greatly simplified by the Microsoft Foundation Classes Library.
Simple applications that access tables through ODBC can be created with only a few
mouse clicks using the AppWizard and ClassWizard. Several MFC classes exist that
support accessing databases and recordsets.

Our discussion of ODBC-related features in the MFC Library starts with the
construction of asimple example.

Setting Up a Data Source

Before an MFC ODBC application can be constructed using AppWizard, it is
necessary to identify a data source on which the application will operate. The data
source must be identified and set up through the ODBC setup applet.

The data source used in our example application is atext file. To access this file, we
need the Microsoft Text ODBC driver. (If you did not install this driver when you set
up Visua C++, rerun the Visual C++ setup program.)

The data file, ages.txt, will contain a set of records with first names, last names, and
ages. The first row in the file will be used as a header row. The file will be a comma-
separated file, with the following contents:

Last Nane, Fi r st Nane, Age

Doe, John, 29

Doe, Jane, 26

Smith, Joe, 44

Br own, Joseph, 27

After creating this file, we must identify the data source through the 32-bit ODBC

setup applet. Invoke this applet and click on the Add button; select the Microsoft Text
Driver in the dialog shown in Figure 13.20.



Add Data Source E |

Select which ODBC driver you want to use | ok I
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Installed ODEC Dirivers:

Cancel |
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Figure 13.20: Adding a text data source

Clicking on this dialog's OK button invokes the ODBC Text Setup dialog (Figure
13.21), which is a dialog specific to the selected driver. The Microsoft Text driver
views disk directories as databases and individual text files as tables in the database.
The driver can be set up to use either the current directory or a specific directory as
the data source.

ODBC Text Setup

[rata Source Mame: I

Dezcription: I

Cahcel

[Databaze

Directon:

Help

dii

Select Directary...

I Usze Current Directony

Optionzy» |

1]

UEEE |
(51 bod. |

Optionz. .. |

System DSH... | Diivers... |

Figure 13.21: ODBC Text Setup

If you select a specific directory, the driver enables, through the Options extension of
its dialog, setting up individua tables (text files). For example, it is specified that
g:\amfc as the directory where the new application will be placed and created ages.txt
in that directory. After specifying this directory name by clicking on the Select
Directory button, the Define Format button became active in the ODBC Text Setup
dialog (Figure 13.22).
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ODBC Text Setup

Data Source Mame: I

Description; I Cancel

—Databaze
Help

diil

Dhirechany: q:hamfc

Select Directan...

[ Use Cumrent Directary

|1 e |
—Files
Extenzions List
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¥ Default [=.%]
Define Eaormat....

Figure 13.22: ODBC Text Setup options

Clicking on the Define Format button brings up yet another dialog (Figure 13.23)
where the format of individual tables (text files) can be specified. In the case of the
ages.txt table, setting the Column Name Header check box enables the Guess button
to work correctly and retrieve the names of fields and correctly guess their type.

ODBC Text Setup |
Define Text Format
— Tables — Columnz

<default: Lazthlame

FirstM ame
Age
¥ Column Name Header
Fomat  |CSv Delimited  v| | | Datalvpe |Char =

Add
[relimiter: I
Marne: ILastN ame Fodify |
Bows to Scan: |25
|

Characters: € ANS| (% OEM it |255 Fiemove

Ok | Cancel | Help |

Figure 13.23: Defining the format of a text table



Dismiss this diaog by clicking on the OK button. When the ODBC Text Setup dialog
reappears, add a name to this data source. We decided to name this data source "CSV
Filesin AMFC." Dismiss this dialog, too, by clicking on its OK button, and dismiss
the Data Sources dialog by clicking on its Close button.

At this point, alook at the amfc directory where the ages.txt file resides reveals that
the ODBC setup applet created another file, one named schema.ini. Thisfile, shown in
the following listing, contains information on the characteristics of the ODBC data
source that we just specified.

The schema.ini file created by the ODBC setup applet.
[ages. txt]

Col NaneHeader =Tr ue

For mat =CSVDel i mi t ed

MaxScanRows=25

Char act er Set =CEM

Col 1=LASTNAME Char Wdth 255

Col 2=FI RSTNAME Char Wdth 255

Col 3=ACE | nt eger

Now that our data source has been set up and identified, we can turn to the
AppWizard to construct a skeleton for our application.

Check Your Progress 2

Write the full form of the following abbreviations:
1. DAO

2. OLEDB
3. ODBC
4

SQL

13.3LET USSUM UP

MFC provides classes for using the open database connectivity (ODBC) APl to
interface with ODBC datasources, as well as classes for working with object linking
and embedding databases (OLE DB) and Data Access Objects (DAO) to work with
desktop databases. Data Access Objects enable you to access and manipulate
databases through the Microsoft Jet database engine. Data Access Object technology
is based on OLE. Visual C++ provides extensive support for building DAO
applications through the AppWizard. ODBC, or Open Database Connectivity,
represents a vendor-independent mechanism for accessing data in a variety of data
sources. At the heart of ODBC is its capability to execute SQL (Structured Query
Language) statements against data sources.

13.4 LESSON END ACTIVITY

Create your own SDI and MDI applications for reading and writing files to the disk
drive.
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13.5KEYWORDS

Data Access Object: It enables you to access and manipulate databases through the
Microsoft Jet database engine.

Recordset: It can be represented by recordsin atable, a dynaset, and a snapshot.
Table-type Recordset: It is updatable and represents the recordsin asingle table.

Dynaset-type Recordset: It represents records from one or more tables as aresult of a
guery; dynaset records are also updatable.

Snapshot-type Recordset: It contains fields from one or more tables but these fields
are not updatable; the snapshot is a static copy of records used to find data or generate
reports.

Open Database Connectivity: It represents a vendor-independent mechanism for
accessing datain avariety of data sources.

13.6 QUESTIONS FOR DISCUSSION

1. Do you prefer to use the ODBC interface instead of the Data Access Objects?
Explain your answer.

2. How can you add different record setsin an MDI application?

3. What sequence of functions do you need to call to add a new record to a record
set?

4. What does ODBC stand for? What view class should you use with an ODBC
application?

5. Build an MDI application using a custom document type. Save and restore the
document.

Check Your Progress. Model Answers

CYP1
1. True
2. True

CYP 2

Data Access Object
Object linking and embedding databases
Open database connectivity

A w0 DN P

Structured Query Language

13.7 SUGGESTED READINGS

Herbert Schildt, MFC Programming from the Ground up, 2™ edition, Tata McGraw
Hill.

MSDN Visual studio Library.
Mveller, Visual C++ from the Ground up, TMCH
Viktor Toth, Visual C++6 Unleashed, Second edition, Techmedia
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14.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:
e Concept of Multithreading
e How to create and how to use thread

14.1INTRODUCTION

Sometimes it is useful to arrange for two or more processes to work together to
accomplish one goal. One situation where this is beneficia is where the computer's
hardware offers multiple processors. In the old days this meant two sockets on the
motherboard each populated with an expensive Xeon chip. Thanks to advances in
VLSI integration, these two processor chips can now fit in a single package. Examples
are Intel's "Core Duo" and AMD's "Athlon 64 X2'. If you want to keep two
microprocessors busy working on a single goal, you basically have to two choices:
Either design your program to use multiple processes (which usually means multiple
programs), or design your program to use multiple threads.

14.2 THREAD-BASED MULTITASKING

Multithreading is a specialized form of multitasking. In general, there are two types of
multitasking: process-based and thread-based.

A thread is a dispatchable unit of executable code. The name comes from the concept
of a“thread of execution.” In a thread-based multitasking environment, all processes
have at least one thread, but they can have more. This means that a single program can
perform two or more tasks concurrently. For instance, a text editor can be formatting
text at the same time that it is printing, as long as these two actions are being
performed by two separate threads. The differences between process-based and
thread-based multitasking can be summarized like this. Process-based multitasking
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handles the concurrent execution of programs. Thread-based multitasking deals with
the concurrent execution of pieces of the same program.

The true concurrent execution is possible only in a multiple-CPU system in which
each process or thread has unrestricted access to a CPU. For single CPU systems,
which constitute the vast majority of systems in use today, only the appearance of
simultaneous execution is achieved. In a single CPU system, each process or thread
receives a portion of the CPU’s time, with the amount of time determined by several
factors, including the priority of the process or thread. Although truly concurrent
execution does not exist on most computers, when writing multithreaded programs,
you should assume that it does. This is because you can’'t know the precise order in
which separate threads will be executed, or if they will execute in the same sequence
twice. Thus, it's best to program asif true concurrent execution is the case.

Before you start writing the code, you must think twice on threading. First you have to
identify the tasks that can be done by threads. Second you think or innovate a way to
communicate between threads. Finaly you start writing the code. For example an
application receives some data on the serial port, computer the data and than plots
some graphical means. For this application to run properly, you will have to create 3
threads:

e onefor communication (working thread)
e onefor computation (working thread)
e onefor user interface (user thread)

Now that you have created the 3 threads, it is time for you to start thinking of
communication part. The first thread implements serial communication and it will
transmit to the second thread (the computational one) the received and unpacked data.
The second thread will do the computation and will send the results to the user-
interface thread that will plot the data. Imagine that no thread had been created. The
computation will be something like 10 exp 30. This will slow down or even kill your
application. Or imagine that some problems may occur with the serial (e.g. waiting
several seconds to receive some data that will not show up). Thiswill aso block your
application.

Check Your Progress

Trueor False:
1. Multithreading is a specialized form of multitasking.

2. Thread-based multitasking deals with the concurrent execution of pieces of
the different program.

How to create a thread

Right click the class view folder that contains your program and choose new class.
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Figure 14.1: Context menu of the class view folder
Choose the Base class to be CWinThread and name your class CThreadEx1.

r

Hew Class
Class type: |MFC Class >l
i Class information - Cancel
Harme: \CThreadEx1
File name: ThreadE wl 1 .Cpp
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Figure 14.2: configuration screen of ClassView

Hitting OK will bring you to the next configuration in your ClassView
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- @ Initlnztance(]

Figure 14.3: Functionsfor new class
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The class has now the constructor, the destructor and two methods: Initlnstance() and
ExitInstance(). In the Initinstance do the initiaization and in the Exitlnstance do the
cleanup. NOTE! The Constructor is protected! Move the constructor to the public
zone, this way you can create thread objects in the OnCreate method of your
application.

How to use a thread

You will add two more methods: Onldle (use the ClassWizard to add this) an
IsidieMessage. The last one you will insert manually. In the header define virtua
BOOL IsldleMessage(M SG* pMsg); and the public overrides will look like this:

public:
/1 Overrides
/1 O assW zard generated virtual function overrides
[1 {{ AFX_VI RTUAL( CThr eadEx1)
public:
virtual BOCL Initlnstance();
virtual int Exitlnstance();
virtual BOCOL Onldl e(LONG | Count);
virtual BOCL |sldl eMessage( MSG* pMsg) ;
I

1
AFX_VI RTUAL

Thiswill be the body of IsldleMessage for the moment:

BOCL CThreadEx1::1sldl eMessage( MSG* pMsg)
{

}

The communication to athread it is done by messages. The thread receives messages
in a queue and pops the messages one by one. The messages are then unpacked,
understood, acknowledged and, of course, executed. When is ready to be processed,
every message in the queue will be extracted and this event will occur in
IsldleMessage. Here you will have a pMsg pointer to a MSG structure that contains
your message. When no messages are in the queue, Onldle will occur. There are two
type of messages that you could send to a thread: blocking and unblocking. The
blocking messages type are posted using the SendThreadMessage(...). This means
that when you use this function the execution of your program will stop at the
SendThreadMessage() until the thread will execute the message. The unblocking
messages type are posted using PostThreadMessage(...). The message will be posted
to the queue and the execution of the program will continue asynchronous.

Check Your Progress 2

return CWnThread: :|sldl eMessage(pMsg);

Fill in the blanks:

(& The communication to athread it is done by

(b) The blocking messages type are posted using the

(c) The unblocking messages type are posted using




143LET USSUM UP

Multithreading is a specialized form of multitasking. In general, there are two types of
multitasking: process-based and thread-based. In a thread-based multitasking
environment, all processes have at least one thread, but they can have more. This
means that a single program can perform two or more tasks concurrently.

14.4 LESSON END ACTIVITY

Discuss the importance of multithreading.

145 KEYWORDS

Thread: It is adispatchable unit of executable code.

Multithreading: It is a specialized form of multitasking where all processes have at
least one thread, but they can have more.

14.6 QUESTIONS FOR DISCUSSION

1. Whatisthread?

What is multithreading?

Compare and contrast between multitasking and multithreading.
How multithreading is created?

How multithreading is used?

o &~ W DN

Check Your Progress. Model Answers

CYP1
1. True
2. Fase

CYP 2

(8) Messages
(b) SendThreadMessage(...)
(c) PostThreadMessage(...)

14.7 SUGGESTED READINGS

Herbert Schildt, MFC Programming from the Ground up 2™ edition, Tata McGraw
Hill.

MSDN Visual studio Library.
Mveller, Visual C++ fromthe Ground up, TMCH
Viktor Toth, Visual C++6 Unleashed, Second edition, Techmedia.
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15.0 AIMSAND OBJECTIVES

At the conclusion of this lesson you should be able to understand:

e Anoverview of application wizard
e Concept of ClassWizard

151 INTRODUCTION

The AppWizard asks you a series of questions about what type of application you are
building and what features and functionality you need. It uses this information to
create a shell of an application that you can immediately compile and run. This shell
provides you with the basic infrastructure that you need to build your application
around. Let’ s discuss the AppWizard.

15.2 VISUAL C++ APPWIZARD

One of the great strengths of the Visual C++ development system is its ability to
create highly functional application skeletons through the AppWizard tool. The
AppWizard can be used to generate skeleton Windows applications with a variety of
OLE, database, windowing, help, and other options. The AppWizard can also be used
to create Windows DLLs; in addition, specialized AppWizards exist for creating OLE
controls and custom AppWizards.

Creating Windows Projects

When you select the New command from the Developer Studio's File menu, you are
presented with the choice of creating a new text file, a new project workspace, or a
variety of new resource file components (Figure 15.1).
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HNew |

MHew: 0K I

Project Work space Cancel
Resource Scrpt
Reszource Template Help
Binarny File
Bitrap File
|con File

Curzor File

Figure 15.1: The New dialog

If you select Project Workspace in the New dialog, another dialog, the New Project
Workspace dialog, appears (Figure 15.2). In this dialog, you can choose from a variety
of workspace options.

Mew Project Workzpace
Tope:

L3 e
g MFC Apptwiizard [exe] —

8 MFC ppwizard (di) Help

Create...

Cancel

aail,

OLE Contrabfizard

T Platforms:
| ﬂ Application o WIWinaz
% Drynamic-Link Library
— Location:
| Congale Application ;I IE:I" Browse... |

Figure 15.2: The New Project Workspace dialog

The first two choices listed in this dialog represent AppWizard-generated skeletons
for Windows executable programs and for Windows DLLs. Next, we examine these
options in detail. Later in this chapter, we take another look at the other project
workspace types and how they can be used with new or existing projects.

Types of Windows Applications Created Through AppWizard

If you sdlect MFC AppWizard (exe) as the type of your new project, you are
presented with step one of a multistep wizard process (Figure 15.3). In this first step,
you can decide the basic characteristic of your new application: whether it will have a
single-document-based, multiple-document-based, or dialog-based user interface.
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MFC AppWizard - Step 1 ]|

E Application Bl hat tpe of application would vou like to create?
File Edit Yiew Window Help

] T 1

Docament 1

" Single document

™ Dialog based

YWhat |anguage would pou like your rezources in'?

| Engiish [United States] [APPWZENU.DLL = |

< Back I Hest = I Einizh Cancel Help

Figure 15.3: MFC AppWizard: Selecting your project'stype

A single-document-based application can present only one file to the user at any given
time. A good example for such an application is the Windows NotePad.

A multiple-document-based application, in contrast, can present several documents at
once, each in its own child window. Many word processing applications, such as
Microsoft's Word for Windows, are multiple-document-based applications.

A diaog-based application presents a single dialog as its user interface. These
applications are used when all user interaction can take place through a single dialog
template. An example for adialog-based application is the Windows Character Map.

Note: AppWizard-generated dialog-based applications offer substantially fewer MFC
features than MFC-based SDI or MDI applications. If you plan to use a document
class, view class, or other MFC features, consider creating an SDI application based
on the CFormView view classinstead of creating a dial og-based application.

During this first AppWizard step, you can also specify the language of your
application. Y our language selection defines which standard MFC resource set will be
included with your project.

Y ou can also use the AppWizard to create a project that supports multiple languages.
To do so, create the additional resource files (perhaps by rerunning AppWizard to
create dummy projects in the desired language) and add the new resource files to your
project. Create additional project configurations, including and excluding resource
files as needed.



Document-Based MFC Applications

The creation of single- or multiple-document-based (SDI or MDI) applications
through AppWizard are nearly identical procedures, consisting of the same
AppWizard steps.

The project files created by AppWizard for SDI and MDI projects are somewhat
different; in particular, for an MDI project, AppWizard generates an additional class,
CChildFrame, that represents MDI child windows.

After you select one of these document-based options, clicking the Next button takes
you to Step 2 of a six-step process. In this step (Figure 15.4), you must specify the
level of database support your application will provide. Database support is in the
form of MFC's Open Database Connectivity (ODBC) and Data Access Objects
(DAO) classes.

MFC AppWizard - Step 2 of 6 =]

™ Header files anly

™ Databaze view without file suppaort

i~ Database view with file support

If you include a databasze wiew, pou must zelect a
data source,

[Wata Saunce. . |

Mo data zource is selected.

¢ Back Hest = Einizh Cancel Help

Figure 15.4: MFC AppWizard: Selecting database support

The meaning of the None option is obvious. The Header files only option creates a
project with the necessary header files included, but otherwise the project files will be
no different from filesin a project with no database support.

The remaining two options represent significant additions to your project. First, your
project's view class will be a class derived from CRecordView or CDaoRecordView;
second, a new class, derived from CRecordSet or CDaoRecordSet, will be added to
your project. The new view class is dialog template-based and represents the fields in
a record; the record set class provides an interna representation for those fields and
methods to access the underlying tables.

The difference between the Database view with file support and Database view
without file support options in AppWizard Step 2 is simple. The former provides
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menu and toolbar commands to load and save document files; the latter does not.
Often, when creating a database application, your application's document class
provides merely a transient representation of the database and does not need to be
saved; in this case, use the Database view without file support option.

Regardless which of these two options you choose, before you proceed to AppWizard
Step 3, you must also specify a data source. The data source is a table or set of tables
in a database that can be accessed through the ODBC or DAO mechanism. To select a
data source, click on the Data Source button.

AppWizard Step 3 (Figure 15.5) is about support for Object Linking and Embedding
features. You can specify whether your application supports OLE compound
document functionality as a server, container, mini-server, or container-server. You
can also add OLE automation server and OLE control container support; the latter is
important if you wish to use OLE controlsin your application's dial ogs.

MFC AppWizard - Step 3 of 6 =]

What OLE compound document support would you

= Application like to include?
File Edit ¥Yiew Window Help
EREER]EN]
™ Container
™ Miri-zerver
™ Full-zerver

™ Both container and zerver

(el I cid pou ke stpEert fon DLE compound hles?

0] Yes, please
%) i, Ehank pow

YWhat OLE support would pou like o include?

[~ OLE automation
[ OLE contrals

< Back, I Mest = I Einigh Cancel Help

Figure 15.5: MFC AppWizard: OLE features

If you select OLE compound document support, you can aso specify OLE compound
file support.

Depending on which OLE features you select, the AppWizard may generate
additional classes for your application. For OLE servers, these additional classes
include ClnPlaceFrame (representing the frame window during in-place editing), and
a COleServerltem-derived class representing the server object in container
applications. For OLE containers, a new COleClientltem-derived class is added,
representing OLE server items in the container. In both cases, the base class of your
application's document class is also modified; it is derived from COleDocument in the
case of containers, and COleServerDoc in the case of servers or contai ner-servers.

Step 4 of AppWizard (Figure 15.6) contains a variety of miscellaneous options. The
checkboxes for toolbar support, status bar support, and support for 3-D controls
require little explanation.
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YWhat features would vou like to include?

Application

(1LY Edit ¥iew Window Help fereeeeen e e s .
— [ IV Dacking toolbar
Print... o
;:;:t Pregicw V¥ Initial status bar
Print Setup... ¥ Frinting and print preview
Exit [T Contest-sensitive Help
v 30 contrals
Fready ] What WS4 support would pou like to include?

[~ MAFI [Messaging &P
[ windows Sockets

Editing Control: Ithord

Ii Check Box @ Radioc Button
o Radioc Button

Haw many files wauld pau like on vour recent file list?

|4 _I: Advanced... |

< Back I et = I Einigh | Cancel | Help |

Figure 15.6: MFC AppWizard: Miscellaneous optionsin Step 4

If you clear the Printing and print preview checkbox (it is set by default), your
application will not have a Print or Print Preview command in its File menu, nor will
it provide support for print preview mode. It is generally a good idea to leave this box
checked even if you do not wish to provide the printing commands in the File menu,
aslong as you intend to use the printing and print preview-rel ated features of MFC.

Setting the Context-sensitive Help checkbox adds a skeletal help project file and help
topic files to your application. It also adds the batch file makehelp.bat that can be used
to regenerate your project's help file.

Adding Messaging APl (MAPI) support to your application means two things: first,
your application will be linked with the MAPI libraries; second, your application will
have a Send menu item in its File menu. Often thisis all you need to provide minimal
MAPI support for compatibility with Windows 95 application requirements.

Setting the Windows Sockets checkbox adds WinSock libraries and header files to
your project. However, you are responsible for adding any specific WinSock
functionality.

Of particular interest in AppWizard Step 4 is the Advanced Options dialog, invoked
when you click on the Advanced button. Through this dialog, you can specify a
variety of additional options that affect your application's appearance and execution in
subtle ways.

The Advanced Options dialog is a tabbed dialog. The first tab, Document Template
Strings (Figure 15.7), enables you to specify severa string values defining your
application's default filename extension, filename filter, file type identifier, and more.
These strings are combined and stored in your application's string table (in the
resource file) under the identifier IDR_MAINFRAME. For example, the string
corresponding to the settings shown in Figure 32 is this:
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MEC AppY Advanced Dptions _El

Dacument Template Strings | Wwindow Styles |

— Mon-ocalized strings

File extension: File type |0
IE TEST.Docurment

— Localized stings

Fead b inchide?

Language: b ain frame caption:
Englizh [United Stat

. nglish [United States] ITEST

X c Doc type name: Filter narne:
[TEST [TEST Files [t f recent file fist?
File new name [OLE File type name [OLE ahced.. |
zhart name]: lang name]:
{TEST |TEST Dacument

<k Cloze I Help |ﬂ3||:' |

Figure 15.7: MFC AppWizard: Advanced document template string settings

The second tab in this dialog, Window Styles (Figure 15.8), can be used to specify the
window styles for the application's frame window. You can also select split window
support; when this checkbox is set, your application's views will have a splitter bar.

MFC App¥ Advanced Dptions _El

E Document Template Strings Window Shyles |
Edil

b | ise spitwindow
Prist Pr .
Prist 8¢ [ Main frame styles
TExr W Thick frame V¥ Systemn menu
¥ Minimize box [ Hinimized
Eod— ¥ Maximize hos ™ Magimized b include?
. AL ehild ranme: styles
o 2| Tihick frame
I | Witiimnizetes, = itirzed recent file list?
0| Hawimize bax I= |t awimized
anced... |
Mate: The Minimized and M aximized main frame styles
have ho effect in Windows 95,

<k Cloze I Help |HE|P |

Figure 15.8: MFC AppWizard: Advanced window style settings




In this part of the Advanced Options dialog, you can also modify settings for child
frame windows in MDI applications.

Step 5 of AppWizard (Figure 15.9) enables you to specify two simple options,
whether the AppWizard-generated skeleton source should contain comments or not,
and whether the MFC Library should be linked to your project as a static library or a
DLL.

MFC AppWizard - Step 5 of 6 |

FIEErr Tl would you like to generate source file comments?
File Edit Project Debug Help

™ Mo, thank you

3| Project.cpp
deTan0:

-

AETODO:

Howa weould you like ta uze the MFC librany?

Ready

¥ Az 3 chared DLL
™ &z a statically linked librany

< Back et » Finizh Cancel Help

Figure 15.9: MFC AppWizard Step 5

Usually, specifying source file comments is a good idea. In addition to providing
meaningful explanations in your code, the AppWizard also generates "TODO"
comments, which indicate those points in your code that you need to complete or
modify manually.

The final step in the AppWizard process, Step 6 (Figure 15.10), lists the classes that
the AppWizard is about to create for your application. You can aso modify some
aspects of class creation at this stage. For example, you can modify the base class of
your application’'s view class to be based on the CFormView or CScrollView class,
instead of the default CView.

275
Wizard



276
Visual Programming

MFC Appwizard - Step 6 of b |

Appwizard creates the following clazzes for pou:

CTESTApp
ChdainFrame
CTESTDoc
(CTES T e

Clazs name: Header file:
|CTESTView | TES TWiew.h
Baze clazs: Implementation file:
| Cview =] |TESTView.cpp

¢ Back [HExs | Firizh I Cancel | Help

Figure 15.10: MFC AppWizard: Class overview

To complete the AppWizard process, click the Finish button. This displays the New
Project Information dialog (incidentally, giving you one more chance to back out and
cancel the AppWizard procedure); this dialog displays information about the skeleton
project. This information is also saved in your project directory as your project's
readme.txt file.

The classes generated for a basic single-document base application include a
document class, a view class, a frame window class, and a CWinApp-derived class
representing the application. The declaration and definition of a CDialog-derived
class, representing your applications About dialog, will also be included in the
implementation file of your application's CWinApp-derived class. Depending on what
additional options you specified (MDI support, database support, OLE features),
additional classes may be generated by AppWizard.

Check Your Progress

Fill in the blanks;

1. A document-based application can present only one file to the
user at any given time

2. Theclass represents MDI child windows.

Dialog-Based MFC Applications

The AppWizard process for creating a dialog-based MFC application is much shorter
than creating document-based applications. Selecting a dialog-based application in
AppWizard Step 1 and clicking on the Next button takes you to Step 2 of a four-step
process (Figure 15.11).
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Application

[T Context-zensitive Help
¥ 3D controls
YWhat OLE suppart would you like to include’?

Cloze

About App...

[~ OLE automation
[T OLE controls
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Figure 15.11: MFC AppWizard: Creating a dialog-based application

The About box option in this step adds an About command to the dialog's control
menu; note that the dialog will not have a menu bar. The Context-sensitive Help
option adds AppWizard-generated skeletal help support in the form of a help project
file, topic files, and the makehelp.bat script for regenerating your application's help
file. The 3-D controls option needs no explanation.

You can also specify OLE automation and OLE control support. Check the latter if
you wish to use OLE controlsin the dialog.

The Windows Sockets option adds WinSock header and library files to your project;
however, it is up to you to implement any specific WinSock functionality.

Y ou can also specify the title of your application; thistext will be displayed in the title
bar of the application's dialog box.

Step 3 of the AppWizard process for dialog-based applications is identical to Step 5
for document-based applications (see Figure 15.8). Similarly, Step 4 for dialog-based
applications is the same as Step 6 for document-based ones; however, the list of
generated classes is different (Figure 15.12). Only two classes are created: one
representing the application object, the other representing the application's dial og.
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MFC Appwizard - Step 4 of 4
Appwizard creates the follovang claszes for pow;
CTESTDIg

Class name: Header file:
[CTESTApp [TEST h
Baze class: Implernentation file:
| Cdindspp |TEST cpp

< Back | x> | Finizh I Cancel | Help |

Figure 15.12: MFC AppWizard: Dialog-based application classes

In many cases, you may find that a dialog-based AppWizard-generated skeleton
application lacks the features that you wish to see in your program. In such cases,
consider using an SDI application based on the CFormView class.

Using AppWizard to Create MFC-Based DLLs

If you use the AppWizard to create an MFC-based DLL skeleton, you are presented

with a one-step procedure where you can specify your DLL's characteristics (Figure
15.13).

MFC AppwWizard - Step 1 of 1 E3

ST el i hat bype of DLL would pou like to create?
File Edit Project Debug Help

EEREERIEN]

€ Begular DLL with MFC statically linked

,E Ploiect.-ak_| =] Projectcpp ) .
-ﬁé_r TrRnE & Fegular DLL using shared MFC DLL
% e poivssirre ™ MFC Extension DLL [uging shared MFC DLL)
e JiToDo:

What features would pou like in your DLL?

Ready

[ OLE automation
[T windows Sockets

“Whould pou like to generate zource file comments?
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" No, thank pou

< Back i =50 | Finizh I Cancel Help

Figure 15.13;: MFC AppWizard: Creatingan MFC-based DL L




The first set of options is where you specify how the DLL should be linked with the
MFC Library. Linking statically is the most expensive in terms of disk space and
memory requirements. The least expensive is creating an MFC extension DLL;
however, these DLLs can only be used with MFC applications. A regular DLL linked
with the MFC DLL can, in turn, be called from any application.

By setting the OLE Automation checkbox, you enable support for using your DLL as
an OLE Automation inproc server. (An inproc server is a server that executes in the
process space of the client application, as opposed to using a remote procedure call
mechanism for communicating with the client.)

Adding WinSock support enables compiling and linking with the WinSock header and
library files; however, you must add your own implementation of any WinSock-
specific functionality.

Finally, you can aso specify if you wish to see AppWizard-generated source
commentsinyour DLL.

Check Your Progress 2

Fill in the blanks:

1. Anexamplefor single-document-based applicationis
2. Anexample for multiple-document-based application is

3. Anexamplefor adialog-based application is

153 CLASSWIZARD

Next to the AppWizard, the ClassWizard represents the second most powerful tool in
the Visual C++ development system. ClassWizard represents a unique way of looking
at and managing certain types of classes; namely, classes that are command targets,
from the MFC class CCmdTarget.

ClassWizard Features

The ClassWizard is typically invoked from the Developer Studio's View menu. It can
aso be invoked from many popup menus;, for example, you can invoke the
ClassWizard from the popup menu that appears during dialog editing. In such cases,
the ClassWizard is invoked in a special mode. It usually appears with the relevant
class (that is, the class associated with the dialog template you were editing)
preselected. If such aclass does not exist, the ClassWizard isinvoked in class creation
mode where a new class for the selected object (dialog) can be created.

The ClassWizard appears to the user as a large dialog with five tabs. Each of these
tabs represents a specia ClassWizard function. The Message Map tab presents options
for defining and editing message handler functions. The Member Variables tab is
where you assign member variables to dialog controls in classes that are associated
with a dialog template. The OLE Automation tab offers a choice of OLE automation
methods and properties of an OLE server application or DLL. The OLE Eventstab is
where you add events to an OLE control. Lastly, the Class Info tab presents a review
of some of the overall characteristics of your class.

154LET USSUM UP

One of the great strengths of the Visual C++ development system is its ability to
create highly functional application skeletons through the AppWizard tool. The
AppWizard can be used to generate skeleton Windows applications with a variety of
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OLE, database, windowing, help, and other options. The AppWizard can also be used
to create Windows DLLs; in addition, specialized AppWizards exist for creating OLE
controls and custom AppWizards. Next to the AppWizard, the ClassWizard represents
the second most powerful tool in the Visual C++ development system. ClassWizard
represents a unique way of looking at and managing certain types of classes; namely,
classes that are command targets, from the MFC class CCmdTarget.

155LESSON END ACTIVITY

The Microsoft Foundation Classes (MFC) AppWizard or MFC Application Wizard in
Visual C++ does not generate resources in sublanguages. Discuss.

15.6 KEYWORDS

AppWizard: It isatool which can be used to generate skeleton Windows applications
with avariety of OLE, database, windowing, help, and other options.

ClassWizard: It represents a unique way of looking at and managing certain types of
classes; namely, classes that are command targets, from the MFC class CCmdTarget.

15.7 QUESTIONS FOR DISCUSSION

1. What is AppWizard?

What isitsrole in Microsoft VC++ project?
How AppWizard isrelated with Windows DLL?
What is ClassWizard?

Describe the features of ClassWizard.

SAE T < A

Check Your Progress. Model Answers

CYP1

1. single

2. CChildFrame

CYP2

1. Windows NotePad

2. Microsoft's Word for Windows

3. Windows Character Map

15.8 SUGGESTED READINGS

Herbert Schildt, MFC Programming from the Ground up 2™ edition, Tata McGraw
Hill.

MSDN Visual studio Library.
Mveller, Visual C++ from the Ground up, TMCH
Viktor Toth. Visual C++6 Unleashed, Second Edition. Techmedia
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